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CHAPITRE

INTRODUCTION

Communication, audiovisuel, transports, médecine : tous ces domaines se sont trans-
formés dans les derniéres décennies, en particulier grace a la révolution numérique. En ef-
fet le plus petit appareil électrique contient maintenant des composants matériels program-
mables.

En 2014, on pense bien str aux téléphones portables dont la fonctionnalité et la com-
plexité les rapprochent des ordinateurs de bureau. Par exemple, le systeme d’exploitation
Android de Google est fondé sur le noyau Linux, destiné a la base aux micro-ordinateurs.

Le noyau d'un systéme d’exploitation est chargé de faire I'intermédiaire entre le maté-
riel (processeur, mémoire, périphériques, ...) et les applications exécutées sur celui-ci (par
exemple un navigateur web, une calculatrice ou un carnet d’adresses).

Il doit aussi garantir la sécurité de celles-ci : en tant qu'intermédiaire de confiance, le
noyau a un certain nombre de responsabilités et est le seul a avoir acces a certaines informa-
tions sensibles. Il est capital de s’assurer qu’il est bien le seul a pouvoir y accéder. En particu-
lier, il faut pouvoir vérifier que les requétes faites par 'utilisateur au noyau ne peuvent pas,
volontairement ou involontairement, détourner ce dernier et lui faire fuiter des informations
confidentielles.

Le probléme est que, comme tous les logiciels, les noyaux de systeme d’exploitation sont
écrits par des humains qui ne sont pas parfaits. Les activités de relecture et de débogage ont
beau prendre la majeure partie du temps de développement, il est facile de laisser passer des
défauts de programmation.

Ces erreurs, ou bugs, peuvent avoir des conséquences dramatiques sur le plan matériel ou
humain. A titre d’exemple, un Airbus A320 embarque prés de 10 millions de lignes de code :
il est capital de vérifier que celles-ci ne peuvent pas mettre en danger la stireté des passagers.

Une technique efficace est de réaliser des tests, c’est-a-dire exécuter le programme sous
un environnement contr6lé. On peut alors détecter des comportements non désirés. Mais
méme avec une grande quantité de tests il n’est pas possible de couvrir tous les cas d’utilisa-
tion.

Une autre approche est d’analyser le code source du programme avant de 1'exécuter et
de refuser de lancer les programmes qui contiennent certaines constructions dangereuses.
C’estI'analyse statique de programmes.

Une des techniques d’analyse statique les plus répandues et les plus simples est le typage
statique, qui consiste a associer, a chaque morceau de programme, une étiquette décrivant
quel genre de valeur sera produite par son évaluation. Par exemple, si n est le nom d’'une
variable entiére, alors n + 2 produira toujours une valeur entiére. Cela permet de savoir si les
programmes manipuleront des données incompatibles entre elles.

1



2 CHAPITRE 1. INTRODUCTION

Pour en revenir aux noyaux de systéme d’exploitation, ceux-ci manipulent a la fois des
données sensibles et des données provenant du monde extérieur, pour lesquelles on n’a au-
cune garantie. On veut pouvoir distinguer ces deux classes de données.

Plus précisément, un des points cruciaux pour garantir I'isolation d'un noyau de systeme
d’exploitation est de restreindre la maniére dont sont traitées les informations provenant des
programmes utilisateur.

Le but de cette these est de montrer que le typage statique peut étre utilisé pour détecter
et interdire ces manipulations dangereuses.

1.1 Role d’'un systeme d’exploitation

Un ordinateur est constitué de nombreux composants matériels : microprocesseur, mé-
moire, et divers périphériques. Et au niveau de I'utilisateur, des dizaines de logiciels per-
mettent d’effectuer toutes sortes de calculs et de communications. Le systeme d’exploitation
permet de faire I'interface entre ces deux échelles.

Au cours de I'histoire des systémes informatiques, la maniére de les programmer a beau-
coup évolué. Au départ, les programmeurs avaient acces au matériel dans son intégralité :
toute la mémoire pouvait étre accédée, toutes les instructions pouvaient étre utilisées.

Néanmoins cela était un peu restrictif, puisque cela ne permet qu’a une personne d’in-
teragir avec le systéme. Dans la seconde moitié des années 1960, sont apparus les premiers
systémes « a temps partagé », permettant a plusieurs utilisateurs de travailler en méme temps.

Permettre I'’exécution de plusieurs programmes en méme temps est une idée importante,
mais elle n’est pas sans difficultés techniques : en effet les ressources de la machine doivent
étre aussi partagées entre les utilisateurs et les programmes. Par exemple, plusieurs pro-
grammes vont utiliser le processeur les uns a la suite des autres; et chaque programme aura
a sa disposition une partie de la mémoire principale, ou du disque dur.

Si plusieurs programmes s’exécutent de maniere concurrente sur le méme matériel, il
faut s’assurer que 1'un ne puisse pas écrire dans la mémoire de 'autre, et aussi que les deux
n’utilisent pas la carte réseau en méme temps. Ce sont des roles du systéme d’exploitation.

Ainsi, au lieu d’accéder directement au matériel via des instructions de bas niveau, les
programmes communiquent avec le noyau, qui centralise donc les appels au matériel, et abs-
trait certaines opérations.

Par exemple, comparons ce qui se passe concrétement lors de la copie de données depuis
un cédérom ou une clef USB.

¢ Dans le cas du cédérom, il faut interroger le bus SATA, interroger le lecteur sur la pré-
sence d'un disque dans le lecteur, activer le moteur, calculer le numéro de trame des
données sur le disque, demander la lecture, puis déclencher une copie de la mémoire.

» Avec une clef, il faut interroger le bus USB, rechercher le bon numéro de périphérique,
le bon numéro de canal dans celui-ci, lui appliquer une commande de lecture au bon
numéro de bloc, puis copier la mémoire.

Ces deux opérations, bien qu’elles aient la méme intention (copier de la mémoire depuis
un périphérique amovible), ne sont pas effectuées en extension de la méme maniere. C’est
pourquoi le systeme d’exploitation fournit les notions de fichier, lecteur, etc : le program-
meur n’a plus qu’a utiliser des commandes de haut niveau (« monter un lecteur », « ouvrir un
fichier », «lire dans un fichier ») et, selon le type de lecteur, le systeme d’exploitation effec-
tuera les actions appropriées.

En résumé, un systeme d’exploitation est I'intermédiaire entre le logiciel et le matériel,
et en particulier est responsable de la gestion de la mémoire, des périphériques et des pro-
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cessus. Les détails d’'implantation ne sont pas présentés a I'utilisateur ; a la place, il manipule
des abstractions, comme la notion de fichier. Pour une explication détaillée du concept de
systeme d’exploitation ainsi que des cas d’étude, on pourra se référer a [Tan07].

1.2 Séparation entre espace noyau et espace utilisateur

Puisque le noyau est garant d'une utilisation stire du matériel, il ne doit pas pouvoir étre
manipulé directement par I'utilisateur ou les programmes exécutés. Ainsi, il est nécessaire de
mettre en place des protections entre les espaces noyau et utilisateur.

Au niveau matériel, on utilise la notion de niveaux de privileges pour déterminer s’il est
possible d’exécuter une instruction.

D’une part, le processeur contient un niveau de privilege intrinseque. D’autre part,
chaque zone mémoire contenant du code ou des données possede également un niveau de
privilege minimum nécessaire. Lexécution d'une instruction est alors possible si et seule-
ment si le niveau de privilege du processeur est supérieur a celui de I'instruction et des opé-
randes mémoires qui y sont présentes !.

Par exemple, supposons qu'un programme utilisateur contienne I'instruction « déplacer
le contenu du registre EAX vers I’adresse mémoire a », ol a fait partie de 'espace mémoire de
I'utilisateur. Alors aucune erreur de protection mémoire n’est déclenchée.

Ainsi, pour une instruction manipulant des données en mémoire, les acces possibles sont
décrits dans le tableau suivant. En cas d’'impossibilité, une erreur se produit et I'exécution
s’arréte. Par exemple, 'avant-derniere ligne indique que, si un programme tente de lire une
variable du noyau, celui-ci sera arrété par une exception.

Mode du processeur Privilege (code) Privilege (données) Acces possible

Noyau Noyau Noyau Oui
Noyau Noyau Utilisateur Oui
Noyau Utilisateur Noyau Oui
Noyau Utilisateur Utilisateur Oui
Utilisateur Noyau Noyau Non
Utilisateur Noyau Utilisateur Non
Utilisateur Utilisateur Noyau Non
Utilisateur Utilisateur Utilisateur Oui

En plus de cette vérification, certains types d’instructions sont explicitement réservés au
mode le plus privilégié : par exemple les lectures ou écritures sur des ports matériels, ou celles
qui permettent de définir les niveaux de privileges des différentes zones mémoire.

Comme les programmes utilisateur ne peuvent pas accéder a ces instructions de bas ni-
veau, ils sont tres limités dans ce qu’ils peuvent faire. En utilisant seulement les seules ins-
tructions non privilégiées, on peut uniquement réaliser des calculs, sans réaliser d’opérations
visibles depuis |'extérieur du programme.

Pour utiliser le matériel ou accéder a des abstractions de haut niveau (comme créer un
nouveau processus), ils doivent donc passer par I'intermédiaire du noyau. La communication
entre le noyau et les programmes utilisateur est constituée du mécanisme des appels systeme.

1. Ici«supérieur » est synonyme de « plus privilégié ». Dans 'implantation d'Intel présentée dans le chapitre 2,
les niveaux sont numérotés de 0 a 3, ol le niveau 0 est le plus privilégié.
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Lors d'un appel systéme, une fonction du noyau est invoquée (en mode noyau) avec des
parametres provenant de I'utilisateur. Il faut donc étre particulierement précautionneux dans
le traitement de ces données.

Par exemple, considérons un appel systeme de lecture depuis un disque : on passe au
noyau les arguments (d, 0, n,a) ou d est le nom du disque, o (pour offset) 'adresse sur le
disque ou commencer la lecture, n le nombre d’octets a lire et a 'adresse. en mémoire ol
commencer a stocker les résultats.

Dans le cas d’utilisation prévu, le noyau va copier la mémoire lue dans asLe processeur
est en mode noyau, en train d’exécuter une instruction du noyau manipulant des données
utilisateur. D’apreés le tableau de la page 3, aucune erreur ne se produit.

Mais méme si ce cas ne produit pas d’erreur a I'exécution, il est tout de méme codé de
maniere incorrecte. En effet, si on passe a I'appel systéme une adresse a faisant partie de
I'espace noyau, que se passe-t-il?

Lexécution est presque identique : au moment de la copie on estien mode noyau, en train
d’exécuter une instruction du noyau manipulant des dorinées,noyau. Encore une fois il n'y a
pas d’erreur a I'exécution.

On peut donc écrire n'importe olt en mémoire. De.méme; une fonction d’écriture sur un
disque (et lisant en mémoire) permettrait de lire dé la;mémoire du noyau. A partir de ces
primitives, on peut accéder aux autres processus'exécutes, ou détourner |'exécution vers du
code arbitraire. L'isolation est totalement brisééa cause«e ces appels systéeme.

La cause de ceci est qu'on a accédé a la mémoire en testant les privileges du noyau au lieu
de tester les privileges de celui qui a faitda requéete (I'utilisateur). Ce probleme est connu sous
le nom de confused deputy problem [Har88|:

Pour implanter un appel systéme, il est'done nécessaire d’'interdire le déréférencement
direct des pointeurs dont la valeur peutétre.ieontrolée par l'utilisateur. Dans le cas du passage
par adresse d'un argument, il aurait fallu vérifier a I'exécution que celui-ci a bien les mémes
privileges que I'appelant.

Il est facile d’oublier d’ajouter. cette vérification, puisque le cas « normal » fonctionne.
Avec ce genre d’exemple on vpit comment les bugs peuvent arriver si fréquemment et pour-
quoi il est aussi capital de les.détecter avant I'exécution.

1.3 Systemes detypes

La plupart des langages de programmation incorporent la notion de type, dont un des
buts est d’empécher de'manipuler des données incompatibles entre elles.

En mémoirefles seules données qu'un ordinateur manipule sont des nombres. Selon les
opérations effectuées, ils seront interprétés comme des entiers, des adresses mémoire ou des
caracteres. Pourtantil est clair que certaines opérations n’ont pas de sens : par exemple, mul-
tiplier un pembre par une adresse ou déréférencer le résultat d'une division sont des com-
portements qu’on voudrait pouvoir empécher.

Endin'mot, le butdu typage est de classifier les objets et de restreindre les opérations pos-
sibles selon la classe d'un objet : en somme, « ne pas ajouter des pommes et des oranges ». Le
meodele qui permet cette classification est appelé systeme de types et est en général constitué
d'un ensemble de regles de typage, comme « un entier plus un entier égale un entier ».

Typage.dynamique Dans ce cas, chaque valeur manipulée par le programme est décorée
d’'une étiquette définissant comment interpréter la valeur en question. Les reégles de typage
sont alors réalisées al’exécution. Par exemple, I’opérateur « + » vérifie que ses deux opérandes
ont une étiquette « entier », et construit alors une valeur obtenue en faisant I'addition des
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deux valeurs, avec une étiquette « entier ». C’est ce qui se passe par exemple dans le langage
Python [s=4].

Typage statique Dans ce cas on fait les vérifications a la compilation. Pour vérifier ceci, on
donne a chaque fonction un contrat comme « si deux entiers sont passés, et que la fonction
renvoie une valeur, alors cette valeur sera un entier ». Cet ensemble de contrats peut étre
vérifié statiquement par le compilateur, a I’aide d'un systéme de types statique.

Par exemple, on peut dire que I'opérateur « + » a pour type (INT, INT) — INT. Cela veut dire
que, si on lui passe deux entiers (INT, INT), alors la valeur obtenue est également un entier.
A contrario, si autre chose qu'un entier est passé a cet opérateur, le programme ne compile
pas.

Typage fort oufaible Indépendamment du moment ot est faite cette analyse, on peut avoir
plus ou moins de garanties sur les programmes sans erreurs de typage. En poussant a I'ex-
tréme, les systemes de types forts garantissent que les valeurs ont toujours le type attendu.
Avec du typage statique, cela permet d’éliminer totalement les tests de typage a I'exécution.
Mais souvent ce n’est pas le cas, car il peut y avoir des constructions au sein du langage qui
permettent de contourner le systéme de types, comme un opérateur de transtypage. On parle
alors de typage faible.

Polymorphisme Parfois, il est trop restrictif de donner un unique type a une fonction. Si
on considere une fonction ajoutant un élément a une liste, ou une autre triant un tableau en
place, leur type doit-il faire intervenir le type des éléments manipulés?

En premiere approximation, on peut imaginer fournir une version du code par type de
données a manipuler. C’est la solution retenue par le langage C, ou par les premiéres versions
du langage Pascal, ce qui rendait tres difficile ’écriture de bibliotheques [Ker81]. On parle
alors de monomorphisme.

Une autre maniere de procéder est d’autoriser plusieurs fonctions a avoir le méme nom,
mais avec des types d’arguments différents. Par exemple, on peut définir séparément I’addi-
tion entre deux entiers, entre deux flottants, ou entre un entier et un flottant. Selon les infor-
mations connues a la compilation, la bonne version sera choisie. C’est ainsi que fonctionnent
les opérateurs en C++. On parle de polymorphisme ad hoc, ou de surcharge.

Une autre technique est de déterminer la fonction appelée non pas par le type de ses
arguments, mais par I'objet sur lequel on I'appelle. Cela permet d’associer le comportement
aux données. On parle alors de polymorphisme objet. Dans ce cas, celui-ci repose sur le sous-
typage : si A; et A, sont des sous-types de B, on peut utiliser des valeurs de type A; ou A; la
ol une valeur de type B est attendue. Dans ce cas, la fonction correspondante sera appelée.

La derniere possibilité est le polymorphisme paramétrique, qui consiste a utiliser le
méme code quel que soit le type des arguments. Dans ce cas, on utilise une seule fonction
pour traiter une liste d’entiers ou une liste de flottants, par exemple. Au lieu d’associer a
chaque fonction un type, dans certains cas on lui associe un type paramétré, instanciable
en un type concret. Dans le cas des fonctions de traitement de liste, 'idée est que lorsqu’on
ne touche pas aux éléments, alors le traitement est valable quel que soit leur type. Cette tech-
nique a été décrite en premier dans [Mil78].

Pour un tour d’horizon de différents systemes de types statiques, avec en particulier du
polymorphisme, on pourra se référer a [Pie02].
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1.4 Langages

Le systeme Unix, développé a partir de 1969, a tout d’abord été développé en assembleur
sur un mini-ordinateur PDP-7, puis a été porté sur d’autres architectures matérielles. Pour
aider ce portage, il a été nécessaire de créer un « assembleur portable », le langage C [KR88,
ISO99]. Son but est de fournir des abstractions au dessus du langage d’assemblage. Les struc-
tures de controdle (if, while, for) permettent d’utiliser la programmation structurée, c’est-
a-dire en limitant l'utilisation de l'instruction goto. Les types de données sont également
abstraits de la machine : ainsi, int désigne un entier machine, indépendamment de sa taille
concrete. Son systéme de types, bien que statique (il peut y avoir des erreurs de typage a la
compilation), est assez rudimentaire : toutes les formes de transtypage sont acceptées, cer-
taines conversions sont insérées automatiquement par le compilateur, et la plupart des abs-
tractions fournies par le langage sont perméables. Le noyau Linux est écrit dans un dialecte
du langage C. Le noyau du systéme Mac OS X d’Apple est également un dérivé d’Unix, et est
donc aussi écrit dans ce langage.

Néanmoins ce langage n’est pas facile a analyser, car il est concu pour étre facilement écrit
par des programmeurs humains. Certaines constructions sont ambigiies 2, et de nombreux
comportements sont implicites 3.

Si on veut analyser des programmes, il est plus pratique de travailler sur une représenta-
tion intermédiaire plus simple afin d’avoir moins de traitements dupliqués. Dans ce cas on
ajoute une phase préliminaire a I’analyse, qui consiste a convertir le code a étudier vers cette
représentation. On présente quelques langages qui peuvent servir ce role :

Middle-ends

Les premiers candidats sont bien entendu les représentations intermédiaires utilisées
dans les compilateurs C. Elles ont 'avantage d’accepter, en plus du C standard, les diverses
extensions (GNU, Microsoft, Plan9) utilisées par la plupart des logiciels. En particulier, le
noyau Linux repose fortement sur les extensions GNU.

GCC utilise une représentation interne nommée GIMPLE [Mer03]. Il s’agit d'une structure
d’arbre écrite en C, reposant sur de nombreuses macros afin de cacher les détails d’'implan-
tation interne pouvant varier entre deux versions. Cette représentation étant réputée difficile
a manipuler, le projet MELT [Stall] permet de générer un plugin de compilateur écrit dans
un dialecte de Lisp.

LLVM [LAO04] est un compilateur développé par la communauté open-source puis sponso-
risé par Apple. A la différence de GCC, sa base de code est écrite en C++. Il utilise une repré-
sentation intermédiaire qui peut étre manipulée sous forme d’une structure de données C++,
d’'un fichier de code-octet compact, ou textuelle.

Cmm est une représentation interne utilisée pour la génération de code lors de la com-
pilation d’OCaml [LDG* 10, CMP03], et disponible dans les sources du compilateur (il s’agit
donc d'une structure de données OCaml). Ce langage a I’avantage d’étre trés restreint, mais

2. Selon qu'il existe un type nommé a, 'expression (a)-(b) sera interprétée comme le transtypage de -(b)
dans le type a, ou la soustraction des deux expressions (a) et (b).

3. Par exemple, une fonction acceptant un entier long peut étre appelée avec un entier de taille plus petite.
Celui-ci sera alors converti implicitement.
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malheureusement il n'existe pas directement de traducteur permettant de compiler C vers
Cmm.

C- - [PINO97] [=1], dont le nom est inspiré du précédent, est un projet qui visait a unifier
les langages intermédiaires utilisés par les compilateurs. L'idée est que, si un front-end peut
émettre du C- - (sous forme de texte), il est possible d’obtenir du code machine efficace. Le
compilateur Haskell GHC, par exemple, utilise une représentation intermédiaire trés simi-
laire a C- -.

Langages intermédiaires ad hoc

Comme le probleme de construire une représentation intermédiaire adaptée a une ana-
lyse statique n’est pas nouveau, plusieurs projets ont déja essayé d’y apporter une solution.
Puisqu’ils sont développés en parallele des compilateurs, le support des extensions est en
général moins important dans ces langages.

CIL [NMRWO02] est une représentation en OCaml d'un programme C, développée depuis
2002. Grace a un mécanisme de plugins, elle permet de prototyper rapidement des analyses
statiques de programmes C.

CompCert C, Clight et Cminor sont des langages intermédiaires utilisés dans Compcert,
un compilateur certifié pour C [BDL06, AB07]. C’est-a-dire que les transformations séman-
tiques sont faites de maniére prouvée. Ces langages intermédiaires sont utilisés pour les passes
de front-end et de middle-end.

1.5 Lanalyse statique dans I'industrie aéronautique

En face du probleme théorique et technique décrit dans la section 1.2, il faut mettre en
perspective les problématiques industrielles liées a celui-ci. Les travaux présentés ici ont en
effet été réalisés dans I'équipe de sécurité et stireté logicielle d' EADS Innovation Works, dans
le cadre d’'une convention industrielle de formation par la recherche (CIFRE).

Aujourd’hui, la réussite de nombreuses missions dépend de logiciels dont la taille est de
plus en plus grande. Ainsi, en cas de fautes dans ce genre de logiciel, on peut se retrouver
face a de grands impacts économiques, voire risquer des vies humaines. On comprend bien
que les phases de vérification et de certification sont au cceur du cycle de vie des logiciels
avioniques. A titre d’exemple, I’échec du premier vol d’Ariane 5 aurait certainement pu étre
évité si le logiciel de controle de vol avait été vérifié plus efficacement [Lan96].

Plusieurs méthodes existent pour éliminer les risques de fautes. En fait, deux approches
duales sont nécessaires : les tests et les méthodes formelles. La premiére consiste a mettre
le logiciel dans des situations concrétes et a vérifier que la sortie correspond au résultat at-
tendu : c’est la technique des tests. Les tests « boite noire » consistent a tester en ayant a dis-
position uniquement les spécifications des modules a différentes échelles (par exemple : lo-
giciel, module, classe, méthode). Au contraire, les tests dits « boite blanche » sont écrits en
ayant a disposition I'implémentation. Cela permet par exemple de s’assurer que chaque che-
min d’exécution est emprunté. Cette maniere de procéder est similaire a la preuve par neuf
enseignée aux enfants : il est possible de prouver I'erreur, mais pas que le programme est
correct.
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Lapproche des méthodes formelles, au contraire, permet de s’assurer de 'absence d’er-
reurs a 'exécution. Par exemple, ’analyse statique par interprétation abstraite permet d’étu-
dier les relations exposées entre les variables afin d’en déduire les ensembles de valeurs dans
lesquels elles évoluent. En s’assurant que ceux-ci sont « stirs », on prouve I’absence d’erreurs
de maniére automatisée.

Linterprétation abstraite repose sur I'idée suivante : au lieu de considérer que les va-
riables possédent une valeur, on utilise un domaine abstrait qui permet de voir les variables
comme possédant un ensemble de valeurs possibles.

On dit que I'approche est sound si I’abstraction d’'un ensemble de valeurs est un suren-
semble de I'’ensemble concret. Autrement dit, on réalise une surapproximation.

La zone « siire » (correspondant aux exécutions sans erreurs) a une forme souvent assez
simple compte tenu des erreurs considérées : c’est un produit d’ensembles simples, comme
des intervalles. Lensemble des comportements réels du programme est au contraire d'une
forme plus complexe et non calculable.

En calculant une approximation de ce dernier, de forme plus simple, on peut tester plus
facilement que les comportements sont dans la zone stre : le fait que I'analyse soit sound,
c’est-a-dire que 'approximation ne manque aucun comportement, permet de prouver I’ab-
sence d’erreurs.

La figure 1.1 résume cette approche : 'ensemble des valeurs dangereuses est représenté
par un ensemble hachuré, I’ensemble des valeurs stires est en blanc, 'ensemble des compor-
tements réels du programme est noté par des points, et 'approximation en gris. Plusieurs cas
peuvent se produire. Dans la figure 1.1(a), on a prouvé a la compilation que le programme ne
pourra pas comporter d’erreurs a I’exécution. Dans la figure 1.1(b), 'approximation recouvre
les cas dangereux : on émet une alarme par manque de précision. Dans la figure 1.1(c) I'ap-
proximation n’est pas sound (par construction, on évite ce cas). Enfin, dans la figure 1.1(d),
on émet une alarme a raison, car il existe des comportements erronés. Toute la difficulté est
donc de construire une surapproximation correcte mais conservant une précision suffisante.

Pour construire cette surapproximation, on peut employer divers outils. Par exemple, un
entier pourra étre représenté par sa valeur minimale et sa valeur maximale (domaine abstrait
des intervalles), et un pointeur sur un tableau peut étre représenté par un ensemble de va-
riables associé a un décalage (offset) par rapport au début de la zone mémoire (domaine des
pointeurs sur tableaux).

Le projet Penjili

Dans ce sens, des outils fondés sur I'interprétation abstraite ont été développés chez
EADS Innovation Works dans le cadre du projet Penjili [AHO07].

Ces analyses statiques ne manipulent pas directement du code C, mais un langage in-
termédiaire appelé NEWSPEAK [HLO08]. Celui-ci est suffisamment expressif pour compiler la
plupart des programmes C, y compris de nombreuses extensions GNU utilisées dans le noyau
Linux (section 8.1), et des traducteurs automatiques depuis C et Ada existent (section 7.1).

Ensuite, ses instructions sont orthogonales et minimales : il existe en général une seule
maniere de faire les choses. Par exemple, le flot de controle est restreint a la boucle infinie et
au saut en avant (« break » généralisé).

Enfin, lorsque certaines constructions sont ambigiies, un choix est fait. Par exemple, I'éva-
luation des arguments d’'une fonction est faite dans un ordre précis, les tailles des types sont
indiquées a chaque déclaration de variable, etc.

Séparer le langage intermédiaire de la phase d’analyse permet de beaucoup simplifier
I'analyseur statique. D’une part, les constructions redondantes comme les différents types
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(a) (b)

©) (d

FIGURE 1.1 : Surapproximation. L'ensemble des états erronés est hachuré. L'ensemble des
états effectifs du programme, noté par des points, est approximé par I'ensemble en gris.

de boucles ne sont traitées qu'une fois. D’autre part, lorsque le langage source est étendu
(en supportant une nouvelle extension de C par exemple), I’analyseur n’a pas besoin d’étre
modifié.

Le langage NEWSPEAK, ainsi que les outils permettant de le manipuler, sont disponibles
sous license libre sur [1=°3]. L'analyseur statique Penjili, reposant sur ces outils, a été utilisé
pour analyser des logiciels embarqués critiques de plusieurs millions de lignes de code. Ce
dernier n’est pour le moment pas open-source. Tous ces outils sont écrits dans le langage
OCaml [LDG*10, CMP03].

1.6 Delavionique a 'informatique d’entreprise

Vérifier la stireté des logiciels avioniques est critique, mais cela présente 'avantage que
ceux-ci sont développés avec ces difficultés a I'esprit. Il est plus simple de construire un sys-
teme sécurisé en connaissant toutes les contraintes d’abord, plutot que de vérifier a posteriori
qu’'un systeme existant peut répondre a ces contraintes de streté.

Néanmoins cette maniere de concevoir des logiciels est tres coliteuse. Pour des compo-
sants qui sont moins critiques, il peut donc étre intéressant de considérer des logiciels ou
bibliothéques existants, en particulier dans le monde de I'open-source.

Ces logiciels sont plus difficiles a analyser, car ils sont écrits sans contraintes particulieres.
Non seulement toutes les constructions du langage sont autorisées, méme celles qui sont
difficiles a traiter (transtypage, allocation dynamique, récursion, acces au systéme de fichiers,
etc), mais aussi des extensions non standards peuvent étre utilisées.
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Programmes non autosuffisants La grande majorité des programmes ne se suffisent pas
a eux-mémes. En effet, ils interagissent presque toujours avec leur environnement ou ap-
pellent des fonctions de bibliotheque.

Cela veut dire qu’un fichier en cours d’analyse peut contenir des appels a des fonctions
inconnues. Non seulement on n’a pas acces a leur code source, mais en plus on ne connait
pas a priori leur spécification. Une solution peut étre de prévoir un traitement particulier
pour celles-ci (par exemple en leur attribuant un type prédéfini).

Certaines interagissent directement avec le systéme d’exploitation, comme les fonctions
d’ouverture ou d’écriture dans un fichier. D’autres modifient totalement le mode d’exécu-
tion du programme. Par exemple, pthread_create(&t, NULL, f, NULL) lance l'’exécution
de f(NULL) tout en continuant I'’exécution de la fonction en cours dans un fil d’exécution
concurrent.

Extensions du langage Par exemple, la figure 1.2 démontre I'influence de I'attribut packed
(supporté par GCC) sur la compilation d'une structure. Sans celui-ci, les champs sont alignés
de maniére a faciliter les accés a la mémoire, par exemple en faisant démarrer les adresses
de chaque champ sur un multiple de 4 octets (en gras). Cela nécessite d’introduire des octets
de padding (en gris) qui ne sont pas utilisés. La taille totale de cette structure est donc de 12
octets.

struct s {
char a;
int b; |a| b I c | I
short c;

}

struct s {
char a;
int b; ’a|
short c;

} __attribute__((packed));

(on
(@]

FIGURE 1.2 : Utilisation de I'attribut non-standard packed

Au contraire, I'utilisation de packed supprime totalement le padding et permet de dimi-
nuer alors la taille de la structure a 7 octets seulement. Puisque b et ¢ ne sont pas alignés, leur
acces sera fait de maniere moins efficace.

De maniére générale, les compilateurs permettent de personaliser finement le code émis
grace a des extensions. Elles changent parfois le mode d’exécution des programmes d'une
maniére subtile et pas toujours bien spécifiée ni documentée.

1.7 Objectifs et contributions de la these

Le but de ce travail est de définir et d'implanter des analyses statiques « légeres » sur le
langage C (c’est-a-dire plus simples que les analyses de valeurs par interprétation abstraite)
pour détecter les utilisations dangereuses de pointeurs utilisateur. Nous proposons d’étendre
NEWSPEAK pour analyser des propriétés de sécurité par typage sur du code non avionique. En
effet, les types permettent de modéliser ’environnement d’exécution d'un programme (ici,
les parametres d’appels systéme) avec un grain assez grand, alors qu’étre plus fin est difficile
et nécessite de modéliser I'environnement.
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Nos contributions sont les suivantes :

¢ Une premiere étape est de définir un sous-ensemble stir du langage source. En effet, le
langage C permet des conversions non siires entre données, ce qui limite I'intérét du
typage. On définit alors un langage impératif avec un modeéle mémoire de plus haut
niveau, interdisant ces constructions : SAFESPEAK. Celui-ci est un modele inspiré du
langage NEWSPEAK, déja utilisé pour d’autres analyses statiques.

¢ Sur ce langage on définit une sémantique opérationnelle, qui permet de raisonner sur
les exécutions des programmes. On profite du caracteére structuré des états mémoire
pour exprimer cette sémantique en terme de lentilles bidirectionnelles, permettant de
décrire la modification en profondeur de la mémoire.

¢ Au cceur de notre travail se trouve un systéme de types stirs pour SAFESPEAK, ainsi que
deux extensions. La premiere permet d’illustrer 'approche typage en détectant les en-
tiers utilisés comme ensembles de bits, et la seconde permet de résoudre notre pro-
bleme de base, qui est la vérification des acces aux pointeurs utilisateur (présentés dans
la section 1.2).

+ Notre formalisation est accompagnée d'un prototype, basé sur NEWSPEAK. Cela permet
d’appliquer les régles de typage précédemment définies sur des programmes écrits en
C, grace aux outils existants développés par EADS. En particulier, cela permet d’analy-
ser des parties du noyau Linux. Ce prototype est disponible sous une license libre.

1.8 Plan dela these

Cette these est organisée en trois parties. La premiére décrit le contexte de ces travaux,
ainsi que les solutions existantes. La deuxiéme expose notre solution, SAFESPEAK, d'un point
de vue théorique. La troisieme rend compte de la démarche expérimentale : comment la so-
lution a été implantée et en quoi elle est applicable en pratique.

Dans la partie I, on présente tout d’abord le fonctionnement général d'un systéme d’ex-
ploitation. On y introduit aussi les problemes de manipulation de pointeurs controlés par
l'utilisateur. Ceux-ci sont centraux puisqu’on désire les restreindre. On fait ensuite un tour
d’horizon des techniques existantes permettant de traiter ce probleme par analyse statique
de code source.

Dans la partie I, on décrit notre solution : le langage SAFESPEAK. Sa syntaxe y est d’abord
décrite, puis sa sémantique ainsi qu'un systéme de types statiques. A ce niveau on a un bon
support pour décrire des analyses statiques sur un langage impératif. On propose alors deux
extensions du systéme de types. La premiére consiste a bien typer les entiers utilisés comme
bitmasks. La seconde capture les problémes d’adressage mémoire présents dans les systemes
d’exploitation, décrits dans la section 1.2. Pour ce faire, on ajoute des pointeurs controlés par
l'utilisateur a la sémantique et au systéme de types. A chaque étape, c’est-a-dire avant et aprés
ces ajouts, on établit une propriété de stireté de typage reliant la sémantique d’exécution aux
types statiques.

Dans la partie III, on documente la démarche expérimentale associée a ces travaux. L'im-
plantation du systéme de types sur le langage NEWSPEAK est d’abord décrite, reposant sur
l'algorithme W de Damas et Milner. La maniere de compiler depuis du code C est également
présentée. Ensuite, on applique cette implantation a deux cas d’étude concrets dans le noyau
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Linux. L'un est un bug ayant touché un pilote de carte graphique, et 'autre un défaut dans
I'implantation de la fonction ptrace. Dans chaque cas, un pointeur dont la valeur est contro-
lée par l'utilisateur crée un probleme de sécurité, car un utilisateur malveillant peut lire ou
écrire dans l'espace mémoire réservé au noyau. En lancant notre prototype, I'analyse de la
version non corrigée leve une erreur alors que, dans la version corrigée, un type correct est
inféré. On montre ainsi que le systéme de types capture précisément ce genre d’erreur de
programmation.

On conclut enfin en décrivant les possibilités d’extensions autant sur le point théorique
qu’expérimental.



Premieére partie

Méthodes formelles pour la sécurité

Apres avoir décrit le contexte général de ces travaux, nous décrivons leurs en-
jeux.

Le chapitre 2 explore plus en détail le fonctionnement d'un systéme d’exploita-
tion, y compris la séparation du code en plusieurs niveaux de privileges. L'architec-
ture Intel 32 bits est prise comme support. En particulier, le mécanisme des appels
systéme est décrit et on montre qu'une implantation naive de la communication
entre espaces utilisateur et noyau casse toute isolation.

Le chapitre 3 consiste en un tour d’horizon des techniques existantes en ana-
lyses de programmes. Ces analyses se centrent autour des problemes liés a la vé-
rification de code systeme ou embarqué, y compris le probleme de manipulation
mémoire évoqué dans le chapitre 2.

On conclut en introduisant notre solution : SAFESPEAK, un langage permettant
de typer des programmes impératifs, plus précisément en ajoutant des types poin-
teurs abstraits.

13






CHAPITRE

SYSTEMES D’EXPLOITATION

Le systéme d’exploitation est le programme qui permet a un systeme informatique d’exé-
cuter d’autres programmes. Son réle est donc capital et ses responsabilités, multiples. Dans
ce chapitre, nous allons voir a quoi il sert, et comment il peut étre implanté. Pour ce faire,
nous présentons ici de quoi est constitué un systéme Intel 32 bits et ce dont on se sert pour y
implanter un systéme d’exploitation.

2.1 Architecture physique

Un systeme informatique est principalement constitué d’'un processeur (ou CPU pour
Central Processing Unit), de mémoire principale (ou RAM pour Random Access Memory) et
de divers périphériques.

Le processeur est constitué de plusieurs registres internes qui permettent d’encoder |’état
dans lequel il se trouve : quelle est I'instruction courante (registre EIP), quelle est la hauteur
de la pile systeme (registre ESP), etc. Son fonctionnement peut étre vu de la maniere la plus
simple qui soit comme la suite d’opérations :

e charger depuis la mémoire la prochaine instruction;;

» (optionnel) charger depuis la mémoire les données référencées par l'instruction;

o effectuer I'instruction;

» (optionnel) stocker en la mémoire les données modifiées;

¢ continuer avec I'instruction suivante.

Les instructions sont constituées d'un opcode (mnémonique indiquant quelle opération
faire) et d'un ensemble d’opérandes. La signification des opérandes dépend de I'opcode,
mais en général ils permettent de désigner les sources et la destination (on emploiera ici
la syntaxe AT&T, celle que comprend I'assembleur GNU). Les opérandes peuvent avoir plu-
sieurs formes : une valeur immédiate ($4), un nom de registre (%eax) ou une référence a la

mémoire (directement : addr ou indirectement : (%ecx) ! ). On décrit les opcodes les plus
utilisés, permettant de compiler un coeur de langage impératif :

e mov src, dst copiele contenude src dansdst;

e add src, dst calcule la somme des contenus de src et dst et place ce résultat dans
dst;

1. Cela consiste a interpréter le contenu du regitre ECX comme une adresse mémoire.

15
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e push src place src sur la pile, c’est-a-dire que cette instruction enléve au pointeur de
pile Esp la taille de src, puis place src al’adresse mémoire de la nouvelle valeur ESP;

e pop src réalise 'opération inverse : elle charge le contenu de la mémoire a 'adresse
ESP dans src puis incrémente ESP de la taille correspondante;;

e jmp addr saute al’adresse addr : c’est 'équivalent de mov addr, %eip;
e call addr sert aux appels de fonction : cela revient a push %eip puis jmp addr;

e ret sert a revenir d'une fonction : c’est I’équivalent de pop %eip.

Certaines de ces instructions font référence a la pile par le biais du registre Esp. Cette
zone mémoire n’'est pas gérée de maniere particuliere. Elle permet de gérer la pile des appels
de fonction en cours grace a la maniére dont jmp et ret fonctionnent. Elle sert aussi a stocker
les variables locales des fonctions.

Alaide de ces quelques instructions on peut implanter des algorithmes impératifs. Mais
pour faire quelque chose de visible, comme afficher a I’écran ou envoyer un paquet sur le
réseau, cela ne suffit pas : il faut parler au reste du matériel.

Pour ceci, il y a deux techniques principales. D’une part, certains périphériques sont
dits memory-mapped : ils sont associés a un espace mémoire particulier, qui ne permet pas
de stocker des informations mais de lire ou d’écrire des données dans le périphérique. Par
exemple, écrire a 'adresse @xB8000@ permet d’écrire des caracteres a I'écran. L'autre systéme
principal est I'utilisation des ports d’entrée/sortie. Cela correspond a des instructions spé-
ciales in %ax, portetout port, %ax ou port est un numéro qui correspond a un péri-
phérique particulier. Par exemple, en écrivant dans le port 9x60, on peut controler I'état des
indicateurs lumineux du clavier PS/2.

2.2 Taches et niveaux de privileges

Alternance des tiaches

Sans mécanisme particulier, le processeur exécuterait uniquement une suite d’instruc-
tions a la fois. Pour lui permettre d’exécuter plusieurs taches, un systéme de partage du temps
existe.

A des intervalles de temps réguliers, le systéme est programmé pour recevoir une inter-
ruption. C’est une condition exceptionnelle (au méme titre qu'une division par zéro) qui fait
sauter automatiquement le processeur dans une routine de traitement d’interruption. A cet
endroit le code peut sauvegarder les registres et restaurer un autre ensemble de registres, ce
qui permet d’exécuter plusieurs taches de manieére entrelacée. Si I'alternance est assez ra-
pide, cela peut donner l'illusion que les programmes s’exécutent en méme temps. Comme
Iinterruption peut survenir a tout moment, on parle de multitache préemptif.

En plus de cet ordonnancement de processus, I'architecture Intel permet d’affecter des
niveaux de privilége a ces taches, en restreignant le type d’instructions exécutables, ou en
donnant un acces limité a la mémoire aux tadches de niveaux moins élevés.

Le matériel permet 4 niveaux de privileges (nommés aussi rings) : le ring 0 est le plus
privilégié, le ring 3, le moins privilégié. Dans I'’exemple précédent, on pourrait isoler 'ordon-
nanceur de processus en le faisant s'exécuter en ring 0 alors que les autres taches seraient en
ring 3.
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Mémoire virtuelle

A partir du moment ot1 plusieurs processus s’exécutent de maniére concurrente, un pro-
bleme d’isolation se pose : si un processus peut lire dans la mémoire d'un autre, des informa-
tions peuvent fuiter; et s'il peut y écrire, il peut en détourner I'exécution.

Le mécanisme de mémoire virtuelle permet de donner a deux taches une vue différente
de la mémoire : c’est-a-dire que vue de taches différentes, une adresse contiendra une valeur
différente (figure 2.1).

Processus 1 Mémoire Processus 2

FIGURE 2.1 : Mécanisme de mémoire virtuelle.

Ce mécanisme est controlé par la valeur du registre CR3 : les 10 premiers bits d'une
adresse virtuelle sont un index dans le répertoire de pages qui commence a I’adresse conte-
nue dans CR3. A cet index, se trouve I’adresse d’une table de pages. Les 10 bits suivants de
I'adresse sont un index dans cette page, donnant I'adresse d’'une page de 4 kio (figure 2.2).
Plus de détails sur l'utilisation de ce mécanisme seront donnés dans la section 8.2.

31 2221 1211 0

HENEEEEEEEEEEEEEEEEEEEEEEEEEEEEEE
R 1 1

Répertoire Table de Page de

CR3 — > N -

de pages pages 4 kio

FIGURE 2.2 : Implantation de la mémaoire virtuelle

2.3 Appels systeme

Avec une telle isolation, tout le code qui est exécuté en ring 3 a une expressivité limitée.
Il ne peut pas contenir d’instructions privilégiées comme in ou out, ni faire référence a des
périphériques mappés en mémoire. C’est en effet au noyau d’accéder au matériel, et pas au
code utilisateur.

Il est donc nécessaire d’appeler une routine du noyau depuis le code utilisateur. C’est le
but des appels systeme. Cela consiste a coupler une fonction du ring 3 a une fonction du
ring 0 : en appelant la fonction non privilégiée, le flot d’exécution se retrouve dans le noyau
avec les bons privileges.
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Bien siir, il n’est pas possible de faire directement un call puisque cela consisterait a faire
un saut vers une zone plus privilégiée. Il y a plusieurs manieres d’'implanter ce mécanisme.
Nous décrivons ici la technique historique a I'aide d’interruptions.

Le processeur peut répondre a des interruptions, qui sont des événements extérieurs.
Cela permet d’écrire du code asynchrone. Par exemple, une fois qu'un long transfert mémoire
est terminé, une interruption est recue. D’autres interruptions dites logicielles peuvent arri-
ver lorsqu'une erreur se produit. Par exemple, diviser par zéro provoque l'interruption 0, et
tenter d’exécuter une instruction privilégiée provoque l'interruption 14. On peut aussi pro-
voquer manuellement une interruption par une instruction int dédiée.

Une table globale définit, pour chaque numéro d’interruption, quelle est la routine a ap-
peler pour la traiter, avec quel niveau de privilége, ainsi que le niveau de privilége requis pour
pouvoir déclencher celle-ci avec I'instruction int.

Il est donc possible de créer une interruption purement logicielle (on utilise en général
le numéro 128, soit 0x80), déclenchable en ring 3 et traitée en ring 0. Les registres sont pré-
servés, donc on peut les utiliser pour passer un numéro d’appel systeme (par exemple 3 pour
read() et 5 pour open()) et leurs arguments.

2.4 Le Confused Deputy Problem

On a vu que les appels systeme permettent aux programmes utilisateur d’accéder aux
services du noyau. Ils forment donc une interface particulierement sensible aux problemes
de sécurité.

Comme pour toutes les interfaces, on peut étre plus ou moins fin. D’un c6té, une interface
pas assez fine serait trop restrictive et ne permettrait pas d'implanter tout type de logiciel. De
l'autre, une interface trop laxiste (« écrire dans tel registre matériel ») empéche toute isolation.
Il faut donc trouver la bonne granularité.

Nous allons présenter ici une difficulté liée a la manipulation de mémoire au sein de cer-
tains types d’appels systéeme.

Il y a deux grands types d’appels systeme. D’'une part on trouve ceux qui renvoient un
simple entier, comme getpid qui renvoie le numéro du processus appelant.

pid_t pid = getpid();
printf("%d\n", pid);

Ici, pas de difficulté particuliére : la communication entre le ring 0 et le ring 3 est faite
uniquement a travers les registres, comme décrit dans la section 8.2.

Mais la plupart des appels systétme communiquent de I'information de maniére indirecte,
a travers un pointeur. Lappellant alloue une zone mémoire dans son espace d’adressage et
passe un pointeur a I'appel systéme. Ce mécanisme est utilisé par exemple par la fonction
gettimeofday (figure 2.3).

Considérons une implantation naive de cet appel systeme qui écrirait directement
a I'adresse pointée. Si le pointeur fourni est dans I’'espace d’adressage du processus, on est
dans le cas d’utilisation normal et I’écriture est donc possible.

Si I'utilisateur passe un pointeur dont la valeur correspond a la mémoire réservée au
noyau, que se passe-t-il? Comme le déréférencement est fait dans le code du noyau, il est
également fait en ring 0, et va pouvoir étre réalisé sans erreur : |'écriture se fait et potentielle-
ment une structure importante du noyau est écrasée.

Un utilisateur malveillant peut donc utiliser cet appel systéme pour écrire a n'importe
quelle adresse dans 'espace d’adressage du noyau. Ce probléme vient du fait que I"appel
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struct timeval tv;

struct timezone tz;

int z = gettimeofday(&tv, &tz);

if (z ==0) {

printf( "tv.tv_sec = %ld\ntv.tv_usec = %1d\n"

"tz.tz_minuteswest = %d\ntz.tz_dsttime = %d\n",
tv.tv_sec, tv.tv_usec,
tz.tz_minuteswest, tz.tz_dsttime

)5

FIGURE 2.3 : Appel de gettimeofday

systeme utilise les privileges du noyau au lieu de celui qui controle la valeur des parametres
sensibles. Cela s’appelle le Confused Deputy Problem[Har88].

La bonne solution est de tester dynamiquement la valeur du pointeur : s’il pointe en es-
pace noyau, il faut indiquer une erreur plutét que d’écrire. Sinon, il peut toujours y avoir une
erreur, mais au moins le noyau est protégeé.

Dans le noyau, un ensemble de fonctions permet d’effectuer des copies stires. La fonction
access_ok réalise le test décrit précédemment. Les fonctions copy_from_user et copy_to_
user réalisent une copie de la mémoire apres avoir fait ce test. Ainsi, I'implantation correcte
de I'appel systeme gettimeofday fait appel a celle-ci (figure 2.4).

SYSCALL_DEFINE2(gettimeofday, struct timeval __user *, tv,
struct timezone __user *, tz)

{
if (likely(tv !'= NULL)) {
struct timeval ktv;
do_gettimeofday(&tv);
if (copy_to_user(tv, &ktv, sizeof(ktv)))
return -EFAULT;
}
if (unlikely(tz != NULL)) {
if (copy_to_user(tz, &sys_tz, sizeof(sys_tz)))
return -EFAULT;
}
return 0;
}

FIGURE 2.4 : Implantation de 'appel systeme gettimeofday

Pour préserver la sécurité du noyau, il est donc nécessaire de vérifier la valeur de tous
les pointeurs dont la valeur est controdlée par 'utilisateur. Cette conclusion est assez contrai-
gnante, puisqu'il existe de nombreux endroits dans le noyau o1 des données proviennent
de I'utilisateur. Il est donc raisonnable de vouloir vérifier automatiquement et statiquement
I'absence de tels défauts.







CHAPITRE

ANALYSES STATIQUES EXISTANTES

Dans ce chapitre, nous présentons un tour d’horizon des techniques existantes permet-
tant d’analyser des programmes. En particulier, on s’intéresse a la propriété d’isolation dé-
crite dans le chapitre 2, mais on ne se limite pas a celle-ci : il est également intéressant de
considérer des analyses développées pour d’autres propriétés (comme par exemple s’assurer
de I'absence d’erreurs a I'exécution), celles-ci pouvant potentiellement s’adapter.

L'analyse statique de programmes est un sujet de recherche actif depuis 'apparition de
I'informatique en tant que science. On commence par en présenter une classification, puis
on montrera des exemples pertinents permettant d’analyser du code systéeme ou embarqué.

3.1 Taxonomie

Techniques statiques et dynamiques IL'analyse peut étre faite au moment de la compila-
tion ou au moment de I'exécution. En général on peut obtenir des informations plus précises
de maniere dynamique, mais cela ne prend en compte que les parties du programme qui se-
ront vraiment exécutées. Un autre probleme des techniques dynamiques est qu’il est souvent
nécessaire d’instrumenter I’environnement d’exécution (ce qui— dans le cas ot cela est pos-
sible — peut se traduire par un impact en performances). Lapproche statique, en revanche,
nécessite de construire a I’arrét une carte mentale du programme, ce qui n’est pas toujours
possible dans certains langages.

Les techniques dynamiques sont néanmoins les plus répandues, puisqu’elles sont plus
simples a mettre en ceuvre et permettent de trouver des erreurs pendant le processus de dé-
veloppement. De plus, on peut considérer qu'un programme avec une forte couverture par
les tests a de grandes chances d’étre correct pour toutes les entrées. Par exemple, dans ’avio-
nique civile, le processus de développement demande d’étre trés rigoureux pour les tests
fonctionnels et structurels afin de détecter le code ou les branchements non atteints.

Mais pour s’assurer de la correction d'un programme, on ne peut pas s’appuyer unique-
ment sur les tests — ou de maniere générale sur des analyses dynamiques — car il est souvent
impossible d’étudier I'ensemble complet de tous les comportements possibles. Par exemple,
si un bug se présente lors d'une interaction entre deux composants qui n'a pas été testée, il
passera inapercu durant la phase de tests unitaires. Pour cette raison, la plupart des analyses
présentées ici sont statiques.

Cohérence et complétude Le but d'une analyse statique est de catégoriser les programmes
selon s'ils satisfont ou non un ensemble de propriétés fixées a I'avance. Malheureusement,
21
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celan’est que rarement possible, car ’ensemble des valeurs possibles lors de I'exécution d'un
programme quelconque n’est pas un ensemble calculable (théoreme de Rice [Ric53]). Autre-
ment dit, il ne peut exister une procédure de décision prenant un programme et le déclarant
correct ou incorrect. Un résultat similaire est qu'on ne peut pas écrire une procédure qui dé-
termine si un programme arbitraire boucle indéfiniment ou pas (le probléme de 'arrét).

I n’est donc pas possible d’écrire un analyseur statique parfait, détectant exactement les
problemes. Toute technique statique va donc de se retrouver dans au moins un des cas sui-
vants :

¢ un programme valide (pour une propriété donnée) est rejeté : on parle de faux positif.

¢ un programme invalide n’est pas détecté : on parle de faux négatif.

En général, et dans notre cas, on préfere s’assurer que les programmes acceptés pos-
sedent la propriété recherchée, quitte a en rejeter certains. C’est 'approche que nous retien-
drons. Tolérer les faux négatifs n’est cependant pas toujours une mauvaise idée. Par exemple,
sile but est de trouver des constructions dangereuses dans les programmes, on peut signaler
certains cas qui empiriquement valent d’étre vérifiés manuellement.

Par ailleurs la plupart des techniques ne concernent que les programmes qui terminent.
On étudie donc la correction, ou les propriétés des termes convergents. Prouver automati-
quement que I’exécution ne boucle pas est une propriété toute autre qui n’est pas ici consi-
dérée.

3.2 Meéthodes syntaxiques

Lanalyse la plus simple consiste a traiter un programme comme du texte, et a y recher-
cher des motifs dangereux. Ainsi, utiliser des outils comme grep permet parfois de trouver
un grand nombre de vulnérabilités [Spe05].

On peut continuer cette approche en recherchant des motifs mais en étant sensible a la
syntaxe et au flot de contrdle du programme. Cette notion de semantic grep est présente dans
I'outil Coccinelle [BDH*09, PTS*11] : on peut définir des patches sémantiques pour détecter
ou modifier des constructions particuliéres.

Ces techniques sont utiles parce qu’elles permettent de plonger rapidement dans le code,
en identifiant par exemple des appels a des fonctions dangereuses. En revanche, cela n'est
possible que lorsque les propriétés que I'on recherche sont plutdt locales. Elles offrent égale-
ment peu de garantie puisqu’elles ne prennent pas en compte la sémantique d’exécution du
langage : il faudra en général vérifier manuellement la sortie de ces analyses.

3.3 Analyse de valeurs et interprétation abstraite

Linterprétation abstraite est une technique d’analyse générique qui permet de simuler
statiquement tous les comportements d'un programme [CC77, CC92]. Un exemple d’appli-
cation est de calculer les bornes de variation des variables pour s’assurer qu'aucun déborde-
ment de tableau n’est possible [AH07].

Lidée est d’associer a chaque ensemble concret de valeurs une représentation abstraite.
Sur celle-ci, on peut définir des opérations indépendantes de la valeur exacte des données,
mais préservant I'abstraction (figure 3.1). Par exemple, les régles comme « —» x « —=» = « +»
définissent le domaine abstrait des signes arithmétiques. Les domaines ont une structure
de treillis, c’est-a-dire qu’ils possedent les notions d’ordre partiel et d'union de valeurs. En
calculant les extrémes limites d’'une variable, on obtient le domaine des intervalles.
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FIGURE 3.1 : Domaine des signes

De tels domaines ne capturent aucune relation entre variables. Ils sont dits non relation-
nels. Lorsque plusieurs variables sont analysées en méme temps, utiliser de tels domaines
consiste a considérer un produit cartésien d’ensembles abstraits (figure 3.2(a)).

Des domaines abstraits plus précis permettent de retenir celles-ci. Pour ce faire, il faut
modéliser 'ensemble des valeurs des variables comme un tout. Parmi les domaines relation-
nels courants on peut citer : le domaine des polyédres [CH78], permettant de retenir tous
les invariants affines entre variables (figure 3.2(b)) ; le domaine des zones [Min0O1la], permet-
tant de représenter des relations affines de la forme v; — v; < c¢ (figure 3.2(c)) ; ou encore le
domaine des octogones [MinO1b] qui est un compromis entre les polyédres et les zones. 11
permet de représenter les relations +v; + v; < ¢ (figure 3.2(d)).

(a) Domaine non relationnel (b) Domaine des polyedres

(c) Domaine des zones (d) Domaine des octogones

FIGURE 3.2 : Quelques domaines abstraits

En plus des domaines numériques, il est nécessaire d’employer des domaines spécialisés
dans la modélisation de la mémoire. Cela est nécessaire pour pouvoir prendre en compte
les pointeurs. Par exemple, on peut représenter un pointeur par un ensemble de variables
possiblement pointées et une valeur abstraite représentant le décalage (offset) du pointeur
par rapport au début de la zone mémoire. Cette valeur peut elle-méme étre abstraite par un
domaine numérique.

Au dela des domaines eux-mémes, 1'analyse se fait sous forme d’'un calcul de point fixe.
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La maniere la plus simple est d’utiliser un algorithme de liste de travail, décrit par exemple
dans [SRH96]. Les raffinements en revanche sont nombreux.

Deés [CC77] il est remarqué que la terminaison de I’analyse n’est assurée que si le treillis
des valeurs abstraites est de hauteur finie, ou qu'un opérateur d’élargissement (widening) V
est employé. L'idée est qu'une fois qu’'on a calculé quelques termes d'une suite croissante,
on peut réaliser une projection de celle-ci. Par exemple, dans le domaine des intervalles,
[0;2] V [0;3] = [0; +oo[. On atteint alors un point fixe mais qui est plus grand que celui qu'on
aurait obtenu sans cette accélération : on perd en précision. Pour en gagner, on peut redes-
cendre sur le treillis des points fixes avec une suite d’itérations décroissantes [Gra92, GGTZ07].

En termes d’'ingéniérie logicielle, implanter un analyseur statique est un défi en soi. En
plus des domaines abstraits, d'un itérateur, il faut traduire le code source a analyser dans
un langage intermédiaire, et traduire les résultats de I'analyse en un ensemble d’alarmes a
présenter a I'utilisateur.

Cette technique est trés puissante : si un interprete abstrait sound (réalisant une surap-
proximation, c’est-a-dire ne manquant aucun programme incorrect) analyse un programme
et ne renvoie pas d’erreur, alors on a prouvé que le programme est correct (par rapport aux
propriétés que vérifient les domaines abstraits). Cela a été appliqué avec succes avec les ana-
lyseurs Astrée [Mau04, CCF*05, CCF*09] chez Airbus ou CGS [VB04] a la NASA par exemple.

Cependant, ces analyses sont difficiles a mettre en ceuvre. Avec des domaines abstraits
classiques comme ceux présentés ci-dessus, les premieres analyses peuvent remonter un
nombre prohibitif de fausses alarmes. Pour « aider » I’analyse, il faut soit annoter le code soit
développer des domaines abstraits ad hoc au programme a analyser.

11 existe également des analyseurs statiques combinant l'interprétation abstraite avec
d’autres techniques et qui ne sont pas sound, c’est-a-dire qu’ils peuvent manquer des com-
portements erronés. Leur approche est plus d’aider le programmeur a détecter certains types
de bugs pendant le développement. On peut citer I'’exemple de Coverity [BBC* 10], qui publie
régulierement des rapports de qualité sur certains logiciels open-source. Néanmoins, de part
leur aspect non sound, les analyses réalisées ne peuvent pas étre assimilées a de la vérification
formelle en tant que telle.

Enfin, l'interprétation abstraite n’est pas la seule technique pour analyser finement les
valeurs d’'un programme. Par exemple, le systéme Saturn [ABD*07], concu pour analyser
du code systéme écrit en C, utilise des clauses logiques et un solveur SAT pour manipuler
des invariants sur la mémoire. En particulier il traite le probléeme des pointeurs utilisateur
en utilisant une analyse de forme « pointe-sur » [BA08]. Un autre exemple est le model che-
cking [CE81], qui consiste a explorer 'ensemble des états que peut atteindre un systeme. Ce
graphe est potentiellement infini; donc il peut étre impossible de I'explorer pour détecter
les cas d’erreur. Plusieurs techniques permettent de résoudre ce probleme. Le bounded mo-
del checking [BCC* 03] explore uniquement les états atteints en moins de k étapes. Cela peut
permettre de trouver des cas d’erreur, mais pas de montrer que le systéme est correct (seule-
ment qu'il 'est pour les exécutions de moins de k étapes). Il est aussi possible de réduire le
nombre d’états de 'automate [Pel93]. Comme l'interprétation abstraite, ces analyses sont tres
précises, au détriment d'un temps de calcul important a cause de I'explosion combinatoire.

3.4 Typage

Le typage, introduit dans la section 1.3, peut aussi étre utilisé pour la vérification de pro-
grammes. On peut le voir comme une maniere de catégoriser les types de données manipulés
par la machine, mais également, a plus haut niveau, comme une maniere d’articuler les dif-
férents composants d'un programme. Mais on peut aussi programmer avec les types, c’est-
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a-dire utiliser le compilateur (dans le cas statique) ou I'environnement d’exécution (dans le
cas dynamique) pour vérifier des propriétés écrites par le programmeur.

Systemes ad hoc Les systémes de types les plus simples expriment des contrats esssen-
tiellement liés a la streté d’exécution, pour ne pas utiliser des valeurs de types incompa-
tibles entre eux. Mais il est possible d’étendre le langage avec des annotations plus riches,
par exemple en vérifiant statiquement que des listes ne sont pas vides [KcS07] ou, dans le
domaine de la sécurité, d’empécher des fuites d'information [LZ06].

Qualificateurs de types Dans le cas particulier des vulnérabilités liées a une mauvaise utili-
sation de la mémoire, les développeurs du noyau Linux ont ajouté un systéme d’annotations
au code source. Un pointeur peut étre décoré d'une annotation __kernel ou __user selon
s’il est stir ou pas. Celles-ci sont ignorées par le compilateur, mais un outil d’analyse statique
ad-hoc nommé Sparse [1°6] peut étre utilisé pour détecter les cas les plus simples d’erreurs. 11
demande aussi au programmeur d’ajouter de nombreuses annotations dans le programme.

Cette solution se rapproche de la solution décrite dans ce manuscrit. Ce systéme d’anno-
tations sur les types a été formalisé sous le nom de qualificateurs de types [FJKA06] : chaque
type peut étre décoré d'un ensemble de qualificateurs (a la maniéere de const), et des regles
de typage permettent d’établir des propriétés sur le programme.

Plus précisément, les jugements de typage de la forme I' - e : ¢ sont remplacés par des
jugements de typage qualifiés I' - e : ¢ q. Les qualificateurs g permettent d’exprimer plu-
sieurs jugements. Par exemple, on peut étudier le fait qu'une variable soit constante ou pas,
que sa valeur soit connue a la compilation, ou encore qu’elle puisse étre nulle ou pas. La spé-
cificité de ce systeme est que les qualificateurs sont ordonnés, du plus spécifique au moins
spécifique, et que I'on forme alors un treillis a partir de ces informations. Partant des deux
caractéristiques précédentes, on forme le treillis de la figure 3.3. Le qualificateur const dé-
signe les données dont la valeur ne change pas au cours de I'exécution; dynamic celles qui
ne peuvent pas étre connues a la compilation; et nonzero celles qui ne peuvent jamais étre
nulles. Le cube sur lequel se trouvent les qualificateurs correspond a une relation d’ordre,
du plus spécifique (en bas) au plus général (en haut). o correspond a un ensemble vide de
qualificateurs.

dynamic
*\::::::><::::i?st dynamlc dynamic nonzero
const nonzero const dynamic nonzero

T /

const nonzero

FIGURE 3.3 : Treillis de qualificateurs

Cette relation d’ordre < entre qualificateurs induit une relation de sous-typage = entre
les types qualifiés :sig < q',alorst g= ¢ ¢'.

Ces analyses ont été implantées dans I’outil CQual. Ce systéme peut servir a inférer les an-
notations const [FFA99], a I'analyse de souillure pour les chaines de format [STFWO01] (pou-
vant poser des problemes de sécurité [New00]) et a déterminer des propriétés dépendantes
du flot de contréle, comme des invariants sur les verrous [FTA02], a rapprocher du concept
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de typestates [SY86]. Il a également été appliqué a la classe de vulnérabilités sur les pointeurs
utilisateur dont il est question ici [JWO04].

Cette approche est assez proche de la notre : on donne un type différent aux pointeurs
selon leur provenance. Néanmoins cela est tres différent. Une premiere différence est dans
le langage considéré. CQual s’applique sur un lambda-calcul a références, alors que, pour
étudier du code C, nous présentons un modele mémoire avec pile explicite plus proche de
la machine. D’autre part, le systéme de types de CQual est fondamentalement modifié pour
prendre en compte ces opérations, alors que dans le notre il s’agit d’'une simple extension qui
ne nécessite pas de modifier toutes les régles de typage. La conclusion de la partie I, page 95,
sera dédiée a une comparaison entre ces solutions.

Le systeme Flow Caml [Sim03] repose également sur cette approche, en ajoutant une éti-
quette de sécurité a chaque type. Par exemple, les entiers sont typés a int ou ’a est le
niveau de sécurité associé. Couplé a un systeme d’effets, cela permet de suivre la provenance
de chaque expression. Cette technique d’analyse de flot permet d’encoder de nombreuses
propriétés de sécurité [SMO03].

Ces techniques de typage sont séduisantes parce qu’elles sont en général simples a mettre
en place : a 'aide d’'un ensemble de regles, on attribue un type a chaque expression. Si le
typage se termine sans erreur, alors on est assuré de la correction du programme (par rapport
aux propriétés capturées par le systeme de types).

Le typage statique peut également étre implanté de maniére efficace. Méme sil'inférence
peut, dans certains cas, atteindre une complexité exponentielle [Mai90] (voire étre indéci-
dable), la plupart des systemes de types peuvent étre vérifiés en pratique dans un temps li-
néaire en la taille du programme considéré [McA03].

3.5 Langages sirs

Une autre approche est de concevoir un langage a la fois bas niveau et siir, permettant
d’exprimer des programmes proches de la machine tout en interdisant les constructions dan-
gereuses.

Le langage Cyclone [JMG*02] est congu comme un C «s0r ». Afin d’apporter plus de
stireté au modele mémoire de C, des tests dynamiques sont ajoutés, par exemple aux en-
droits ou des conversions implicites peuvent poser probleme. Le langage se distingue par le
fait qu’il possede plusieurs types de pointeurs : des pointeurs classiques (int *), des poin-
teurs «jamais nuls» (int @; un test a I’exécution est alors inséré) et des « pointeurs lourds »
(int ?; qui contiennent des informations sur la zone mémoire pointée). Larithmétique des
pointeurs n’est autorisée que sur ces derniers, rendant impossibles les débordements de ta-
bleaux (ceux-ci étant détectés au pire a 'exécution). Le probléme des pointeurs fous ! est
résolu en utilisant un systeme de régions [GM]*02], inspiré des travaux de Jouvelot, Talpin et
Tofte [TJ92, TT94]. Cela permet d’'interdire statiquement les constructions ot 'on déréfé-
rence un pointeur faisant référence a une région de mémoire qui n’est plus allouée (par
exemple en évitant de retourner 'adresse d'une variable locale). Cette approche peut éga-
lement servir a suivre les provenances de données sensibles [BGH10].

Le langage Rust [=5] développé par Mozilla prend une approche similaire en distinguant
plusieurs types de pointeurs pour gérer la mémoire de maniere plus fine. Les managed poin-

1. Les pointeurs fous, encore appelés pointeurs fantomes ou dangling pointers, correspondent a une zone
mémoire invalide ou expirée. Il y a deux sources principales de pointeurs fous : les variables de type pointeur

adresses de variables locales une fois que la fonction dans laquelle elles ont été définies retourne.
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ters (notés @int) utilisent un ramasse-miettes pour libérer la mémoire allouée lorsqu’ils ne
sont plus accessibles. Les owning pointers (notés ~int) décrivent une relation 1 a 1 entre
deux objets, comme les std: :unique_ptr de C++:la mémoire est libérée lorsque le pointeur
I'est. Les borrowed pointers (notés &int) correspondent aux pointeurs obtenus en prenant
I'adresse d'un objet, ou d'un champ d’un objet. Une analyse statique faite lors de la compi-
lation s’assure que la durée de vie de ces pointeurs est plus courte que I'objet pointé, afin
d’éviter les pointeurs fous. Cette analyse est également fondée sur les régions. Une fonction
qui retourne ’adresse d'une variable locale sera donc rejetée par le compilateur. Enfin, le der-
nier type est celui des raw pointers (notés *int), pour lesquels le langage n’apporte aucune
garantie (il faut d’ailleurs encapsuler chaque utilisation dans un bloc marqué explicitement
unsafe). Ils sont équivalents aux pointeurs de C.

Les systémes de types de ces projets apportent dans le langage différents types de poin-
teurs. Cela permet de manipuler finement la mémoire, a la maniere des smart pointers de
C++. Ceux-ci sont des types de données abstraits permettant de déterminer quelle partie du
code est responsable de la libération de la mémoire associée au pointeur.

De cette approche on retient surtout I'analyse de régions de Rust qui permet de manipu-
ler de maniere stre les adresses des variables locales, et les pointeurs lourds de Cyclone, qui
apportent une stireté a I'arithmétique de pointeurs, au prix d'un test dynamique.

Ces techniques sont utiles pour créer des nouveaux programmes s{irs, mais on ne peut
pas les appliquer pour étudier la correction de logiciels existants. Dans cette perspective, le
langage CCured [NCH'05] a pour but d’ajouter un systeme de types forts a C (y compris pour
des programmes existants). Dans les cas ot il n’est pas possible de prouver que le programme
s’exécutera correctement, des vérifications a I'exécution sont ajoutées. Cependant, cela né-
cessite une instrumentation dynamique qui se paye en performances et interdit la certifica-
tion, car 'environnement d’exécution doit étre inchangé. Le compilateur Fail-Safe C [Oiw09]
utilise une approche similaire permettant de garantir la stireté d’exécution des programmes
C tout en respectant la totalité de la norme C89.

3.6 Logique de Hoare

Une technique pour vérifier statiquement des propriétés sur la sémantique d'un pro-
gramme a été formalisée par Robert Floyd [Flo67] et Tony Hoare [Hoa69].

Elle consiste a écrire les invariants qui sont maintenus a un point donné du programme.
Ces propositions sont écrites dans une logique £. Chaque instruction i est annotée d'une
pré-condition P et d'une post-condition Q, ce que I'on note {P} i {Q}. Cela signifie que, si P
est vérifiée et que I'exécution de i se termine, alors Q sera vérifiée.

En plus des regles de £, des regles d’'inférence traduisent la sémantique du programme;;
par exemple la régle de composition est :

{PYir {QF  {Q}i2 {R}
{P} i1; 02 {R}

(HOARE-SEQ)

Les pré-conditions peuvent étre renforcées et les post-conditions relachées :

FeP' =P {P}ilQ} FeQ=>Q
{P'}i{Q}

(HOARE-CONSEQUENCE)
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11 est alors possible d’annoter le programme avec ses invariants formalisés de maniére
explicite dans £. Ceux-ci seront vérifiés a la compilation lorsque c’est possible, sinon a l’exé-
cution.

La regle de conséquence permet de séparer les propriétés du programme lui-méme :
plusieurs niveaux d’annotations sont possibles, du moins précis au plus précis. En fait, il
est méme possible d’annoter chaque point de contrdle par 'ensemble d’annotations vide :
{T} i {T} est toujours vrai.

Augmenter graduellement les pré- et post-conditions est néanmoins assez difficile, puis-
qu’il peut étre nécessaire de modifier I'ensemble des conditions a la fois. Cette difficulté est
mentionnée dans [DRS03], o1 un systéme de programmation par contrats est utilisé pour
vérifier la correction de routines de manipulation de chaines en C.

Ce type d’annotations a été implanté par exemple pour le langage Java dans le systeme
JML [LBRO6] ou pour le langage C# dans Spec# [BLS05]. 1l est aussi possible d’utiliser cette
technique pour annoter du code assembleur de bas niveau [MGO07].

3.7 Assistants de preuve

Avec un systeme de types classique, le fait qu'un terme (au sens « expression » ou « ins-
truction ») soit bien typé ameéne quelques propriétés sur son exécution, par exemple, le fait
que seulement un ensemble réduit d’erreurs puisse arriver (comme la division par zéro).

En enrichissant le langage des types, on peut augmenter I'expressivité du typage. Par
exemple, on peut former des types « entier pair », « vecteur de n entiers », ou encore « liste
triée d’entiers ».

Habituellement, les termes peuvent dépendre d’autres termes (par composition) ou de
types (par des annotations). Les types peuvent également dépendre d’autres types (par com-
position de types : par exemple, un couple de a et de b a pour type a * b). Enrichir I'expres-
sivité du typage revient essentiellement a introduire des termes dans les types, comme n
dans I'exemple précédent du vecteur de n entiers. C’est pourquoi on parle de types dépen-
dants. Parmi les langages proposant ces types on peut citer Coq [The04], Agda [BDN09] ou
Isabelle [NPWO02].

Dans un langage classique, la plupart des types sont habités, c’est-a-dire qu'il existe des
termes ayant ces types. En revanche, avec les types dépendants ce n’est pas toujours vrai : par
exemple « vecteur de —1 entiers » n’a pas d’habitants. Ainsi, pouvoir construire un terme d'un
type donné est une information en soi.

On peut voir ce phénomene sous un autre angle : les termes sont a leur type ce que les
preuves sont a leur théoréme. Exhiber un terme ayant un type revient a donner la preuve d'un
théoréme. A I'aide de cette correspondance, il est possible de voir un algorithme de vérifica-
tion de typage comme un algorithme de vérification de preuve automatique. Ces preuves ne
portent pas forcément sur des programmes. Par exemple, le théoréme des 4 couleurs a été
prouvé en Coq [Gon07].

Cette technique est trés complexe a mettre en ceuvre, puisqu’il faut encoder toutes les
propriétés voulues dans un formalisme de tres bas niveau (du niveau de la théorie des en-
sembles). De plus, I'inférence de types devient rapidement indécidable.

Conclusion

11 existe de nombreuses techniques pour vérifier du code systeme ou embarqué. Il y a
divers choix a faire entre I'expressivité, 'intégration de tests dynamiques ou la facilité de mise
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€en ceuvre.

Pour résoudre le probléme des pointeurs utilisateur dans les noyaux, le typage statique
est une solution performante et assez pragmatique, puisqu’elle peut s’appliquer a des pro-
grammes existants. Son expressivité limitée nous empéche de reposer entierement sur elle
pour garantir I’absence d’erreur dans les programmes systemes (par exemple, le typage est
mal adapté pour détecter les divisions par zéro). C’est pourquoi nous approchons la stireté
de la maniere suivante :

» Tout d’abord, on utilise le typage pour manipuler les données de maniére compatible :
les types des opérations et fonctions sont vérifiés a la compilation.

« Ensuite, les acces aux tableaux et aux pointeurs sont vérifiés dynamiquement. Dans
le cas ou une erreur est déclenchée, 'exécution s’arréte plutét que de corrompre la
mémoire. La pile est également nettoyée a chaque retour de fonction afin d’éviter les
pointeurs fous.

« Enfin, les pointeurs provenant de I'espace utilisateur sont repérés statiquement afin
que leur déréférencement se fasse au sein de fonctions stires. Cela permet de préserver
I'isolation entre le noyau et I'espace utilisateur.






CONCLUSION DE LA PARTIE I

Nous avons montré que I'écriture de noyaux de systemes d’exploitation nécessite de ma-
nipuler des données provenant d’'une zone non siire, 'espace utilisateur. Parmi ces don-
nées, il arrive de récupérer des pointeurs qui servent a passer des données par référence a
I'appelant, dans certains appels systeme. Si on déréférence ces pointeurs sans vérifier qu'ils
pointent bien vers une zone mémoire également contrdlée par I'appelant, on risque de lire
ou d’écrire dans des zones mémoires réservées au noyau seul.

Nous proposons une technique de typage pour détecter ces cas dangereux. Elle est plus
adaptée qu'une analyse de valeurs, car le grain pour distinguer les pointeurs sensibles des
pointeurs stirs n’a pas besoin d’étre tres fin.

Pour décrire ces analyses, on commence par définir un langage impératif bien typable
que nous appellerons SAFESPEAK. Celui-ci s'inspire du langage NEWSPEAK, qui est un lan-
gage intermédiaire développé par EADS dans le but de vérifier la stireté de programmes C
embarqués. A ce titre, il existe un compilateur qui est capable de traduire du code C vers
NEWSPEAK.

Définir la syntaxe et la sémantique de SAFESPEAK permet d’écrire et d’évaluer des pro-
grammes. Mais cela reste trop permissif, car on ne rejette pas les programmes qui manipulent
les données de maniere incohérente. On définit donc un systéme de types pour classifier les
expressions et fonctions selon la classe de valeurs que leur évaluation produit.

Une fois SAFESPEAK défini et étendu d’'un systéeme de types, nous lui ajoutons des construc-
tions permettant d’écrire du code noyau, et en particulier on lui ajoute des pointeurs utilisa-
teur. Il s’agit de pointeurs dont la valeur est controlée par un utilisateur interagissant via un
appel systéme. Ces pointeurs ont un type distinct des pointeurs habituels.

En résumé, le but de cette thése est de définir un langage intermédiaire proche de C, mais
bien typé; puis de définir une analyse de typage qui vérifie que les pointeurs utilisateur sont
manipulés sans causer de problémes de sécurité.

31






Deuxiéme partie

Un langage pour 'analyse de code
systeme : SAFESPEAK

Dans cette partie, nous allons présenter un langage impératif modélisant une
sous-classe « bien typable » du langage C. Le chapitre 4 décrit sa syntaxe, ainsi que
sa sémantique d’exécution. A ce point, de nombreux programmes acceptés peuvent
provoquer des erreurs a I’'exécution.

Afin de rejeter ces programmes incorrects, on définit ensuite dans le chapitre 5
une sémantique statique s’appuyant sur un systéme de types simples. Des proprié-
tés de streté de typage sont ensuite établies, permettant de catégoriser ’ensemble
des erreurs a I’exécution possibles.

Le chapitre 6 commence par étendre notre langage avec une nouvelle classe
d’erreurs a I'exécution, modélisant les acces a la mémoire utilisateur catégorisés
comme dangereux dans le chapitre 2. Une extension au systeme de types du cha-
pitre 5 est ensuite établie, et on prouve que les programmes ainsi typés ne peuvent
pas atteindre ces cas d’erreur.

Trois types d’erreurs a I’exécution sont possibles :

« les erreurs liées aux valeurs : lorsqu’on tente d’appliquer a une opération des
valeurs incompatibles (additionner un entier et une fonction par exemple).
Lacces a des variables qui n’existent pas rentre aussi dans cette catégorie.

o les erreurs mémoire, qui résultent d'un débordement de tableau, du déréfé-
rencement d'un pointeur invalide ou d’arithmétique de pointeur invalide.

« les erreurs de sécurité, qui consistent en le déréférencement d'un pointeur
dontla valeur est controlée par I’espace utilisateur. Celles-ci sont uniquement
possibles en contexte noyau.

Lintroduction des types simples enléve la possibilité de rencontrer le premier
cas. Il reste en revanche toujours possible de rencontrer des erreurs mémoire ainsi
que des divisions par zéro. Eliminer ces erreurs dépasse le cadre de ce travail.

En présence d’extensions permettant de manipuler des pointeurs utilisateur,
une extension naive du systéme de types ne suffit pas a empécher la présence d’er-
reurs de sécurité. Celles-ci sont évitées par I'ajout de régles de typage supplémen-
taires.
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CHAPITRE

SYNTAXE ET SEMANTIQUE D’EVALUATION

Dans ce chapitre, on décrit le support de notre travail : un langage impératif nommé Sa-
FESPEAK, sur lequel s’appuieront les analyses de typage des chapitres 5 et 6.

Le langage C [KR88] est un langage impératif, concu pour étre un « assembleur portable ».
Ses types de données et les opérations associées sont donc naturellement de tres bas niveau.

Ses types de données sont établis pour représenter les mots mémoire manipulables par
les processeurs : essentiellement des entiers et flottants de plusieurs tailles. Les types compo-
sés correspondent a des zones de mémoire contigiies, homogenes (dans le cas des tableaux)
ou hétérogenes (dans le cas des structures).

Une des spécificités de C est qu'il expose au programmeur la notion de pointeur, c’est-
a-dire de variables qui représentent directement une adresse en mémoire. Les pointeurs
peuvent étre typés (on garde une indication sur le type de 'objet stocké a cette adresse) ou
«non typés ». Dans ce dernier cas, ils ont en fait le type void *, qui est compatible avec n'im-
porte quel type pointeur.

Son systeme de types rudimentaire ne permet pas d’avoir beaucoup de garanties sur la
streté du programme. En effet, aucune vérification n’est effectuée en dehors de celles faites
par le programmeur.

Le but ici est de définir SAFESPEAK, un langage plus simple mais qui permettra de raison-
ner sur une certaine classe de programmes C.

Tout d’abord, on commence par présenter les notations qui accompagneront le reste des
chapitres. Cela inclut la notion de lentille, qui est utilisée pour définir les acceés profonds
a la mémoire. Cela permet de résoudre le probleme de mettre a jour une sous-valeur (par
exemple un champ de structure) d'une variable. Les lentilles permettent de définir de ma-
niere déclarative que, pour faire cette opération, il faut obtenir 'ancienne valeur de la va-
riable, puis calculer une nouvelle valeur en remplacant une sous-valeur, avant de replacer
cette nouvelle valeur a sa place en mémoire. En pratique, on définira deux lentilles : une qui
relie un état mémoire a la valeur d'une variable, et une qui relie une valeur a une de ses sous-
valeurs. Avec cette technique, on peut définir en une seule fois les opérations de lecture et
d’écriture de sous-valeurs imbriquées.

Ensuite, on présente SAFESPEAK en soi, c’'est-a-dire sa syntaxe, ainsi que ses caractéris-
tiques principales. En particulier, le modele mémoire est détaillé, ainsi que les valeurs mani-
pulées par le langage.

Enfin, on décrit une sémantique opérationnelle pour ce langage. Cela permet de définir
précisément ’exécution d’'un programme SAFESPEAK au niveau de la mémoire.

Limplantation de ces analyses est faite dans le chapitre 7. Puisque SAFESPEAK n'est qu'un
modele, il s’agira d’adapter ces regles de typage sur NEWSPEAK, qui posséde un modele mé-
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moire plus bas niveau.

4.1 Notations

Inférence

La sémantique opérationnelle consiste en la définition d'une relation de transition - — -
entre états de I'interpréte !.

Cette relation est définie inductivement sur la syntaxe du programme. Plutot que de pré-
senter I'induction explicitement, elle est représentée par des jugements logiques et des régles
d’'inférence, de la forme :

P, ... P
C

n
(Nom)

Les P; sont les prémisses, et C la conclusion. Cette régle s’'interpréte de la maniére sui-
vante : siles P; sont vraies, alors C est vraie.
Certaines regles n'ont pas de prémisse ; ce sont des axiomes :

— (AX)
A

Compte-tenu de la structure des regles, la dérivation d'une preuve (I'ordre dans lequel les
régles sont appliquées) pourra donc étre vue sous la forme d'un arbre ol1 les axiomes sont les
feuilles, en haut, et la conclusion est la racine, en bas.

— (R3) — (R4) — (R6)
1 Ay A3
(R2) — (RH)
B

B

(R1)
C

Listes

X* est 'ensemble des suites finies de X, indexées a partir de 1. Si u € X*, on note |u| le
nombre d’éléments de u (le cardinal de son domaine de définition). Pour i € [1;|u|], on note
u; = u(i) le i-eme élément de la suite.

On peut aussi voir les suites comme des listes : on note [ | la suite vide, telle que |[ ]| = 0.
On définit en outre la construction de suite de la maniére suivante : si x € X et u € X*, laliste
x:ue X" estlaliste v telle que :

V1 =X

Vie[L;|ull,viy = u;

Cela signifie que la téte de liste (x dans la liste x :: ©) est toujours accessible a I'indice 1.

1. Dans le chapitre 5, la relation de typage - - - : - sera définie par la méme technique.
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Lentilles

Dans la définition de la sémantique de SAFESPEAK, on utilise des lentilles bidirection-
nelles. Cette notion n’est pas propre a la sémantique des programmes. Il s’agit d’'une tech-
nique permettant de relier la modification d'un objet a la modification d'un de ses sous-
composants. Cela a plusieurs applications possibles. En programmation fonctionnelle pure
(sans mutation), on ne peut pas mettre a jour partiellement les valeurs composées comme
des enregistrements (records). Pour simuler cette opération, on a en général une opération
qui permet de définir un nouvel enregistrement dans lequel seul un champ a été mis a jour.
C’est ce qui se passe avec le langage Haskell [OGS08] : r { x = 5 } représente une valeur
enregistrement égale a r sur tous les champs, sauf pour le champ x ou elle vaut 5. Utiliser
des lentilles revient a ajouter dans le langage la notion de champ en tant que valeur de pre-
miere classe. Elles ont ’avantage de pouvoir se composer, c’est-a-dire que, si on a un champ
nommeé x qui contient un champ nommé y, alors on peut modifier le champ du champ au-
tomatiquement.

Dans ce cadre, les lentilles ont été popularisées par Van Laarhoven [vL11]. Puisque cela
sert a manipuler des données arborescentes, on peut aussi appliquer cet outil aux systemes
de bases de données ou aux documents structurés comme par exemple en XML [FGM™*07].

Dans notre cas, cela permettra par exemple de modifier un élément d'un tableau qui est
un champ de structure de la variable nommeée x dans le 3¢ cadre de pile.

Définition 4.1 (Lentille). Etant donnés deux ensembles R et A, une lentille £ € LENSg 4 (ou
accesseur) est un moyen d'accéder en lecture ou en écriture a une sous-valeur appartenant a
A au sein d’'une valeur appartenant a R (pour record). Elle est constituée des opérations sui-
vantes :

* une fonction de lecture gety, : R — A
» une fonction de mise a jour puty : (Ax R) — R

telles que pour tour a€ A,a' € A, reR:

putg(gety,(r),r)=r (GETPUT)
gety(puty(a,r)) =a (PUTGET)
puty(d’,puty(a,r) =puty(d,r) (PUTPUT)

On note &£ = (get ,|puty,).

GETPUT signifie que, si on lit une valeur puis qu'on la réécrit, l'objet n'est pas modifié;
PUTGET décrit l'opération inverse : si on écrit une valeur dans le champ, c’est la valeur qui
sera lue; enfin, PUTPUT évoque le fait que chaque écriture est totale : quand deux écritures se
suivent, seule la seconde compte.

Une illustration se trouve dans la figure 4.1.

Exemple 4.1 (Lentilles de téte et de queue de liste). Soit E un ensemble. On rappelle que E*
désigne l'ensemble des listes d'éléments de E.

On définit les fonctions suivantes. Notons qu'elles ne sont pas définies sur la liste vide [ ],
qui pourra étre traitée comme un cas d'erreur.

!

getp(tq) =t putp(t,tzq)=1t:q
geto(tnq)=q puto(q’,tq)=t:q’
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getf (

put (O, i

FIGURE 4.1 : Fonctionnement d'une lentille

Alors T = (gety|puty) € LENSg+ g et Q = (getQIpth) € LENSg+ g+.
On a par exemple :
gety(1::6::1::8::[])=1 pth(4::2:: [1,b3:6:1:5u[])=3:4:2:1]

Définition 4.2 (Lentille indexée). Les objets de certains ensembles R sont composés de plu-
sieurs sous-objets accessibles a travers un indice i € 1. Une lentille indexée est une fonction A
qui associe a un indice i une lentille entre R et un de ses champs A; :

VieI,3A;,A(i) € LENSg 4,

On note alors :

rlila d:ef geta() ()

. def
rli — aly = put,; (a,r)

Un exemple est illustré dans la figure 4.2.

gety g (

puty ) ( {} )

puty (O,

FIGURE 4.2 : Fonctionnement d'une lentille indexée
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Exemple 4.2 (Lentille « n® élément d'un tuple »). SoientneN, et n ensembles Ey, ..., Ej,.
Pour tout i € [1; n], on définit :

gi((xl)n-)xn)) = Xi

pi(y; (xl)"-)xn)) = (xl»-”yxi—lryyxi+l)'~'!xn)

Définissons T (i) = (gi|pi). Alors T(i) € LENS(g, x...xE,),E; -
Donc T est une lentille indexée, et on a par exemple :

(3» 1; 4) ]-7 5) [2] T = getT(z) ((3) ]-7 4, 1; 5))
=1

(9)2y 6’ 5) 3) [3 - l]T = pUtT(g)(I) (9,2) 6) 5’3))
=09,2,1,5,3)

La notation 3 < 1 peut surprendre, mais elle est a interpréter comme « en remplacant
I'élément d’indice 3 par 1 ».

Définition 4.3 (Composition de lentilles). Soient £) € LENS4 p et £» € LENSp c.
La composition de £, et £» est la lentille £ € LENS 4 ¢ définie de la maniere suivante :

geto,(r) = gety, (get_g1 r)

puty(a,r) =puty, (puty,(a,gety ), 1)

On notera alors &£ = £ >> %> (« £ fleche £ »).

7 gety,

puty,

put L

FIGURE 4.3 : Composition de lentilles

Cette définition est illustrée dans la figure 4.3. Une preuve que la composition est une
lentille est donnée en annexe D.1.
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Constantes ci=n Entier
| d Flottant
| NULL Pointeur nul
| O Valeur unité

Expressions ex=c Constante
| He Opération unaire
| eHe Opération binaire
| v Acces mémoire
| lv—e Affectation
| &lv Pointeur
| f Fonction
| e(ey,...,en) Appel de fonction
| {h:epy;...;lnen} Structure
| [er;...;enl Tableau

Valeurs lva=x Variable

gauches | vl Acces a un champ
| lv[e] Acces a un élément
| xe Déréférencement

Fonctions fo=fun(xy,..., x,){i} Arguments, corps

FIGURE 4.4 : Syntaxe des expressions

4.2 Syntaxe

Les figures 4.4 et 4.5 présentent notre langage intermédiaire. Il contient la plupart des
fonctionnalités présentes dans les langages impératifs comme C.

Parmi les expressions, les constantes comportent les entiers et flottants, ainsi que le poin-
teur NULL qui correspond a une valeur par défaut pour les pointeurs, et la valeur unité () qui
pourra étre retournée par les fonctions travaillant par effets de bord uniquement.

Les acces mémoire en lecture et écriture se font au travers de valeurs gauches (left values
ou lvalues) : comme en C, elles tiennent leur nom du fait que ce sont ces constructions qui
sont a gauche du signe d’affectation. En plus des variables, on obtient une valeur gauche en
accédant par nom a un champ ou par indice a un élément d’'une valeur gauche, ou encore
en appliquant 'opérateur * de déréférencement a une expression. Pour assister le typage,
I'acces a un champ doit étre décoré du type complet S, mais cette annotation est ignorée lors
de I'évaluation. Les valeurs gauches correspondent aussi a 'unité d’adressage : c’est-a-dire
que les pointeurs sont construits en prenant I’adresse d’'une valeur gauche avec I'opérateur &.

Les fonctions sont des expressions comme les autres, contrairement a C ou elles sont
forcément déclarées globalement. Cela veut dire qu’on peut affecter une fonction f a une va-
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Instructions i :=PASS Instruction vide
| ;i Séquence
| e Expression
| DECL x = e IN{i} Déclaration de variable
| IF(e){i}ELSE{i} Alternative
| WHILE(e){i} Boucle
| RETURN(e) Retour de fonction

Phrases pi=x=e Variable globale
| e Evaluation d’expression

Programme P:=(p1,...,pn) Phrases

FIGURE 4.5 : Syntaxe des instructions

riable x et 'appeller avec x(a;, a,). Il est aussi possible de déclarer une fonction au sein d'une
fonction. Cependant cela ne respecte pas I'imbrication lexicale : dans la fonction interne il
n’est pas possible de faire référence a des variables locales de la fonction externe, seulement
a des variables globales. En mémoire les fonctions sont donc uniquement représentées par
leur code : il n'y a pas de fermetures.

Enfin, on trouve aussi des expressions permettant de construire des valeurs composées :
les structures et les tableaux.

Les instructions sont typiques de la programmation impérative. SAFESPEAK comporte
bien siir I'instruction vide qui ne fait rien et la séquence qui chaine deux instructions.

Une expression peut étre évaluée dans un contexte d’instruction, pour ses effets de bord.
Remarquons que l'affectation est une expression, qui renvoie la valeur affectée. Cela permet
d’écrire x — (y — z), comme dans un programme C o1 on écriraitx = y = z.

Il est également possible de déclarer une variable locale avec DECL x = v IN{i}. x est alors
une nouvelle variable visible dans i avec pour valeur initiale v.

Lalternative et la conditionnelle sont classiques; en revanche, on ne fournit qu'un seul
type de boucle et pas de saut (instruction goto).

Les opérateurs sont donnés dans la figure 4.6. IlIs correspondent a ceux du langage C. La
différence principale est que les opérations sur les entiers, flottants et pointeurs sont anno-
tées avec le type de données sur lequel ils travaillent. Par exemple « + » désigne ’addition sur
les entiers et « +.» I’addition sur les flottants. Les opérations de test d’égalité, en revanche,
sont possibles pour les types numériques, les pointeurs, ainsi que les types composés de
types comparables.

4.3 Mémoire et valeurs

Linterpréte que nous nous apprétons a définir manipule des valeurs qui sont associées
aux variables du programme.
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Opérateurs Hi=+-,%/% Arithmétique entiere
binaires |+, =%,/ Arithmétique flottante
| +p—p Arithmétique de pointeurs
| =,=<> Comparaison sur les entiers
| =.,=2.,<.,>. Comparaison sur les flottants
| =# Tests d’égalité
| &, [,7 Opérateurs bit a bit
| &&, || Opérateurs logiques
| <, > Décalages
Opérateurs Hi=+,- Arithmétique entiere
unaires | +.,—. Arithmétique flottante
| ~ Négation bit a bit

| ! Négation logique

FIGURE 4.6 : Syntaxe des opérateurs

La mémoire est constituée de variables (toutes mutables), qui contiennent des valeurs.
Ces variables sont organisées, d'une part, en un ensemble de variables globales et, d’autre
part, en une pile de contextes d’appel (qu’on appellera donc aussi cadres de pile, ou stack
frames en anglais). Cette structure empilée permet de représenter les différents contextes a
chaque appel de fonction : par exemple, si une fonction s’appelle récursivement, plusieurs
instances de ses variables locales sont présentes dans le programme. Le modéle mémoire
présenté ici ne permet pas I'allocation dynamique sur un tas. Cette limitation sera détaillée
dans le chapitre 9.

La structure de pile des variables locales permet de les organiser en niveaux indépen-
dants : a chaque appel de fonction, un nouveau cadre de pile est créé, comprenant ses para-
metres et ses variables locales. Au contraire, pour les variables globales, il n'y a pas de systéme
d’empilement, puisque ces variables sont accessibles depuis tout point du programme.

Pour identifier de maniere non ambigiie une variable, on note simplement x la variable
globale nommée x, et (1, x) la variable locale nommée x dans le n¢ cadre de pile 2.

Les affectations peuvent avoir la forme x — e ol1 x est une variable et e est une expression,
mais pas seulement. En effet, a gauche de — on trouve en général non pas une variable mais
une valeur gauche (par définition). Pour représenter quelle partie de la mémoire doit étre ac-
cédée par cette valeur gauche, on introduit la notion de chemin ¢. Un chemin est une valeur
gauche évaluée : les cas sont similaires, sauf que tous les indices sont évalués. Par exemple,
¢ = (5, x).p représente le champ « p » de la variable x dans le 5¢ cadre de pile. C’est a ce mo-
ment qu’on évalue les déréférencements qui peuvent apparaitre dans une valeur gauche.

Les valeurs, quant a elles, peuvent avoir les formes suivantes (résumées sur la figure 4.7) :

e C:une constante. La notation circonflexe permet de distinguer les constructions syn-

2. Les parametres de fonction sont traités comme des variables locales et se retrouvent dans le cadre corres-
pondant.
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taxique des constructions sémantiques. Par exemple, a la syntaxe 3 correspond la va-
leur 3.

Les valeurs entieres sont les entiers signés sur 32 bits, c’est-a-dire entre —231 32311,
Mais ce choix est arbitraire : on aurait pu choisir des nombres a 64 bits, par exemple.
Les flottants sont les flottants IEEE 754 de 32 bits [0EE08].

Il n'y a pas de distinction entre procédures et fonctions; toutes les fonctions doivent
renvoyer une valeur. Celles qui ne retournent pas de valeur «intéressante » renvoient
alors une valeur d’'un type a un seul élément noté (), et donc le type sera noté UNIT.
Cette notation évoque un n-uplet a 0 composante.

e & ¢ : une référence mémoire. Ce chemin correspond a un pointeur sur une valeur
gauche. Par exemple, I'expression &x s'évalue en & ¢ = & (5, x) si x désigne lexicale-
ment une variable dans le 5¢ cadre de pile.

e [U1;...; Uy : un tableau. C’est une valeur composée qui contient un certain nombre
(connu a la compilation) de valeurs d'un méme type, par exemple 100 entiers. On ac-
cede a ces valeurs par un indice entier. C’est une erreur (Q4rrqy) d’accéder a un tableau
en dehors de ses bornes, c’est-a-dire en dehors de [0; 7 — 1] pour un tableau a n élé-

ments. Pareillement, [-] permet de désigner les valeurs tableau. Par exemple, si x vaut 2
et y vaut 3, 'expression [x; y] s’évaluera en la valeur [2;3]

o {Iy:V1;...;1n: v} - une structure. C’est une valeur composée mais hétérogene. Les dif-
férents éléments (appelés champs) sont désignés par leurs noms [/; (pour label). Dans
le programme, le nom de champ /; est décoré de la définition compléte de la struc-
ture S. Celle-ci n’est pas utilisée dans I’évaluation et sera décrite au chapitre 5. Comme
précédemment, on note {-} pour dénoter les valeurs.

. f: une fonction. On garde en mémoire I'intégralité de la définition de la fonction (liste
de parametres, de variables locales et corps). Méme si les fonctions locales sont pos-
sibles, il n'est pas possible d’accéder aux variables de la portée entourante depuis la
fonction intérieure (il n'y a pas de fermetures). Contrairement a C, les fonctions ne sont
pas des cas spéciaux. Par exemple, les fonctions globales sont simplement des variables
globales de type fonctionnel, et les « pointeurs sur fonction » de C sont remplacés par
des variables de type fonction.

¢ Q:une erreur. Par exemple le résultat I'évaluation de 5/0 est Q 4;,.

Les erreurs peuvent étre classifiées en deux grand groupes : d’'une part, Qfie1q, Quar €t
Q;yp sont des erreurs de typage dynamique, qui arrivent lorsqu’on accede dynamiquement
a des données qui n’existent pas ou qu’'on manipule des types de données incompatibles.
D’autre part, Qg;y, Qarray €t Qp¢r correspondent a des valeurs mal utilisées. Le but du sys-
teme de types du chapitre 5 sera d’'éliminer complétement les erreurs du premier groupe.

4.4 Interprete

La figure 4.8 résume comment ces valeurs sont organisées. Une pile est une liste de cadres
de piles, et un cadre de pile est une liste de couples (nom, valeur). Un état mémoire m est un
couple (s, g) ol s est une pile et g un cadre de pile (qui représente les variables globales). On
note |m| = |s| la hauteur de la pile (en nombre de cadres).

Enfin, I'interprétation est définie comme une relation - — - entre états = ; ces états sont
d’une des formes suivantes :
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Valeurs vi=7=C Constante

| &¢ Référence mémoire

| 015l vnl Structure

| (015;..;Vnl Tableau

| f Fonction

| Q Erreur

Chemins pri=a Adresse

| ¢l Acces a un champ

| @ (1] Acces a un élément

Adresses a:=(n,x) Variable locale

| (%) Variable globale

Erreur Q= Qurray Débordement de tableau

| Qper Erreur de pointeur

| Qaiy Division par zéro

| Qfiera Erreur de champ

| Quar Variable inconnue

| Quyp Données incompatibles

FIGURE 4.7 : Valeurs

Pile su=1[] Pile vide
| {X1— v X~ vpbs Ajout d'un cadre
Etat mémoire mu=(s,{x;1— v1;...;Xn— Un}) Pile, globales
Etat d’interprete Eu=(e,m) Expression, mémoire
| (i, m) Instruction, mémoire
| Q Erreur

FIGURE 4.8 : Composantes d'un état mémoire
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e un couple (e, m) ol e est une expression et m un état mémoire. m est I'état mémoire
sous lequel I’évaluation sera réalisée. Par exemple (3, ([ ], [x — 3])) — 3, ([ 1,[x— 3])
L'évaluation des expressions est détaillée dans la section 4.10.

* un couple (i, m) ol i est une instruction et m un état mémoire. La réduction des ins-

tructions est traitée dans la section 4.11. Par exemple, ((x < 3;y «— x),m) — (y —
x, m[x — 3]) — (PASS, m[x — 3][y— 3]).
Dans le cas général, utiliser des instructions pour représenter I’état des calculs ne suffit
pas; il faut utiliser une continuation. C’est ce qui est fait par exemple dans la séman-
tique de CMinor [ABO7]. Ici, le flot de controle est plus simple et on peut se contenter
de retenir une simple instruction, ce qui simplifie la présentation.

e un couple (/v,m) ol lv est une valeur gauche et m un état mémoire. L'évaluation des
valeurs gauches est décrite en section 4.9.

« une erreur Q. La propagation des erreurs est détaillée dans la section 4.12.

L'évaluation des expressions, valeurs gauches et instructions se fait a petits pas. C’est-a-
dire qu’on simplifie d’étape en étape leur forme, jusqu’a arriver a un cas de base :

¢ pour les expressions, une valeur v;
e pour les instructions, I'instruction PASS ou RETURN(v) ol v est une valeur;

» pour les valeurs gauches, un chemin ¢.

On consideére en fait la cléture transitive de cette relation. Cela revient a ajouter une regle :

—_ —_ —_
=1 /=2 =2 — =

(TRANS)

El—>:.3

4.5 Opérations sur les valeurs

Un certain nombre d’opérations est possible sur les valeurs (figure 4.6) :

« les opérations arithmétiques +, —, x, / et % sur les entiers. Lopérateur % correspond
au modulo (reste de la division euclidienne). En cas de division par zéro, 'erreur Q 4;,
est levée.

¢ les versions « pointées» +., —., x. et /. sur les flottants.

* les opérations d’arithmétique de pointeur +, et —, qui a un chemin mémoire et un
entier associent un chemin mémoire.

» les opérations d’égalité = et #. L'égalité entre entiers ou entre flottants est immeédiate.
Deux valeurs composées (tableaux ou structures) sont égales si elles ont la méme forme
(méme taille pour les tableaux, ou mémes champs pour les structures) et que toutes
leurs sous-valeurs sont égales deux a deux. Deux références mémoire sont égales
lorsque les chemins qu’elles décrivent sont syntaxiquement égaux.

« les opérations de comparaison <, =, <,> sont définies avec leur sémantique habituelle
sur les entiers et les flottants. Sur les références mémoires, elles sont définies dans le
cas ol les deux opérandes sont de la forme ¢[-] par : p[n] B @[m] 4 B m. Dans
les autres cas, 'erreur Q. est renvoyée. Notamment, il n’est pas possible de comparer
deux fonctions, deux tableaux ou deux structures.

« les opérateurs bit a bit sont définis sur les entiers. &, | et A représentent respectivement
la conjonction, la disjonction et la disjonction exclusive (XOR).
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» des versions logiques de la conjonction (&&) et de la disjonction (||) sont également
présentes. Leur sémantique est donnée par le tableau suivant :

n m n&&km nllm
0 0 0 0
0 #0 0 1
#0 0 0 1
#0 #0 1 1

* des opérateurs de décalage a gauche («) et a droite (>>) sont présents. Eux aussi ne
s’appliquent qu’aux entiers.

 les opérateurs arithmétiques unaires +, —, +. et —. sont équivalents par définition a
o L def
I'opération binaire correspondante. Par exemple —4 =0-4.

* ~inverse tous les bits de son opérande. ! est une version logique, c’est-a-dire que !0 =1
et,sin#0,!n=0.

Si ces opérateurs sémantiques recoivent des données incompatibles (par exemple si on
tente d’ajouter une fonction et un entier), I'’erreur spéciale Qy,, est renvoyée.

4.6 Opérations sur les états mémoire

Définition 4.4 (Recherche de variable). La recherche de variable permet d’associer a une va-
riable x une adresse a.

Chaque fonction peut accéder aux variables locales de la fonction en cours, ainsi qu'aux
variables globales.

Remarque : le cadre de variables locales le plus récent a toujours l'indice 1.

(Isl,x) sils|>0et(x— v)€E s
Lookup((s, g),x) =< x si(x—v)eg

Quar sinon

En entrant dans une fonction, on rajoutera un cadre de pile qui contient les parametres
de la fonction ainsi que ses variables locales. En retournant a I'appelant, il faudra supprimer
ce cadre de pile.

Définition 4.5 (Manipulations de pile). On définit 'empilement d’'un cadre de pile c = ((x1 —
v1),...,(Xn — vy)) sur un état mémoire m = (s, g) (figure 4.9(a)) :
Push((s,g),c)=(c:s,8)
On définit aussi l'extension du dernier cadre de pile, qui sert aux déclarations de variables
locales (figure 4.9(b)) :
Extend((c::s,8),x—v)=(((x—v::c):s),8)
Lopération inverse de Extend(:,- — ) sera simplement notée «— » : m — x, par exemple.

De méme on définit le dépilement (figure 4.9(c)) :

Pop((c::s,8)=(s,8)
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x—0
Push(-, (x — 0))
(a) Empilement
—0 x—0,y—3
x Extend(:, y — 3) Y

(b) Extension de cadre

Pop

—_—

(c) Dépilement

FIGURE 4.9 : Opérations de pile

Définition 4.6 (Hauteur d'une valeur). Une valeur peut contenir une référence vers une va-
riable de la pile. La hauteur d'une valeur est l'indice du plus haut cadre qu’elle référence, ou —1
sinon.

H[0)=-1
76(f) = -1 Hp((x)) = -1
& ) = Fo(p) oiL : o ((n,x)) = n
AU V5 by vg)) = irer[lleglc]if(ui) chb((lil) = Ho(p)

_ Jo(p(n]) = Ho(p)
AE([v1,...,vh]) = .rr[llax]ic‘(vi)
ie(l;n

Les opérations Extend et Pop ne sont définies que pour une pile non vide. Néanmoins
cela ne pose pas de probleme, puisque, lors de 'exécution, la pile n’est vide que lors de I'éva-
luation d’expressions dans les phrases de programme. A cet endroit, seules des expressions
peuvent apparaitre, et leur évaluation ne manipule jamais la pile avec ces opérations.

On définit aussi une opération de nettoyage de pile, qui sera utile pour les retours de
fonction.

En effet, si une référence au dernier cadre est toujours présente apres le retour d'une
fonction, cela peut casser le typage.

Par exemple, dans la figure 4.10, 'exécution de /() donne a p la valeur (1, x). Puis en
arrivant dans g, le déréférencement de p va modifier x qui va avoir la valeur 1. x, variable
flottante, contient donc un entier. Dans la ligne marquée (*), on réalise donc I'addition d'un
entier (contenu dans x malgré le type de la variable) et d'un flottant. Cette opération est bien
typée dans le programme mais provoquera une erreur Q;y, al'exécution.

Pour empécher cela, on instrumente donc le retour de la fonction f pour que p soit rem-
placé par NULL. Alors dans h, le déréférencement provoquera une erreur et empéchera la
violation du typage.
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f=Fun O {
Decl x = @ in
return (&x);

}
g = Fun (p) {
Decl x = 0.0 in
*p =1
X <= x + 2.0; // (%)
}
h = Fun O {
Decl p = f() in
gp);
}

FIGURE 4.10 : Cassage du typage par un pointeur fou

Pour définir 'opération de nettoyage, on commence par définir une opération de net-
toyage selon un prédicat sur les chemins :

CleanVP(p,0) =¢C
CleanVP(p, f) = f
~ NULL si
CleanVP(p, & ¢) = {,\ S? 2
&y sinon
CleanVP(p,{l1 : U1, ..., Ln: vp}) = {1 : CleanVP(p, v1), .., I : CleanVP(p, v,,)}

N S

CleanVP(p,[v1;...; vn]) = [CleanVP(p, v1);...; CleanVP(p, v;,)]

On I'étend ensuite aux cadres de pile, puis aux états mémoire :

CleanLP(p, (x; — vy,..., X, — vy)) = (x; — CleanVP(p, 11),..., x, — CleanVP(p, v,;))

CleanP(p, (s,8) = (s, g")
ou s’ = (CleanLP(p, s1),...,CleanLP(p, s|5))
g’ =CleanLP(p, )

ATaide de ces fonctions, on définit quatre opérations permettant de nettoyer des états
mémoire ou des valeurs en enlevant tout un niveau de pile ou seulement une variable :

Cleanup(m) = CleanP(A1p.#¢ (@) > |m|, m) CleanVar(m, a) = CleanP(Ap.p = a, m)

CleanV,,(v) = CleanVP(Ag.#p (@) > |m|, v) CleanVarV(v, a) = CleanVP(A¢@.p = a, v)

Ces 4 fonctions seront utilisées dans plusieurs régles dans la suite de ce chapitre.
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Remarques Ces opérations ne sont pas toujours bien définies. Par exemple, Extend(:,- — -)
ne peut pas s’appliquer a une pile vide, et m — x n’est défini que si une variable x existe au
sommet de la pile de m. Ce caractere partiel ne pose pas de probleme de par la structure
des régles qui vont utiliser ces constructions. Par exemple, a chaque empilement correspond
exactement un dépilement. De plus, les phrases d’'un programme ne peuvent pas faire in-
tervenir de déclaration de variable (une instruction est forcément dans une fonction), donc
Extend(:, - — -) réussit toujours.

Un autre probléme se pose si deux variables ont le méme nom dans un cadre. Elles ne
peuvent pas étre distinguées. On interdit donc ce cas en demandant aux programmes d’étre
bien formés : au sein d’'une fonction, les parametres ainsi que ’ensemble des locales décla-
rées doivent étre de noms différents. En pratique, une phase préalable d’a-conversion peut
renommer les variables problématiques.

De plus, le fait d’ajouter cette étape de nettoyage a chaque retour de fonction peut étre
assez colteux. C’est un compromis : si on considére que les programmes se comportent bien
et ne créent pas de pointeurs fous (pointant au-dessus de la pile), alors cette phase est inutile
et peut étre remplacée par I'identité. Autrement dit, il s’agit seulement d'une technique pour
s’assurer de ne pas avoir d’erreurs dans la sémantique. L'ajout d’'un ramasse-miette, ou une
vérification préalable par un systeme de régions [T]92], peut garantir qu’il n'y a pas de telles
constructions dangereuses.

4.7 Accesseurs

Le but de cette section est de définir rigoureusement les acces a la mémoire. A partir d'un
état mémoire m et d'une valeur gauche ¢, on veut pouvoir définir une lentille ®, permettant
d’obtenir :

« lavaleur accessible au chemin ¢ : m[@]o

 I’état mémoire obtenu en remplagant celle-ci par une nouvelle valeur v’ : m[p — V']

Pour définir cette lentille indexée ®, on commence par définir des lentilles élémentaires,
et on les compose pour pouvoir définir des lentilles entre valeurs.

On commence par définir deux lentilles I et L pour accéder aux structures de listes. [
accede par indice et L par clef (dans une liste d’association, donc).

Cela permet ensuite de définir A, qui extrait une valeur a partir d'un nom de variable et
d’une éventuelle hauteur de pile. Pour cela, on compose les lentilles I et L.

Les autres travaillent sur des valeurs composées, c’est-a-dire sur les structures et tableaux.
La lentille F extrait une sous-valeur correspondant au champ d’une structure. Le fonction-
nement est similaire a la lentille L puisqu’on accede par nom a une sous-structure. La lentille
T, quant a elle, permet d’accéder au n¢ élement d'un tableau. De ce point de vue, elle est
similaire a I mais en travaillant sur les valeurs.

Enfin, on définit ® pour accéder a n'importe quelle sous-valeur d'une variable dans la
mémoire. Cela utilise A, F et T précédemment définis.

La figure 4.11 résume ces dépendances. Les lignes pleines indiquent quelles sont les défi-
nitions utilisées, et les pointillés relient les lentilles similaires. A droite, on donne un exemple
des lentilles de base. La valeur entourée correspond au « curseur » de la lentille, c’est-a-dire
la valeur qui peut étre renvoyée ou mise a jour.
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13): G, 14,@, 92,65)

L(toto) : ((toto,(3)), (tata,6), (titi,2))
F(y):{x:O;y:@}
T(0): [(1);2;3;5]

FIGURE 4.11 : Dépendances entre les lentilles

Acces a une liste par indice : /

On définit une lentille indexée I : N — LENS,+ , permettant d’accéder aux éléments d'une
liste par leur indice. On rappelle que les listes sont des suites finies, définies page 36. En outre,
I n’est définie que pour n € [1;|]].

linl;=lpsine[1;]1]]
IIn—xl;="0
oul,=x
Vi#nli=1

Acces a une liste d’associations : L

Une liste d’association est une liste de paires (clef, valeur) avec I'invariant supplémentaire
que les clefs sont uniques. Il est donc possible de trouver au plus une valeur associée a une
clef donnée. L'écriture est également possible, en remplacant un couple par un couple avec
une valeur différente.

v sidlne(1;]1],3v, 1, =(x— D)
lxlp = )
var Sinon

lIn—x—v); sidamnell;)),3Ivl,=x—0)

Quar sinon

l[x<—v’]L:{

Acces par adresse : A

Les états mémoire sont constitués des listes d’association (nom, valeur).

Laccesseur par adresse [-] 4 permet de généraliser 'accés a ces valeurs en utilisant comme
clef non pas un nom mais une adresse.

Selon cette adresse, on accede soit a la liste des variables globales, soit a une des listes de
la pile des variables locales.

On pose m= (s, g).

Les acces aux variables globales se font de la maniére suivante. Si la variable n’existe pas,
notons que L retourne Q4.
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A((x)) =Snd > L(x)

Snd désigne la lentille entre un couple et sa deuxieme composante. Ainsi, par exemple
ml(x) — vla=(s,glx — vlp).

Les acces aux locales reviennent a accéder a la bonne variable du bon cadre de pile. Cela
revient naturellement a composer les lentilles L et I. On définit donc une lentille £, x =
I(Is|—n+1) >> L(x) qui accede a la variable x du n¢ cadre de pile.

ml(n,x)]x = {getxs,n,x (s) sine(Llsl]

Quar sinon

(putg,, (v,5),8) sinelLlsl]

var sinon

m[(n,x) < V]A:{

Les numéros de cadre qui permettent d’identifier les locales (le n dans (n, x)) croissent
avec la pile. D’autre part, 'empilement se fait en téte de liste (prés de I'indice 1). Donc pour
accéder aux plus vieilles locales (numérotées 1), il faut accéder au dernier élément de la liste.
Ceci explique pourquoi un indice |s| — n + 1 apparait dans la définition précédente.

Acces par champ : F
Les valeurs qui sont des structures possedent des sous-valeurs, associées a des noms de
champ.

Laccesseur [-]r permet de lire et de modifier un champ de ces valeurs.
Lerreur Q14 est levée si on acceéde a un champ non existant.

{i:v;.. 5l vllp=v;sidie [ nl,l=1;
th vy ln vpdlllE = Qfjerq sinon
th:vi..slivdll =vlp=1{l:1n
;lp—l “Up-1
ilp:v
;lp+13Vp+1
slnivpysidpellnll=1,
{h:v.. vl — VIF = Qfje1q sSinon

Acces par indice de tableau: T

On définit de méme un accesseur [-]r pour les acceés par indice a des valeurs tableaux.
Néanmoins le parametre indice est toujours un entier et pas une expression arbitraire. No-
tons que les acces sont vérifiés dynamiquement : il ne peut pas y avoir de débordement de
tableau.
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[(V1;...;Unllilr = vip1 sii€[0;n—1]
[Ul;---}Un][i]T:QarraySinon
(V155 Ul — VIr = [V];...5 v, ] sii€[0;n—1]
. {v;.:v
ol L
V];éz,vj:vj
[v1;...;vplli < VIT = Qqarray sinon

Acces par chemin :

Lacces par chemin ® permet de lire et de modifier la mémoire en profondeur.
On peut accéder directement a une variable, et les acces a des sous-valeurs se font en
composant les accesseurs (définition 4.3, page 39) :

D(a) = Ala)
D(p.1) = D(p) > F(I)
D(plil) = P(p) > T(i)

Remarque Dans toute la suite, lorsque ce n’est pas ambigii, on emploiera la notation m|[¢]
pour désigner m|@le. Il est important de remarquer que m désigne un état particulier et ¢
un chemin particulier, mais que @ est la lentille indexée globale définie page 52.

4.8 Contextes d’évaluation

Lévaluation des expressions repose sur la notion de contextes d’évaluation. L'idée est
que, si on peut évaluer une expression, alors on peut évaluer une expression qui contient
celle-ci.

Par exemple, supposons que (f(3), m) — (2, m). Alors on peut ajouter la constante 1 a
gauche de chaque expression sans changer le résultat : (1 + f(3), m) — (1 + 2, m). On a utilisé
le méme contexte C =1 +.

Pour pouvoir raisonner en termes de contextes, 3 points sont nécessaires :

o comment découper une expression selon un contexte ;
+ comment appliquer une regle d’évaluation sous un contexte;;

e comment regrouper une expression et un contexte.

Le premier point consiste a définir les contextes eux-mémes (figure 4.12).

Dans cette définition, chaque cas hormis le cas de base fait apparaitre exactement un
« C». Chaque contexte est donc constitué d’exactement une occurrence de « (une dérivation
de C est toujours linéaire). L'opération de substitution consiste a remplacer ce trou : C(X) est
I'objet syntaxique (instruction, expression ou valeur gauche) obtenu en remplacant 'unique
e dans C par X. Par exemple, DECL x = 2 + o IN{PASS}(5]) est DECL x = 2 + 5 IN{PASS}

A titre d’illustration, décomposons I'évaluation de e; B e, en v = v; &3] vy depuis un état
mémoire m :
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Contextes Cu=o
| CHe
| vHC
| BC
| &C
| C—e
| ¢o—C
| {h:vy..L:Cool,en
I [v15..5C;..5en]
| Cley,...,en)
| f(vy,...,C,...,en)
| C.lg
| Clel
| @IC]
| = C
| C;i
| TF(C){i1}ELSE{i2}
| RETURN(C)
| DECL x = C IN{i}

FIGURE 4.12 : Contextes d’évaluation

1. on commence par évaluer I'expression e; en une valeur v;. Le nouvel état mémoire est
noté m'. Soit donc {e;, m) — (v;, m').

2. En appliquant la régle CTx (définie ci-apres) avec C = « H e, (qui est une des formes
possibles pour un contexte d’évaluation), on déduit de 1. que (e, H e, m) — (v; B ey, m')

3. D’autre part, on évalue e, depuis m'. En supposant encore que I'évaluation converge,
notons v» la valeur calculée et m' I’état mémoire résultant : (e», m'y — (v, m").

4. Appliquons la régle CTx a 3. avec C = v; H ». On obtient (v; B ey, m) — (v1 B vy, m').
5. En combinant les résultats de 2. et 4. on en déduit que (e; B e,, m) — (v B vy, m").
6. D’apres la regle Exp-BINOP (page 55), (v1 B vo, m"y — (11 B vy, m"

7. D’apres 5. et 6., on a par combinaison (e; B e,, m) — (v, m”) en posant v = 1, &3] V.

Le deuxiéme point sera résolu par la regle d’inférence suivante.

(i,my— (i',m')
(C(i), my —(C(i'), m"

(CTX)

Enfin, le troisieme revient a définir 'opérateur de substitution - () présent dans la regle
précédente. Notons que puisque i ::= e et e::= [v, on peut aussi 'appliquer aux expressions
et aux valeurs gauches : 'opération - () est purement syntaxique.
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4.9 Valeurs gauches

Obtenir un chemin a partir d'un nom de variable revient a résoudre le nom de cette va-
riable : est-elle accessible ? Le nom désigne-t-il une variable locale ou une variable globale ?

a = Lookup(x, m)

(PHI-VAR)
(x,m) — {a,m)

Les regles portant sur le déréférencement et 'accés a un champ de structure sont simi-
laires : on commence par évaluer la valeur gauche sur laquelle porte ce modificateur, et on
place le méme modificateur sur le chemin résultant. Dans le cas des champs de structure,
I’annotation de structure S n’est pas prise en compte pour I’évaluation : elle servira unique-
ment au typage.

— (PHI-STRUCT)
(p.ls, m) — (@.1,m)

Enfin, pour évaluer un chemin dans un tableau, on commence par procéder comme pré-
cédemment, c’est-a-dire en évaluant la valeur gauche sur laquelle porte ’opération d’indexa-
tion. Puis on évalue I'expression d’indice en une valeur qui permet de construire le chemin
résultant.

— (PHI-ARRAY)
(pln], m) — (p[nl, m)

Notons qu’en procédant ainsi, on évalue les valeurs gauches en allant de gauche a droite :
dans I'expression x[e;][e2][es], e; est évalué en premier, puis e», puis es.

La regle portant sur le déréférencement est particuliére. On peut penser que la bonne
définition de ¢ consiste a se calquer sur la définition de /v, en remplacant les noms de va-
riable par leur adresse résolue et en évaluant les indices de tableau, et a ajouter une regle qui
transforme *¢@ en %¢@. Or, cela ne fonctionne pas, car alors les déréférencements sont éva-
lués trop tard : au moment de |'affectation dans la valeur gauche plutdt qu’a sa définition. La
figure 4.13 illustre ce probleme.

Decl s@
Decl s1
Decl x =
Decl p = & ((*x).f) in
/* (a) */
X <- & sl
/% (b) */

1
Q0 A\

FIGURE 4.13 : Evaluation stricte ou paresseuse des valeurs gauches

On s’intéresse a 1'évaluation de I’expression *p aux points (a) et (b). Avec une séman-
tique paresseuse (en ajoutant un *¢), la valeur de p est & ((x(1,x)). f), donc *p est évalué a 0
en (a) et 1 en (b). Au contraire, avec une sémantique stricte (correcte), p vaut & (((1, s0). b
etdonc *p est évalué a0 en (a) eten (b).

Dans le cas ot la valeur référencée n'a pas la forme &¢ ou NULL, aucune régle ne peut
s’appliquer (comme lorsqu’on cherche a réduire ’addition d'une fonction et d'un entier, par
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exemple). Cela est préférable a renvoyer Q,,, car on montrera que ce cas est toujours évité
dans les programmes typés (théoréeme 5.1).

v==& (1) v=NULL
(Exp-DEREF) —— (EXP-DEREF-NULL)
(x v, m) — {p, m) (e v,m) — Qpyr

Par exemple, [v = x.lg[2 * n].gr pourra s’évaluer en ¢ = (2, x)./[4].g.

4.10 Expressions

Evaluer une constante est le cas le plus simple, puisqu’en quelque sorte celle-ci est déja
évaluée. A chaque constante syntaxique ¢, on peut associer une valeur sémantique ¢. Par
exemple, au chiffre (symbole) 3, on associe le nombre (entier) 3.

— (EXp-CST)
(c,m) — (C,m)

De méme, une fonction est déja évaluée :

(Exp-FUN)

(f,my — (f, m)

Pour lire le contenu d'un emplacement mémoire (valeur gauche), il faut tout d’abord
I’évaluer en un chemin.

(Exp-Lv)
(o, m) — (mlplo, M)

Pour évaluer une expression constituée d'un opérateur, on évalue une sous-expression,
puis 'autre (I'ordre d’évaluation est encore imposé : de gauche a droite). A chaque opérateur
H, correspond un opérateur sémantique i qui agit sur les valeurs. Par exemple, I'opérateur +
est I’addition entre entiers machine (page 43). Comme précisé dans la section 4.5, la division
par zéro via /, % ou /. provoque 'erreur Qg ;.

(Exp-UNOP)

(Exp-BINOP)

B v,my — B v,m) (v1 B vo, my — (vy B vy, m)

Il est nécessaire de dire un mot sur les opérations +, et =, définissant 'arithmétique
des pointeurs. Celles-ci sont uniquement définies pour les références mémoire a un tableau,
c’est-a-dire celles qui ont la forme & ¢[n]. On a alors :

&olnl ¥,i=&¢pn¥i]
Qon1=,i=&¢[n=1i

Cela implique qu’on ne peut pas faire d’arithmétique de pointeurs au sein d’'une méme
structure. Autrement c’est une erreur de manipulation de pointeurs 2 et 'opérateur H renvoie
Qpir-

3. Cela est cohérent avec la norme C99 : «If the pointer operand points to an element of an array object, and
the array is large enough, [...]; otherwise, the behavior is undefined. » [ISO99, 6.5.6 §8]
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Si I'indice calculé (n + i ou n = i) sort de I'espace alloué, alors I'erreur sera faite au mo-
ment de I'acces : la lentille T renverra Qg;r4y (page 51).

Une left-value s’évalue en le chemin correspondant.

= (Exp-ADDR)
(& @, m) — (& @, m)

Laffectation se déroule en 3 étapes. D’abord, I'expression est évaluée en une valeur v.
Ensuite, la valeur gauche est évaluée en un chemin ¢. Enfin, un nouvel état mémoire est
construit, olt la valeur accessible par ¢ est remplacée par v. Comme dans le langage C, 'ex-
pression d’affectation produit une valeur, qui est celle qui a été affectée.

(EXP-SET)
(p —v,m) — (v,m[p — V)

Expressions composées

Les littéraux de structures sont évalués en leurs constructions syntaxiques respectives.
Puisque les contextes d’évaluation sont de la forme [vs;...;C;...; e,], I'évaluation se fait tou-
jours de gauche a droite.

—— (EXP-STRUCT)
v slhiivph,my =l i v lp i vgd, m)

—— (EXP-ARRAY)
({vi;..;vnl, my = ([vr;...;vnl, m)

Lappel de fonction est traité de la maniere suivante. On ne peut pas facilement relier
un pas d’évaluation de i a un pas d’évaluation de fun(a){i}(v,..., v,), et donc un contexte
C = fun(a){e}(vy,..., vy) N'est pas a considérer. En effet, '’empilement suivi du dépilement
modifie la mémoire.

On emploie donc une régle Exp-CALL-CTX qui relie un pas interne (i, m;) — (i’, mp) aun
pas externe. Une fois l'instruction interne réduite d'un pas, on évalue les arguments en des
valeurs v'. Ils correspondent aux nouvelles valeurs a passer a la fonction.

Les autres regles permettent de transférer le flot de contrdle : en retournant la méme
instruction pour une instruction terminale, ou en propageant une erreur. Dans le cas ol on
retourne de la fonction par i = RETURN(v), il faut alors supprimer les références aux variables
qui ont disparu grace aux opérateurs Cleanup(-) et CleanV.(-).

On suppose deux choses sur chaque fonction : d'une part, les noms de ses arguments sont
deux a deux différents et, d’autre part, son corps se termine par une instruction RETURN(:).
Cela veut dire que la derniere instruction doit étre soit de cette forme, soit par exemple une
alternative dans laquelle les deux branches se terminent par un RETURN(-). C’est une pro-
priété qui peut étre détectée statiquement avant I'exécution. Néanmoins, dans la syntaxe
concrete, on peut supposer quun RETURN(()) est inséré automatiquement en fin de fonction
lorsqu’aucun RETURN(-) n’est présent dans son corps.
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my = Push(myg, (a1 — v1),...,(an— vy)))
(i,my) —(i',mp)  Viell;n],v;=ml(lmal,a)la  ms="Pop(my)

(Exp-CALL-CTX)
<fun(a1)--~)an){i}(vl,---’ Vn), m0> - <fun(al,...,an){i,}(vi,..., U;,l), m3>

m' =Push(m, (a1 — v1),...,(an— vy)  (i,m)—Q

- (Exp-CALL-ERR)
(fun(ay,...,a){i}(v1,...,vy), m)y — Q

m’ = Cleanup(m) v = CleanV,,(v)

(Exp-CALL-RETURN)
(fun(ay, ..., a){RETURN (D)} (vy, ..., V), m) — (v, m')

4,11 Instructions

Les cas de la séquence et de I'évaluation d'une expression sont sans surprise.

(SEQ) (Exp)
((PASS; 1), m) — (i, m) (v, m) — (PASS, m)

L'évaluation de DECL x = v IN{i} sous m se fait de la maniére suivante, similaire a I'appel
de fonction. La regle principale est DECL-CTX qui relie un pas d’évaluation sous une décla-
ration a un pas d’évaluation externe : pour ce faire, on étend 1'état mémoire en ajoutant x,
on effectue le pas, puis on enléve x. Linstruction résultante est la déclaration de x avec la
nouvelle valeur v’ de x apres le pas d’exécution 4.

On suppose qu’il n'y a pas de masquage au sein d’'une fonction, c’est-a-dire que le nom
d’'une variable déclarée n’est jamais dans I'’environnement avant cette déclaration.

Si i est terminale (PASS ou RETURN(v)), alors on peut I’évaluer en i en nettoyant 'espace
mémoire des références a x qui peuvent subsister.

Enfin, si une erreur se produit elle est propagée.

m' = CleanVar(m — x, (|m|, x))

(DECL-PASS)
(DECL x = v IN{PASS}, m) — (PASS, m')

m' = CleanVar(m — x, (|m|, x)) v" = CleanVarV(v', (jm|, x))

(DECL-RETURN)
(DECL x = v IN{RETURN(v)}, m) — (RETURN(v"), m')

m' = Extend(m, x — v)
(i,my—¢\m") V' =m"l(m"L,0la  m"=m"-x

(DECL-CTX)
(DECL x = v IN{i}, m) — (DECL x = v’ IN{i'}, m"")

(i,m) —Q
(DECL x =v IN{i},m) — Q

(DECL-ERR)

Pour traiter I'alternative, on a besoin de 2 regles. Elles commencent de la méme maniere,
en évaluant la condition. Si le résultat est 0 (et seulement dans ce cas), c’est la régle IE-FALSE

4. On peut remarquer qu'il est impossible de définir un contexte d’évaluation C ::= DECL x = v IN{C}. En
effet, puisque celui-ci nécessiterait d’ajouter une variable, il ne préserve pas la mémoire.
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qui est appliquée et 'instruction revient a évaluer la branche « else». Dans les autres cas, c’est
la regle IF-TRUE qui s’applique et la branche « then » qui est prise.

0
- - - (IF-FALSE) - v;.é - (Ir-TRUE)
(IF(0){iYELSE{if}, m) — (if, m) (IE(VNiELSE{if}, m) — (i, m)

On exprime la sémantique de la boucle comme une simple reégle de réécriture :

(WHILE)
(WHILE(e){i}, m) — (IF(e){i; WHILE(e){i}}ELSE{PASS}, m)

Enfin, si un RETURN(-) apparait dans une séquence, on peut supprimer la suite :

(RETURN)
(RETURN(v); i, m) — (RETURN(v), m)

4.12 Erreurs

Les erreurs se propagent des données vers l'interpréte ; ¢’est-a-dire que si une expression
ou instruction est réduite en une valeur d’erreur Q, alors une transition est faite vers cet état
d’erreur.

Cela est aussi vrai d'une sous-expression ou sous-instruction : si I’évaluation de e; pro-
voque une erreur, 'évaluation de e; + e, également. La notion de sous-expression ou sous
instruction est définie en fonction des contextes C. Notons que, dans EVAL-ERR, C(e| peut
étre une expression ou une instruction.

(e, m) — Q
— (EXP-ERR) —— - (EVAL-ERR)
(Q,my —Q (C(e),my —Q

4.13 Phrases et exécution d'un programme

Un programme est constitué d’'une suite de phrases qui sont soit des déclarations de va-
riables (dont les fonctions), soit des évaluations d’expressions.

Contrairement a C, il n'y a pas de déclaration de types au niveau des phrases (permet-
tant par example de définir les types structures et leurs champs). On suppose que, dans une
étape précédente, chaque accés a un champ de structure a été décoré du type complet cor-
respondant. Par exemple, il est possible de compiler vers SAFESPEAK un langage comportant
des acces non décorés, mais ou les types de structures sont déclarés. Le compilateur est alors
capable de repérer a quel type appartiennent quels champs et d’émettre ces étiquettes. C’est
d’ailleurs une des étapes de la compilation d'un programme C.

L’évaluation d’'une phrase p fait donc passer d'un état mémoire m a un autre m’, ce que
I'on note ml-p — m'.

Lévaluation d'une expression est uniquement faite pour ses effets de bord. Par exemple,
apres avoir défini les fonctions du programme, on pourra appeler main(). La déclaration
d'une variable globale, quant a elle, consiste a évaluer sa valeur initiale et a étendre I'état
mémoire avec ce couple (variable, valeur). On suppose que les variables globales ont toutes
des noms différents. Notons que ces évaluations se font a grands pas.
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Enfin, 'exécution d’'un programme, notée |- P —* m, permet de construire un état mé-
moire final. Cette relation —* est I’extension de — sur les suites de phrases, c’est-a-dire les
programmes.

(e,my — (v,m')
———— (ET-Exp)
mlFe—m

(emy—(v,m’y m=(,9 m'=@6x—~v:g

mlFx=e—m" (ET-VAR)

([LIDIFpr—my mi = py — my Mmy—1l-pp — my

" (PrROG)
IFp1,...,pn—"m

4.14 Exemple

Considérons le programme suivant :

(p1) s ={ x: 0; y: 0}
(p2) f = fun(q) {
*qQ <- 1
b

(p3) f(&s.x)

Ce programme est constitué des phrases p1, p2 et ps. Onrappelle que par rapport a la syn-
taxe concrete, un RETURN(()) est inséré automatiquement, donc p» esten fait f = fun(g){*xg —
1;RETURN(())}. De plus, un prétraitement va annoter I’acces a s.x en rajoutant le type struc-
ture de s, noté S.

D’apres PROG, I'évaluer va revenir a évaluer a la suite ces 3 phrases.

Déclaration de x D’aprés PROG, on part d'un état mémoire mg = ([ ],[ ]). Pour trouver m;
tel que mg I s = {x:0; y : 0} — my, il faut appliquer la régle ET-VAR. Celle-ci va étendre I'en-
semble (vide) des globales mais demande d’évaluer I'expression 0. D’aprés Exp-CsT, (0, mg) —
(0, my).

Donc my Ik s = {x:0;y:0} — m; en posant my = ([1,[s— {x:0;y:0}]).

Déclaration de f On se trouve encore dans le cas de la déclaration d'une variable glo-
bale. Il faut comme auparavant évaluer |'expression. C’est la regle Exp-FUN qui s’applique :
(fun(g){*q — 1;RETURN(())}, my) — (fun(q){* q:mTURN(())},ml) (ce qui revient a dire
que le code de la fonction est directement placé en mémoire).

Ainsi m IF f =fun(g){*q — 1;RETURN(())} — my ou:

my = ([1,[f — fun(q){*q — L, RETURN(())}; s — {x:0; y: 0}])

Appel de f Ici, on évalue une expression pour ses effets de bords. La regle a appliquer est
ET-ExP, qui a comme prémisse (f (&s.xs), mo) — (v, m3).

D’apres la forme de I'expression, la regle a appliquer va étre EXp-CALL-RETURN. Mais il
va falloir d’abord réécrire I'expression a 'aide de CTX (pour que I'expression appellée ait la
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forme fet I’argument soit évalué) et Exp-CALL-CTX (pour que le corps de la fonction ait pour
forme RETURN(())).

Tout d’abord on applique donc CTX avec C = «(&s.xs). Comme on a via PHI-VAR puis
Exp-Lv:

(f,ma) — (fun(q){*q — 1; RETURN(()}, m2)

On en déduit que :

(f (&s.x5), m2) — (fun(q){* g — 1; RETURN(())}(&s.xs), m2)

On évalue ensuite &s.xs. Les régles a appliquer sont EXp-ADDR et PHI-STRUCT. On en
déduit que (&s.xs, my) — (&(s).x, my). Remarquons que I'étiquette de type structure S a été
effacée. Une application supplémentaire de CTX permet d’en arriver a la ligne suivante :

(f (&s.x5), m2) — (fun(q){* g — L; RETURN(()}(&(s).x), m2)

La fonction et son argument sont évalués, donc on peut appliquer Exp-CALL-CTX. En
posant my, = Push(my, (q — &(s).x)), le but est de trouver mj et v tels que:

(*q — 1;RETURN(()), mj) — (RETURN(v), my)

Puisque l'instruction est une séquence, on va appliquer SEQ. La premieére partie n’étant
pas Pass, il faut I'évaluer grace a la regle CTx avec C = «; RETURN(()).

Le nouveau but est de trouver un m; tel que (xq — 1, mj) — (PASS, m}).

En appliquant EXp-DEREF sous C = e — 1, on obtient (+q «— 1, mj) — ((s).x — 1,m5).

Puis on applique EXP-CST sous C = (s).x < o et (xq — 1, m}) — ((s).x — 1, m}).

Maintenant que les deux c6tés de — sont évalués, on peut appliquer EXP-SET, et (xq —
1, m,) — (PASS, mj) o1 :

mjy = ([[q — &(s).x11, [f — fun(q){*q — LRETURN(()}; s — {x:0; ¥ : 0}])

Alors, d’apres SEQ, (xg — 1,m;) — (RETURN(()), m5). Avec EXp-CST sous C = RETURN(s),
onadonc (*q — 1,m}) — (RETURN(0), m}).
On peut enfin appliquer Exp-CALL-CTX pour en déduire que :

(f (&s.x5), mp) — (fun(g){RETURN ()} (&(s).x), m}")

Donc d’aprés Exp-CALL-RETURN (car on a mj’ = Cleanup(my) et () = CleanV, ml| O :

(f &s.x5), mo) — ((), m)"

En posant m3 = m,’, ona my IF f(&s.xs) — ms.
Donc pour conclure (grace a PROG), on all- [py, p2, p3] = ms.

Conclusion

On vient de définir un langage impératif, SAFESPEAK. Le but est que celui-ci serve de sup-
port a des analyses statiques, afin notamment de montrer une propriété de sécurité sur les
pointeurs. Pour le moment, on a seulement défini ce que sont les programmes (leur syntaxe)
et comment ils s’exécutent (leur sémantique). Sur ces deux points, on note que nous sommes
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restés suffisamment proches de C, tout en utilisant pour la mémoire un modele plus struc-
turé qu'une simple suite d’octets. Les définitions de la syntaxe ainsi que de la sémantique
sont rappelées dans 'annexe B (sections B.1 a B.7).

Afin de manipuler les états mémoire dans la sémantique d’évaluation, nous avons utilisé
le concept des lentilles, qui permettent de chainer des accesseurs entre eux et d’accéder sim-
plement a des valeurs profondes de la mémoire, en utilisant le méme outil pour la lecture et
Iécriture.

Pour le moment, on ne peut rien présager de 'exécution d'un programme bien formé
syntaxiquement. Pour la grande majorité des programmes bien formés (a la syntaxe correcte),
I’évaluation s’arrétera soit par une erreur, soit parce qu’aucune régle d’évaluation ne peut
s’appliquer. Dans les chapitres 5 et 6, nous allons donc définir un systeme de types qui permet
de rejeter ces programmes se comportant mal a I’exécution.






CHAPITRE

TYPAGE

Dans ce chapitre, nous enrichissons le langage défini dans le chapitre 4 d’'un systeme
de types. Celui-ci permet de séparer les programmes bien formés, comme celui de la fi-
gure 5.1(a), des programmes mal formés, comme celui de la figure 5.1(b). Intuitivement, le
programme mal formé provoquera des erreurs a 'exécution car il manipule des données de
maniére incohérente : la variable x recoit 1, donc elle se comporte comme un entier, puis est
déférencée, se comportant comme un pointeur.

f = FunQ { f = FunQ) {
Decl x = @ in Decl x = @ in
X <=1 X <=1
return x return (*x)
3
(a) Programme bien formé (b) Programme mal formé

FIGURE 5.1 : Programmes bien et mal formés

Le but d’'un tel systéme de types est de rejeter les programmes pour lesquels on peut fa-
cilement déterminer qu’ils sont faux, c’est-a-dire dont on peut prouver qu'’ils provoqueraient
des erreurs al’exécution dues a une incompatibilité entre valeurs. En ajoutant cette étape, on
restreint la classe d’erreurs qui pourraient bloquer la sémantique.

On emploie un systeme de types monomorphe : a chaque expression, on associe un
unique type. En plus des types de base INT, FLOAT et UNIT, on peut construire des types
composés : pointeurs, tableaux, structures et fonctions.

Pour typer les structures, on suppose que les acceés aux champs sont décorés du type com-
plet de la structure. Cela permet de typer sans ambigiiité ces acces. Dans I'implantation dé-
crite dans le chapitre 7, ces annotations ne sont pas présentes. On y utilise donc une variante
du polymorphisme de rangée [RV98] présent dans OCaml pour unifier deux types structures
partiellement connus.

Le principe du typage est d’associer a chaque construction syntaxique une étiquette re-
présentant le genre de valeurs qu’elle produira. Dans le programme de la figure 5.1(a), la
variable x est initialisée avec la valeur 0; c’est donc un entier. Cela signifie que, dans tout le
programme, toutes les instances de cette variable ! porteront ce type. La premiére instruction

1. Deux variables peuvent avoir le méme nom dans deux fonctions différentes, par exemple. Dans ce casiln’y
a aucune contrainte particuliere entre ces deux variables. L'analyse de typage se fait toujours dans un contexte
précis.

63




64 CHAPITRE 5. TYPAGE

est I'affectation de la constante 1 (entiére) a x dont on sait qu’elle porte des valeurs entieres,
ce qui est donc correct. Le fait de rencontrer RETURN(x) permet de conclure que le type de la
fonction est () — INT (c’est-a-dire qu’elle n’a pas d’arguments et qu’elle retourne un INT).

Dans la seconde fonction, au contraire, I'opérateur * est appliqué a x (le début de 'ana-
lyse est identique et permet de conclure que x porte des valeurs entieres). Or cet opérateur
prend un argument d’'un type pointeur de la forme ¢ * et renvoie alors une valeur de type .
Ceci est valable pour tout ¢ (INT, FLOAT ou méme ¢’ « : le déréférencement d’un pointeur sur
pointeur donne un pointeur), mais le type de x, INT, n’est pas de cette forme. Ce programme
est donc mal typé.

Dans ce chapitre, on commence par poser les notations qui vont servir a définir la rela-
tion de typage. Ensuite, on explique les différentes régles de typage sur les composantes de
SAFESPEAK : expressions, instructions et phrases. Enfin, dans le reste du chapitre on établit
des propriétés qui sont respectées par les programmes bien typés. On conclut par les théo-
remes de progres et de préservation qui établissent la stireté du typage.

5.1 Environnements et notations

Les types associés aux expressions sont décrits dans la figure 5.2. Tous sont des types
concrets : il n'y a pas de polymorphisme.

Type t = INT Entier
| FLOAT Flottant
| UNIT Unité
| t* Pointeur
| t[] Tableau
| S Structure
| (f,...,t)) = ¢ Fonction

Structure Su={li:01;...; 1, ty}

FIGURE 5.2 : Types et environnements de typage

Pour maintenir les contextes de typage, un environnement I' associe un type a un en-
semble de variables.

Plus précisément, un environnement I' est composé de deux listes de couples (variable,
type) : une pour les variables locales, et une pour les variables globales. Cette distinction est
nécessaire pour les définitions de fonctions : on remplace la liste des variables locales, mais
on conserve le type des variables globales.

SiT =0T =(Ydiemn @i icim) avec vi = (&, ti) etn; = (I;, u;), on utilise les nota-
tions suivantes :
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X: tefdzefEli e;nl,yi=x0vIiel;m,n,=(x,1)
dom(T') £ {g;/i € [1; nl}
dom(p) & (1.7 e (1; m))

dom() & dom(T'¢) udom(T';)

def Viell;nly,=vi
T,global x: t == ((y;-)l.e[l;nJrl],FL) tel que{y e 2;’ Vi
n+l — y

_ def , Vie[l;ml,n;=n;
I''local x: t Tq, (nl)le[l;mﬂ]) tel que {Tln+1 —(x0)

Le type des fonctions semble faire apparaitre un n-uplet (ty,..., t;) mais ce n'est qu'une
notation : il n’y a pas de n-uplets de premiére classe; ils sont toujours présents dans un type
fonctionnel.

Le typage correspond a la définition des trois jugements suivants. Les deux premiers sont
mutuellement récursifs car une instruction peut consister en ’évaluation d'une expression,
et la définition d'une fonction repose sur le typage de son corps.

Typage d’'une expression: on note de la maniere suivante le fait qu'une expression e (telle
que définie dans la figure 4.4) ait pour type ¢ dans le contexte I'.

I'ke:t

Typage d’'une instruction : les instructions n’ont en revanche pas de type. Mais il est tout
de méme nécessaire de vérifier que toutes les sous-expressions apparaissant dans une ins-
truction sont cohérentes ensemble.

On note de la maniére suivante le fait que sous I'’environnement I" I'instruction i est bien

typée :
I'+i

Typage d’'une phrase: De par leur nature séquentielle, les phrases qui composent un pro-
gramme alterent 'environnement de typage. Par exemple, la déclaration d’une variable glo-
bale ajoute une valeur dans I'’environnement.

On note de la maniére suivante le fait que le typage de la phrase p transforme I’environ-
nementTen I’ :

r'-p—T1’

On étend cette notation aux suites de phrases, ce qui définit le typage d’'un programme,
ce que 'on note - P.

5.2 Expressions

Littéraux

Le typage des littéraux numériques ne dépend pas de I'’environnement de typage : ce sont
toujours des entiers ou des flottants.
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— (Cst1-INT) ——— (CsT-FLOAT)
I'n:INT I'+d:FLOAT

Le pointeur nul, quant a lui, est compatible avec tous les types pointeur. Cependant, il
conserve bien un type monomorphe : le type ¢ n’est pas généralisé.

—— (CsT-NULL)
I'ENULL: ¢ *

Enfin, le littéral unité a le type UNIT.

————— (CsT-UNIT)
I'H(Q:UNIT

Valeurs gauches

Rappelons que I'environnement de typage I" contient le type des variables accessibles du
programme. Le cas ou la valeur gauche a typer est une variable est donc direct : il suffit de
retrouver son type dans 'environnement.

x:tel
I'Fx:t

(Lv-VAR)

Dans le cas d'un déréférencement, on commence par typer la valeur gauche déréféren-
cée. Si elle a un type pointeur, la valeur déréférencée est du type pointé.

I'ke:t=x

—— (Lv-DEREF)
TF=xe:t

Pour une valeur gauche indexée (I'accés a tableau), on s’assure que 'indice soit entier, et
que la valeur gauche a un type tableau : le type de I'élement est encore une fois le type de
base du type tableau.

T'ke:INT THIv:t]
I'tlviel:t

(Lv-INDEX)

Le typage de I'acceés a un champ est facilité par le fait que, dans le programme, le type
complet de la structure est accessible sur chaque acces.
Dans la définition de cette régle on utilise la notation :

el byl 0 Eien,l=lLnt=1

(L,nes I'tlv:S
I'Hlvlig:t

(Lv-FIELD)
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Opérateurs

Un certain nombre d’opérations est possible sur le type INT.

He{+, -, x,/,&,N&&,||,K,>,<,=,<,>} I'kep:INT I'key:INT
I'Fep H ey INT

(Op-INT)

De méme sur FLOAT.

He{+.,—,x.,/,<,=.,<.,>.} I'+e; : FLOAT I'+ ey : FLOAT

(OP-FLOAT)
I'e; H ey : FLOAT

Les opérateurs de comparaison peuvent s’appliquer a deux opérandes qui sont d'un type
qui supporte I'égalité. Ceci est représenté par un jugement EQ(f) qui est vrai pour les types
INT, FLOAT et pointeurs, ainsi que les types composés si les types de leurs composantes le
supportent (figure 5.3). Les opérateurs = et # renvoient alors un INT :

He {=, # I'kep:t I'key:t EQ(1)
I'tep H e INT

(Op-EQ)

t € {INT, FLOAT} EQ(?)
——F—F F  (EQ-Num) (EQ-PTR)
EQ(?) EQ(z %) EQ(¢[])

(EQ-ARRAY)

Vie [1;n].EQ(t)
EQUli:ty;... ln: ta])

(EQ-STRUCT)

FIGURE 5.3 : Jugements d’égalité sur les types

Les opérateurs unaires « +» et « —» appliquent aux entiers, et leurs équivalents « +. » et
«—.» aux flottants.

I'ke:INT I'ke:FLOAT
—  (UNOP-PLUS-INT) ——  (UNOP-PLUS-FLOAT)
I'+e:INT I'F +.e:FLOAT

I'ke:INT I'Fe:FLOAT
——— (UNOP-MINUS-INT) ————— (UNOP-MINUS-FLOAT)
I'F—e:INT I'F—.e:FLOAT

Les opérateurs de négation unaires, en revanche, ne s’appliquent qu’aux entiers.

He{~1 I'e:INT
I'FHe:INT

(UNoOP-NOT)




68 CHAPITRE 5. TYPAGE

Larithmétique de pointeurs préserve le type des pointeurs.

He{+y —pt I'Hep:t= I'ey:INT
I'Fey Hes:tx*

(PTR-ARITH)

Autres expressions

Prendre 'adresse d'une valeur gauche rend un type pointeur sur le type de celle-ci.

I'lv:t

——  (ADDR)
I'-&lv:t=*

Pour typer une affectation, on vérifie que la valeur gauche (a gauche) et 'expression (a
droite) ont le méme type. C’est alors le type résultat de I’expression d’affectation.

I'lv:t I'ke:t
I'tlv—e:t

(SET)

Un littéral tableau a pour type [ ] ou ¢ est le type de chacun de ses éléments.

Viel[l;n,T'ke;:t
T'kley;...;en]:tl]

(ARRAY)

Un littéral de structure est bien typé si ses champs sont bien typés.

Vie[l;n,Tke;:t
I'E{lh:e;..5lpent: ;.. 50 ta)

(STRUCT)

Pour typer un appel de fonction, on s’assure que la fonction a bien un type fonctionnel.
On type alors chacun des arguments avec le type attendu. Le résultat est du type de retour de
la fonction.

I'te:(f,...,.th) — t Viel[l;nl,I'ke;:t;
I'e(ey,...,ep): t

(CALL)

5.3 Instructions

La séquence est simple a traiter : I'instruction vide est toujours bien typée, et la suite de
deux instructions est bien typée si celles-ci le sont également.

I'+1i; I'is
——— (PASS) ——  (SEQ)
I' - PASS I'iy;io

Une instruction constituée d'une expression est bien typée si celle-ci peut étre typée dans
ce méme contexte.
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T'ke:t
(Exp)
e

Une déclaration de variable est bien typée si son bloc interne est bien typé quand on
ajoute al'environnement la variable avec le type de sa valeur initiale.

I'ke:t I'Nlocal x:t i
I'DECL x = e IN{i}

(DECL)

Les constructions de controle sont bien typées si leurs sous-instructions sont bien typées,
et sila condition est d'un type entier.

I'ke:INT I'ki; I'i, I'ke:INT T'Hi
(IF) (WHILE)
I'E1IF(e){i;}ELSE{is} I' - WHILE(e){i}

5.4 Fonctions

Le typage des fonctions fait intervenir une variable virtuelle R. Cela revient a typer I'ins-
truction RETURN(e) comme R — e. Cela rappelle le langage Pascal, out pour retourner une
valeur on I'affecte a une variable nommée comme la fonction courante 2.

R:tel I'ke:t
I' - RETURN(e)

(RETURN)

Pour typer une définition de fonction, on commence par créer un nouvel environnement
de typage I'" obtenu par la suite d’opérations suivantes :

« on enléve I'ensemble des locales. Cela inclut le couple R : ¢ correspondant a la valeur
de retour de la fonction appelante.

« on ajoute les types des arguments a; : ¢;
¢ on ajoute le type de la valeur de retour de la fonction appelée, R : ¢

Sile corps de la fonction est bien typé sous I'’, alors la fonction est typable en (t, ..., t;) —
tsousT.

=0T TI'=Tglar:t;...;an:t;R:t)  T'Hi
I'+fun(ay,...,an){i}: (f,...,t)) — t

5.5 Phrases

Le typage des phrases est détaillé dans la figure 5.4. Le typage d'une expression est le cas
le plus simple. En effet, il y a juste a vérifier que celle-ci est bien typable (avec ce type) dans
I'environnement de départ : I'environnement n’est pas modifié. En revanche, la déclaration
d’une variable globale commence de la méme maniere, mais on enrichit ’environnement de
typage des globales de cette nouvelle association.

2. Sion n'avait pas introduit la restriction que chaque fonction doit terminer par un RETURN(:) (page 56),
alors le type de R pourrait rester inconnu. En pratique cela veut dire que la valeur de retour d’'une telle fonction
serait compatible avec n'importe quel type ¢, ce qui briserait la stireté du typage.
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The:t I'e:t TI'=T,globalx:t
— (T-ExpP) - (T-VAR)
I'te—-T I'x=e—-T
I'+P
[]I—p1—>F1 Fll—p2—>1“2 Fn_ll—pn—»l“n
(PROG)
Fpl,...,pn

FIGURE 5.4 : Typage des phrases et programmes

5.6 Sitireté du typage

Comme nous I"évoquions au début de ce chapitre, le but du typage est de rejeter certains
programmes afin de ne garder que ceux qui ne provoquent pas un certain type d’erreurs a
I'exécution.

Dans la suite, nous donnons des propriétés que respectent tous les programmes bien
typés. Il est traditionnel de rappeler I’adage de Robin Milner :

Well-typed programs don’t go wrong.
To go wrong reste bien str a définir! Cette stireté du typage repose sur deux théorémes :
e progres: si un terme est bien typé, il y a toujours une regle d’évaluation qui s’applique.

 préservation (ou subject reduction) : I'évaluation transforme un terme bien typé en un
terme du méme type.

5.7 Typage des valeurs

Puisque nous allons manipuler les propriétés statiques et dynamiques des programmes,
nous allons avoir a traiter des environnements de typage I' et des états mémoires m. La pre-
mieére chose a faire est donc d’établir une correspondance entre ces deux mondes.

FEtant donné un état mémoire m, on associe un type de valeur T aux valeurs v. Cela est fait
sous la forme d'un jugement mE v: 7.

Ces types de valeurs ne sont pas exactement les mémes que les types statiques. Pour les
calculer, on n’a pas acces au code du programme, seulement a ses données. Il est par exemple
possible de reconnaitre le type des constantes, mais pas celui des fonctions. Celles-ci sont en
fait le seul cas qu’il est impossible de déterminer a I'exécution. On le remplace donc par un
cas plus simple ou seul I'arité est conservée.

Remarque Le fait d’effacer les types a 'exécution est un choix permettant d’alléger les va-

leurs en mémoire. Il serait aussi possible de conserver les types complets a I'exécution, afin

de permettre une introspection dynamique des valeurs, mais cela éloignerait le langage de C.
Le cas des références (regle S-PTR) utilise le typage des valeurs gauches, codéfini par :

ml=q>(p:rd=efml=m[(p]q,:r
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Les regles de définition du typage des valeurs sont données dans la figure 5.5. On rappelle
que ® est la lentille indexée définie page 52.

Type 7= INT Entier
de valeur | FLOAT Flottant
| UNIT Unité
| T=* Pointeur
| [l Tableau
| {hi:t1;..500:7,} Structure
| FuN, Fonction

FIGURE 5.5 : Types de valeurs

Les regles sont détaillées dans la figure 5.6 : les types des constantes sont simples a retrou-
ver car il y a assez d’'information en mémoire. Pour les références, ce qui peut étre déréférencé
en une valeur de type 7 est un 7 *. Le typage des valeurs composées se fait en profondeur. En-
fin, la seule information restant a 'exécution sur les fonctions est son arité.

mEv:T

— (S-INT) ——  (S-FLOAT) ———— (S-UNIT)
mE n:INT mE d : FLOAT mE () :UNIT
mEgp@:1 Viell;nlmFv;:t
———— (S-NULL) ——— (S-PTR) —— (S-ARRAY)
mENULL: T * mE&@:T * mE[vi;...;vn] Tl

Vie[l;nl.mEv;:T1;

—— (S-STRUCT)
mE{L vyl vt Tyl e

(S-FuN)
mEfun(xy,..., x,){i} : FUN,

FIGURE 5.6 : Regles de typage des valeurs

La prochaine étape est de définir une relation de compatibilité entre les types de valeurs
T et statiques t. Nous noterons ceci sous la forme d’'un jugement 7> t. Les regles sont décrites
dans la figure 5.7, la régle importante étant CoMP-FUN. Notons qu’on garde le méme nom
pour les types de base, et que par exemple INT peut étre vu soit comme un type statique,
soit comme un type de valeur. Il y a donc un abus de notation dans la réegle COMP-GROUND :
quand on note INT> INT, le premier désigne le type des valeurs a I'’exécution, et le second le
type statique.

On définit enfin la notion d’état mémoire bien typé. On dit qu'un état mémoire m est bien
typé sous un environnement I', ce que 'on note I' F m, si le type des valeurs a 'exécution
présent dans m est « compatible » avec les types présents dans I'.

Cela se fait par induction sur la forme de I" et m. Fonctionnellement, cela implique que
les acces ala mémoire retournent des valeurs en accord avec le type statique (lemme 5.6). Les
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t € {INT, FLOAT, UNIT} >t >t
(CoMP-GROUND) ——— (ComP-PTR) ——  (COMP-ARRAY)
>t T *D>1 % T[> t[]

Viel[l;nl.ti>t;

(COMP-STRUCT) (Comp-FuN)
hety . ol il ..l ) FUN,> (f1,...,tp) — ¢

FIGURE 5.7 : Compatibilité entre types de valeurs et statiques

I'E(sg) (s,9)Fv:t >t
—— (M-EMPTY) (M-GLOBAL)
[TEWLID I',global x: tF (s, ((x— v) : g))

I'em T'=0gT) T'=@glx1:t,....,%n: 0, R:1])
mEuv T 1> mEv, T, Tub> ty

I E Push(m, (x; — v1),..., (Xp— vy)))

(M-PuUsH)

I'= (rGer) I'Em
m' =Push(m, (x; — v1),...,(xn—1vy)) T [x1:0,...., % ty, R: 1)) E

- (M-Pop)
I' E Cleanup(Pop(m))
T'Em mkEv:T >t xel I'Nlocal x: tEm xel
(M-DECL) (M-DECLCLEAN)
I',local x: t F Extend(m, x — v) I' E CleanVar(m — x, x)
'em Tre:t mFv:T >t m' = mlp — v]
(M-WRITE)

T'Em

FIGURE 5.8 : Compatibilité entre états mémoire et environnements de typage

régles définissant cette relation sont données dans la figure 5.8.

5.8 Propriétés du typage

On commence par énoncer quelques lemmes utiles dans la démonstration de ces théo-
rémes. Les démonstrations des lemmes 5.1 et 5.2 sont des analyses de cas laborieuses et sans
difficulté ; dans ce cas on n’en donne que des esquisses.

Lemme 5.1 (Inversion). A partir d'un jugement de typage, on peut en déduire des informations
sur les types de ses sous-expressions.

o Constantes
e sil'kn:t, alorst=1INT
o sil'Hd:t, alorst = FLOAT
e sil'FNULL: t, alors3t', t = '
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e sil'+(): ¢ alorst=UNIT
o Références mémoire :
e sil'(x):t,alorsx:telg
o sil'(n,x):t,alorsx:tely
e sil'Flvle]:t,alorsTHIv:t[]etT Fe:INT
o sil'Flvig:t,alorsTHIv:S
o Opérations :
e sil'FHe:t, alors on est dans un des cas suivants :
e Hef{+,—,~ 1}, t=INT, T Fe:INT
e He{+.,—.}, t =FLOAT, ' e: FLOAT
e sil'te; B ey: ¢, undes cas suivants se présente :
o Hef{+,—,x,/,&[,N&&, ||, <,>,<,2,<,>}L, THe : INT, 'F eyt INT, t = INT
e Hef{+.,—.,x.,/,<.,=2.,<.,>.}, e :FLOAT, ' e, : FLOAT, t = FLOAT
o Me{=#,Tre ¢, TFe:t, EQ(t), t = INT
e Hels,2,<,>}L t=INT,TFey:t/,TFey: ', t' € {INT,FLOAT}
e Bel+p,—ph 3t t=t'*,TFe :t'+,THey: INT

Appel de fonction : siT' - e(ey,...,e,) : t, il existe (t1,..., t,) tels que:

I'ke:(f,...,t5) — ¢
Vie[l;nl,TFe;:t

Fonction : si Tg,Tp) Ffun(ay,..., ap){i} : t, alors il existe (ty,..., ty) et t' tels que :

t=(t,...,ty) = t'
T, lay:t,...,an: ty, R: ') i

SiT+xe:t,alorsTe: tx*.
Sil'lv—e:t,alorsTHIv:tetT'-e:t.

SiTF&Iv:t, alorsilexistet' tel queT = lv:t' ett =1t .
Instructions :

e Sil'kiy;io, alorsTF iy etT & i,

e Sil'ke, alorsilexistet telqueT Fe: t.

e Sil'DECL x = e IN{i}, alors il existe t tel queT' - e: t etT,local x: ¢+ i.
e SiTH IF(e){i[}ELSE{if}, alorsT+e:INT,TFi;etT if.

o Sil' WHILE(e){i}, alorsT - e:INT etT'F i.

e Sil'RETURN(e), alors il existe t telquel' -e:tetT'-R: t.

Démonstration (esquisse). Pour chaque forme de jugement de typage, on liste les régles qui
peuvent amener a cette conclusion. O

Il est aussi possible de réaliser 'opération inverse : a partir du type d'une valeur, on peut
déterminer sa forme syntaxique. C’est bien stir uniquement possible pour les valeurs, pas
pour n'importe quelle expression (par exemple I'expression x (variable) peut avoir n'importe
quel type ¢ dans le contexte I' = x : ).
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Lemme 5.2 (Formes canoniques). Il est possible de déterminer la forme syntaxique d'une va-
leur étant donné son type, comme décrit dans le tableau suivant. Par exemple, d’apres la pre-
miere ligne, siT - v : INT, alors v est de la forme 71 (cf. figure 4.7, page 44 pour la définition des
valeurs).

Type de v Formede v
INT n
FLOAT d
UNIT 0
t* & ¢ ou NULL
t[] (V15...; Unl

oty .o lpty vl vl
(t1,...,th) — t fun(ay,...,a,){i}

Démonstration (esquisse). On procede comme pour lelemme d’'inversion : pour chaque forme
syntaxique, on fait I'inventaire des regles pouvant arriver a cette dérivation. O

Lemme 5.3 (Représentabilité). On définit un opérateur de représentation d’'un type statique a
lexécution :

Repr(INT) = INT
Repr(FLOAT) = FLOAT
Repr(UNIT) = UNIT
Repr(t'*) = Repr(t') »
Repr(#'[]) = Repr(t)[]
Repr({ly: t1;...; 1 : t2}) = {l1 : Repr(ty1);...; I, : Repr(ty,)}
Repr((fy,..., ;) — t) = FUN,

Supposons quel'-v: t etT' E m. On poset = Repr(t). AlorsmFEv:tett>t.

Démonstration. On procede par induction sur la forme de ¢.

o INT:D’apres le lemme des formes canoniques, v = n. On conclut avec S-INT et COMP-
GROUND.

e FLOAT :Idem avec v = d et S-FLOAT.
e UNIT: Idem avec v = () et S-UNIT.

e t=1t"%:Soient ' = Repr(t') et T = 7’ *. D’apres le lemme des formes canoniques, deux
cas sont possibles :

e V=& ¢:
Par inversion (lemme 5.1), ' ¢ t.
Puisque T'E metT I ¢ : t/, on obtient par le lemme 5.6 que m|¢] est une valeur
telle que m = mlp] : 7/ ot1 7'> t'. D’aprés S-PTR, mE & ¢ : 7.
De plus par COMP-PTR 7> t.
e v=NULL:
Par induction, 7'> t'. Alors par COMP-PTR, T # > *.
En outre, grace a S-NULL, on obtient m F NULL: T *.



5.8. PROPRIETES DU TYPAGE 75

e t=1'[]:Parlelemme des formes canoniques, v = [vmn]. Par inversion on obtient
queVi,I['+uv;:t.
Soient 7’ =Repr(t) ett=1'[].
Alors par induction Vi,m F v; : 7’ et 7'> . De la premiére propriété il vient (via S-
ARRAY) mF v: 1, et de la seconde (via COMP-ARRAY) T t.

o {1 :t1;...;1, : ty} : Par le lemme des formes canoniques, v = {I; : Um : vp}. Et par
inversion, Vi,I'F v; : t;.
Soient 7; =Repr(t;) et ={l1:71;...;1n: Ty}
Alors par induction, Vi,mF v; :1; et 7;> t;.
On déduit de S-STRUCT que m F v: 7, et de COMP-STRUCT que T £.

e t=(t,...,ty) — t': Par formes canoniques, ona v = fun(mn){i}.
Soit T = FUN,, : par S-FUN on obtient que m F v : 7. On conclut d’autre part que 71> ¢
grace a CoMP-FUN.

O

Lemme 5.4 (Hauteur des chemins typés). Une valeur typée ne peut jamais pointer au dessus
du niveau courant de pile. (#€(-) provient de la définition 4.6, page 47).
SimEv:t,alors £ (v) < |m].

Démonstration. On procede par induction sur la forme de v.

)

Alors #(v) = —1. Comme |m| = 0, ce cas est établi.
f: Idem.

&a: On distingue selon la forme de a. Si a = (x), c’est immédiat. Si a = (n, x), alors d’apres
la forme de v, la derniére régle appliquée dans la dérivation de m F v : T est S-PTR, et donc
ml(n, x)] est une valeur. D’apres la définition de a, n < |m|.

&¢.l: Onprocede parinduction sur v’ = & ¢. Comme .# (& ¢) < |m| et A& ¢.]) = H (& @),
on en déduit que & @.l) < |m|.

&eln]: Idem.

{ly:01;...;1,: vu} s Parinduction, Vi € [1; 1], #(v;) < |m|. Donc il en est de méme pour leur
maximum, et A (v) < |m).

(U1,...,v,]: Idem.
O

Lemme 5.5 (Accés a des variables bien typées). Soit Adr(¢) l'adresse de la variable qui appa-
raitdans @ :

Adr(a) =a
Adr(¢p.l) = Adr(¢p)
Adr(p[n]) = Adr(p)
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Alors, siT Em etT F @ : t, alors Adr(¢p) est soit une variable globale (x) avec x € dom(T'i),
soit une variable locale (|m|, x) du plus haut cadre de pile avec x € dom(I').

Démonstration. On procede par induction sur la forme de ¢.

e Si@=¢'.lg, alors Adr(¢) = Adr(¢'), et par inversion I’ - ¢’ : S. On conclut en appliquant
I’hypothése de récurrence a ¢'.

o Si@=¢'[n], le cas est similaire.

e Si @ = a, alors Adr(¢) = a. Si a = (x), on a par inversion x: t € I'. Si a = (n, x), alors par
inversion x : t € I';. Il reste a montrer que n = |m|, ce qui peut se prouver par induction
sur la dérivation de I' F m, en notant que dom(I';) coincide toujours avec le dernier
niveau de pile. Cette étape est ici admise.

O

Lemme 5.6 (Acces a une mémoire bien typée). SiT'Fm etT' ¢ : ¢, alors m[¢p] est une valeur
vetmEv:TOUT> L.

Démonstration. A partir du lemme 5.5, on prouve celui-ci par induction sur une dérivation
del'Em.

M-EmprY: I'=T;=1[],laprémisseI'F ¢:testdoncimpossible a satisfaire.

M-GLOBAL: Soient ¢ tel que I',global x: t' ¢ : t et m' = (s, ((x — v) :: g)). Alors la variable
référencée par ¢ est soit (x), soit (y) avec y € dom(I'), soit (|m|, y) avec y € dom(I'y).

Dans le premier cas, m'[¢] = v, ce qui permet de conclure.

Dans les autres cas, m'[p] = m[], ce qui nous permet de conclure grace a I'hypothese
d’induction.

M-DEcL: Onpartdel F ¢: . Alors Adr(¢) est soit lalocale x, soit une autre variable locale,
soit une globale. Dans le premier cas, m’[¢] = v et les prémisses nous permettent de conclure.
Dans tous les autres cas, m'[¢p] = m[¢p] et on applique I'hypothése d’induction.

M-DECLCLEAN : On suppose que I' - ¢ : ¢ et m' = CleanVar(m — x, x). Alors T, local x :
t F @ t' par affaiblissement. On peut donc appliquer 'hypothése d’induction : m[¢] = v ou
mkE v:1" avec 7> t'. On distingue alors selon la forme de v. Si v = & ¢’ o1 Adr(¢') = (|ml, x),
alors m'[¢p] = NULL par I'opération CleanVar(-,-). Le type 7’ étant un type pointeur par le
lemme 5.2, on peut conclure. Dans les autres cas m[¢@] = m' [p] ce qui termine ce cas.

M-PusH: On procede d'une maniere similaire. ¢ peut faire référence soit a un des x;, au-
quel cas la valeur v; convient, soit a une variable globale, auquel cas on applique I'hypothése
de récurrence.

M-PoP: On partdeI' Em” ot m"” = Cleanup(Pop(m')). Deux cas se produisent selon la
forme de Adr(¢p).

« Soit Adr(¢p) = (x) avec x € dom(['), alorsT'F @ :toul’ = T, [x1:t,...,Xn: by, R: 1]).
On applique alors '’hypotheése de récurrence en partant du jugement I' & m' : il vient
que m'[p] = voumFE v: 1" avec /> t'. Comme A (v) < |m'| (lemme 5.4), deux cas
peuvent se produire :
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e Si #(v) =|m’|, alors m"[p] = NULL et on a bien la compatibilité mémoire (I'argu-
ment est similaire au cas DECL-CLEAN).

e Sinon, m"[¢p] = m/[¢] et on conclut directement.

* Soit Adr(¢) = (lm"], x). On procede alors de la méme maniére sauf qu’on invoque alors
le cas d’induction sur I' F m.

M-WRITE: Onpartde D F m' ot m' = m[p < v], et on suppose que '+ ¢’ : t'.

Si ¢ = ¢’ : alors il suffit d’appliquer GETPUT a la lentille ® : m[¢ — mlg]] = m, ce qui
donne directement la conclusion.

Sip#¢ :TH¢ :t doncAdr(¢’) est soit une locale soit une globale de m’. Donc m/[¢'] =
m[¢'] et on conclut grace a ’hypothese d’induction. O

5.9 Progres et préservation

Ces lemmes étant établis, on énonce maintenant le théoréme de progrés. Contrairement
aux langages ou tout est expression, il faut traiter séparément les trois constructions prin-
cipales de SAFESPEAK : les expressions, les valeurs gauches et les instructions. Celles-ci sont
mutuellement dépendantes car :

 la définition d'une fonction par un bloc est une expression;
* une expression est un cas particulier d'instruction;
« une valeur gauche peut convenir une expression en indice de tableau;
» une valeur gauche est un cas particulier d’expression.
Théoréme 5.1 (Progres). Supposons queT = i. Soit m un état mémoire tel queT = m.
Alors l'un des cas suivants est vrai :
e [ =PASS
e Jv,i = RETURN(V)
o 3@, M), (i, my — (i',m')
e 1Q€ {Qdiu»Qarmy’thr}» (i,m) —Q

> - 3
Supposons queT - e: t. Soit m un état mémoire tel que I' F m. Alors l'un des cas suivants
estvrai:

e Jv#£Q,e=v
e d(e/,m'),(e,m) — (e',m')
e 3Q€{Qqiv, Qarray, Lpir}, (€, m) — Q
+ 4 <

Supposons quel' = lv: t. Soit m un état mémoire tel quel = m.
Alors l'un des cas suivants est vrai :

e dp,lv=¢

o IV, m),{lv,m) — UV, m")

o 3Q€{Qq4iv, Qarray, Qper}, (lv,m) — Q
C’est-a-dire, soit :

 l'entité (instruction, expression ou valeur gauche) est complétement évaluée.
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» un pas d’évaluation est possible.
« une erreur de division, tableau ou pointeur se produit.
La preuve du théoreme 5.1 se trouve en annexe D.2.
Théoréme 5.2 (Préservation). Soit ' un environnement de typage et m un état mémoire tels

queT F m.
Alors :

e SiTHIv:tet{lv,m)— (p,m'y, alorsT E Cleanup(m’) et m' o @ : T 0lt T> 1.
SiTkHlv:tet{lv,my— (Iv',m'), alorsT = Cleanup(m') etT' [V : t.

SiT+e:tet{e,my— (v,m'), alorsT E Cleanup(m') etm' Fv:1 ot T> 1.

SiTHe:tet{e,my—(e,m'), alorsT F Cleanup(m’) etT' - ¢ : t.
SiT+iet(i,my— (i',m'), alorsT E Cleanup(m') etT + i’.

Autrement dit, si une construction est typable, alors un pas d’évaluation ne modifie pas son
type et préserve le typage de la mémoire.

Remarque Dans la formulation classique de ce théoreme, on indique que I' F m implique
I' E m'. Ici, la conclusion est moins forte en indiquant seulement que I' = Cleanup(m'). Cela
indique que la compatibilité mémoire est établie mais peut localement introduire des poin-
teurs fous. En fait, comme une étape de Cleanup(-) est faite apres chaque appel de fonction et
chaque déclaration, la propriété classique est vraie mais uniquement sur un plus grand pas
d’exécution.

La preuve de ce théoréme se trouve en annexe D.3.

Cela établit qu’aucun terme ne reste « bloqué » parce qu’aucune regle ne s’applique, et
que la sémantique respecte le typage. En quelque sorte, les types sont un contrat entre les
expressions et les fonctions : si leur évaluation converge, alors une valeur du type inféré sera
produite.

Enfin, on donne une version de ces propriétés pour les phrases de programme.

Théoreéme 5.3 (Progres pour les phrases). SoitI" un environnement de typage, m un état mé-
moire et p une phrase de programme. Supposons queT - p —T" etT F m.

On suppose en outre que l'évaluation de p termine.

Alorsam'.ml-p—m'.

Démonstration. Iciil n'y a pas de difficulté puisque la contrainte (forte) de terminaison se lit
(e,my — (v, m') ol e est 'expression apparaissant dans p.
Selon la forme de p, il suffit alors d’appliquer la regle ET-Exp ou ET-VAR.
O

Théoreéme 5.4 (Préservation pour les phrases). On suppose que les trois propriétés suivantes
sont vérifiées :

rEm
T-p—T'
ml-p—m'

AlorsT'Em'.

Démonstration. On distingue selon la derniere regle appliquée dans la dérivation de m I+
/
p—m.
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ET-Exp: La derniere régle appliquée pour dériver I' - p — I est donc T-Exp. D’apres les
prémisses de ces deux regles, onadoncT | e: et (e, m) — (v, m'). Alors, d’apres le théoreme
de préservation, I' = m’.

ET-VAR: Ici, la dérivation de I' - p — I’ termine par T-VAR. D’apres leurs prémisses, on a
donc:Tre:tr,I"=T,global x: t,et m" = (s, (x — v) :: g ol (s,8) = m’ (on cherche a prouver
queI"Em").

En appliquant le théoréme de préservation, on obtient que T' - v: t et I' E m’. D’apres le
lemme 5.3, il existe 7 tel que m' F v: 7 ol1 7> t. On peut alors appliquer M-GLOBAL qui nous
donne que I'' = m”.

O

Conclusion

En ajoutant un systéme de types statiques a SAFESPEAK, on peut calculer a la compilation
la forme des valeurs produites par chaque expression. Pour ce faire, on a défini un ensemble
de regles de typage (regroupées dans I'annexe C) a appliquer selon la forme de celle-ci.

Si on consideére des programmes qui sont seulement syntaxiquement corrects, on ne peut
rien prédire sur leur exécution. Par exemple, fun(x){PAss}+1 est une expression correcte mais
pour laquelle il n'y a pas de régle d’évaluation qui s’applique. En ajoutant un systéme de
types, les propriétés de siireté établies dans ce chapitre assurent que les termes peuvent étre
évalués, et que les valeurs produites sont en accord avec les types donnés aux différentes par-
ties du programme. Cela permet surtout de s’assurer que les programmes ne peuvent provo-
quer une erreur d’exécution que dans certains cas particuliers, comme les divisions ou les
acces aux tableaux.

ATissue de ce chapitre, on a donc un langage impératif sain pour batir des analyses de
typage, ce que nous allons faire dans le chapitre suivant.






CHAPITRE

EXTENSIONS DE TYPAGE

Nous venons de définir un systeme de types stirs dans le chapitre 5. Cela permet de mettre
en relation les types des expressions avec les valeurs qui leur seront associées. Cela permet
une forme d’analyse de flot : si peu de constructions permettent de créer des valeurs d'un
type t, alors toutes les valeurs de type ¢ proviennent de ces « sources ».

On se propose ici d’enrichir le systeme de types de plusieurs extensions permettant d’ex-
plorer cette idée, en ajoutant de la « signification » dans les types de données des programmes.
Ces extensions permettront de détecter des erreurs de programmation communes, appuyées
sur des exemples réels.

Cela revient a introduire une séparation entre le type des données et sa représentation,
c’est-a-dire définir un type abstrait. Dans un systeme d’exploitation, les pointeurs utilisateur
sont en fait des pointeurs classiques déguisés, pour lesquels on interdit I'opérateur de déré-
férencement.

Cette technique est en fait générique : on peut également 'appliquer a certains types
d’entiers. En C, il est commun d’utiliser des int pour tout et n'importe quoi : pour des en-
tiers bien stir (au sens de Z), mais aussi comme identificateurs pour lesquels les opérations
usuelles comme 'addition n’ont pas de sens. Par exemple, sous Linux, I'opération d’ouver-
ture de fichier renvoie un entier, dit descripteur de fichier, qui identifie ce fichier pour ce pro-
cessus. Le langage autorise donc par exemple de multiplier entre eux deux descripteurs de
fichiers, mais le résultat n’a pas de raison a priori d’étre un descripteur de fichier valide.

En n'offrant pas cette distinction, le langage C permet d’écrire du code qui peut s’exé-
cuter mais dont la sémantique n’est, quelque part, pas bien fondée. En effet, le systeme de
types de C est trop primitif pour pouvoir garantir une véritable isolation entre deux types
de méme représentation : il n'y a pas de types abstraits. Certes, typedef permet d’introduire
un nouveau nom pour un type, mais ce n'est qu'un raccourci syntaxique. Le compilateur ne
peut en effet pas considérer un programme sans avoir la définition quasi-compléte des types
qui y apparaissent. La seule exception concerne les pointeurs sur structures : si on ne fait
que les affecter, il n’est pas nécessaire de connaitre la taille ni la disposition de la structure;
donc la définition peut ne pas étre visible. Cette technique, connue sous le nom de pointeurs
opaques, n'est pas applicable aux autres types.

En ajoutant une couche de typage, on interdit ces opérations a la compilation. Cela per-
met deux choses : pour le code déja écrit, de détecter et corriger les manipulations dange-
reuses; et, pour le nouveau code, de s’assurer qu’il est correct. Par exemple, si on écrit un
éditeur de texte, on peut éviter de nombreuses erreurs de programmation en définissant un
type «indice de ligne » et un type «indice de colonne » incompatibles entre eux.

Un premier exemple permet de distinguer plusieurs utilisations des entiers, selon s'ils
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sont utilisés comme entiers arithmétiques ou ensemble de bits. Cela permet de détecter une
erreur courante qui consiste a mélanger les opérateurs logiques et bit a bit.

Ensuite, on étend de maniere indépendante le systeme de types, cette fois au niveau des
pointeurs. Plus précisément, dans le contexte des systémes d’exploitation, on introduit une
différence entre les pointeurs dont la valeur est contrélée par 'utilisateur et ceux dont elle ne
lest pas.

6.1 Exemple préliminaire : les entiers utilisés comme bitmasks

Dans le langage C, les types de données décrivent uniquement 1’'agencement en mé-
moire des valeurs. Ils n'ont pas de signification plus sémantique permettant d’exprimer ce
que les données représentent. Par exemple, dans un programme manipulant des dates, on
sera amené a manipuler des numéros de mois et d’années, représentés par des types entiers.
Le langage C permet de définir des nouveaux types :

typedef int month_t;
typedef int year_t;

Cependant, rien ne distingue le nouveau type de I'ancien. Il ne s’agit que d'une aide a la
documentation. Dans cet exemple, month_t et year_t sont tous les deux des nouveaux noms
pour le type int; donc ils sont en fait compatibles. Le compilateur ne peut donc pas détecter
qu’on utilise un numéro de mois la oi un numéro d’année était attendu (ou vice versa).

Cet idiome est commun en C. On manipule notamment certaines données abstraites par
des clés entiéres, et un typedef particulier permet de désigner celles-ci. Par exemple sous
Linux, les numéros de processus sont des indices dans la table de processus interne au noyau,
et on y accéde par une valeur de type pid_t. De méme, les utilisateurs sont représentés par
un nombre entier du type uid_t.

Un autre idiome est répandu : 'utilisation d’entiers comme représentation d'un ensemble
de booléens. En effet, un nombre a = Zﬁ\i ‘01 a;2" peut s'interpréter comme la liste d’indices
de ses bits égaux a 1: {i € [0; N —1]/a; = 1}. Un entier de 32 bits peut donc représenter une
combinaison de 32 options indépendantes.

C’est de cette maniere que fonctionne I'interface qui permet d’ouvrir un fichier sous Unix
(figure 6.1). Le parametre flags est un entier qui encode les options liées a I'ouverture du
fichier. On précise son mode (lecture, écriture ou les deux) par les bits 1 et 2; sil faut créer
le fichier ou non s'il n'existe pas par le bit 7; si dans ce cas il doit étre effacé par le bit 8,
etc. On obtient le parametre complet en réalisant un « ou » bit a bit entre des constantes. Le
parametre mode encode de la méme maniere les permissions que doit avoir le fichier créé, le
cas échéant (mode_t désigne en fait unsigned int).

int open(const char *pathname, int flags, mode_t mode);
int creat(const char *pathname, mode_t mode);

FIGURE 6.1 : Interface permettant d’ouvrir un fichier sous Unix

Ces fonctions retournent un entier, qui est un descripteur de fichier. 1l correspond a un
indice numérique dans une table interne au processus. Par exemple, 0 désigne son entrée
standard, 1 sa sortie standard, et 2 son flux d’erreur standard.

On identifie donc au moins trois utilisations du type int:
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e entier : c’est I'utilisation classique pour représenter des valeurs numériques. Toutes les
opérations sont possibles.

« bitmask : on utilise un entier comme ensemble de bits. Seules les opérations bit a bit
ont du sens.

¢ entier opaque : on utilise un entier de maniere purement abstraite. C’est 'exemple des
descripteurs de fichier.

Ces utilisations du type n'ont rien a voir ; il faudrait donc empécher d’utiliser un descrip-
teur de fichier comme un mode, et vice-versa. De méme, aucun opérateur n'a de sens sur
les descripteurs de fichier, mais I'opérateur | du « ou » bit a bit doit rester possible pour les
modes.

On décrit ici une technique de typage pour détecter et interdire ces mauvaises utilisations
en proposant une version « bien typée » de la fonction open. Plus précisément, on donne a ses
deuxiéme et troisiéme arguments (respectivement flags et mode) le nouveau type BITS qui
correspond aux entiers utilisés comme bitmasks. Le type de retour n’est pas modifié (il reste
INT), mais on décrit comment il est possible de rendre ce type opaque.

6.1.1 Modifications

On commence par ajouter deux types : d'une part BITS bien stir, mais également CHAR qui
apparait dans les chaines de caractéres. On ne spécifie pas plus ce dernier mais on suppose
qu’il existe des littéraux de chaines qui retournent un pointeur vers le premier élément d'un
tableaux de caracteres. Pour rester compatible avec C, on suppose qu’'un caractere nul ’\@’
est inséré a la fin de la chaine. On ajoute ces chaines uniquement dans le but de pouvoir
représenter les noms de fichiers.

Au niveau des valeurs, les entiers utilisés comme bitmasks sont représentés par des va-
leurs entieres classiques 7i. En particulier, on n’ajoute pas de nouveau type sémantique, mais
on ajoute une regle de compatibilité entre le type de valeurs INT et le type statique BITS
(cela signifie qu'une valeur de type BITS est représentée par un INT en mémoire, figure 6.2).
Par ailleurs, on change le type des « constructeurs » (O_RDONLY, O_RDWR, O_APPEND, ...) et du
« consommateur » open (figure 6.3).

Type ru=...
| CHAR Caractere

| BITS Entier utilisé comme bitmask

———— (ComP-BITS)
INTD> BITS

FIGURE 6.2 : Ajouts liés aux entiers utilisés comme bitmasks

Pour que les opérations bit a bit puissent s’appliquer aux bitmasks, on ajoute aux regles
s’appliquant a INT les regles suivantes. Cela revient a permettre plusieurs types pour I'opéra-
teur ~, mais la sémantique d’exécution est la méme quel que soit le type, car BITS et INT sont
représentés de la méme maniere.

He{l, &, "} I'e; :BITS I' ey :BITS I'+e:BITS
(OP-BITS) — (NOT-BITS)
I'+e; H es:BITS '~ e:BITS
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[ ]+ O_RDONLY : BITS
[1 - O_RDWR: BITS
[ 1 = O_APPEND: BITS

[]F open: (CHAR #*,BITS) — INT

FIGURE 6.3 : Nouvelles valeurs liées aux bitmasks

Il reste a permettre d’utiliser les bitmasks dans les contextes ol on attend un entier. Par
exemple, pour écrire IF(x & 0x80){...}ELSE{...} (test du bit numéro 7). On veut donc exprimer
que «un BITS est un INT ». Cette relation entre différents types d’entier correspond a un cas
particulier de sous-typage.

On ajoute la regle de subsomption suivante. Elle permet d’utiliser une expression de type
BITS la ol1 une expression de type INT est attendue.

I'-e:BITS

—  (SUB-BITSINT)
I'ke:INT

Cela modifie 1égerement 'implantation de I'inférence de types. Le type d’'une expression
utilisée comme opérande de I'opérateur + n’est donc pas a priori de type INT, mais BITS ou
INT. Cela implique aussi qu’on peut additionner un BITS et un INT pour obtenir un INT. Les
expressions de la forme fun(x, y){RETURN(x|y)} peuvent donc accepter plusieurs types. Pour
I'inférence, cela correspondra a une inconnue de type. Si celle-ci n’est pas résolue a la fin de
I'inférence (par exemple si cette fonction n’est pas appelée), une erreur est levée. C’est une
limitation du monomorphisme.

Ainsi, siT'F e: BITS, on a par exemple I' ! e : INT. On rappelle que la regle permettant de
typer ! est inchangée et reste la suivante :

He{~! T'ke:INT
I'He:INT

(UNoP-NOT)

6.1.2 Exemple:!x &y

Les nombreux opérateurs de C (repris en SAFESPEAK) posent plusieurs problemes :

¢ il sont nombreux et il est facile de confondre && avec &, ou ! avec ~ ;
« il yaun opérateur « ou exclusif» bit a bit () mais pas d’équivalent logique;;

o la priorité des opérateurs semble parfois arbitraire. Par exemple, les opérateurs de dé-
calage sont plus prioritaires que les additions, donc x <« 2 + 1 est interprété comme
(xx2)+1.

Le premier et le dernier point permettent d’expliquer une erreur courante : celle qui
consiste a écrire ! x & y aulieude! (x & ).

En effet, la premiére expression est équivalente a (! x) & y. Comme ! x vaut 0 ou 1, 'ex-
pression résultante vaut y & 1 si x = 0, ou 0 sinon. Il s’agit probablement d'une erreur de
programmation. L'alternative ! (x & y) a plus de sens : elle vaut 0 si x et y ont un bit en com-
mun, 1 sinon.
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On vérifie enfin que la premiere n’est pas bien typée alors que la seconde I'est. Dans les
deux cas suivants on se place dans un environnement I' comportant deux variables globales
x et y de type BITS. Alors (! x)&y n’est pas bien typée. En effet, I' - ! x : INT et la seule regle
qui s’applique a I'opérateur & ne peut pas s’appliquer. En revanche la seconde est bien typée
(figure 6.4).

I = ([x+— BITS, y — BITS], [ 1)

I' = x:BITS I'= y:BITS
I'Fx&y:BITS
'Ex&y:INT
'E!(x&y):INT

(OP-BITS)

(SUB-BITSINT)

(UNoP-NOT)

FIGURE 6.4 : Dérivation montrant que ! (x & y) est bien typée

Cet exemple préliminaire permet de voir en quoi SAFESPEAK est adapté a des analyses
de typage légeéres. Puisque le typage est siir, on en déduit que les valeurs d'un certain type
ne peuvent étre créées que par un certain nombre de constructeurs. Par exemple ici les bit-
masks ne proviennent que de combinaisons de constantes. C’est précisément cette idée de
détection de source qui est au cceur de I'analyse suivante.

6.2 Analyse de provenance de pointeurs

Jusqu'ici SAFESPEAK est un langage impératif généraliste, ne prenant pas en compte les
spécificités de I'adressage utilisé dans les systemes d’exploitation.

Dans cette section, on commence par |'étendre en ajoutant des constructions modélisant
les variables présentes dans 'espace utilisateur (cf. chapitre 2). Pour accéder a celles-ci, on
ajoute un opérateur de déréférencement stir qui vérifie a I'exécution que I'invariant suivant
est respecté :

Les pointeurs dont la valeur est controlée par I'utilisateur pointent vers ’espace
utilisateur.

La terminologie mérite d’étre détaillée :

Un pointeur controlé par I'utilisateur, ou pointeur utilisateur, est une référence mémoire
dont la valeur est modifiable par le code utilisateur (opposé au code noyau, que nous ana-
lysons ici). Ceci correspond a des données provenant de I'extérieur du systéme vérifié. C’est
une propriété statique, qui peut étre déterminée a la compilation a partir de considérations
syntaxiques. Par exemple, 'adresse d'une variable locale au sein de code noyau est toujours
considérée comme étant contrdlée par le noyau.

Un pointeur pointant vers I'espace utilisateur fait référence a une variable allouée en es-
pace utilisateur. Cela veut dire qu'y accéder ne risque pas de mettre en péril l'isolation du
noyau en faisant fuiter des informations confidentielles ou en déjouant son intégrité. Cette
propriété est dynamique : un pointeur utilisateur peut a priori pointer vers I'espace utilisa-
teur, ou non.

Pour prouver que 'invariant précédent est bien respecté, on procéde en plusieurs étapes.

Tout d’abord, on définit une nouvelle erreur Q.. (pour « sécurité »), déclenchée lors-
qu’'un pointeur controlé par I'utilisateur et pointant vers le noyau est déréférencé (le cas que
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I'on cherche a éviter). Il est important de noter que ce cas d’erreur est « virtuel », c’est-a-dire
qu’on l'ajoute a la sémantique pour pouvoir le détecter facilement comme un cas d’erreur,
mais, dans une sémantique de plus bas niveau, comme en C, I’erreur ne serait pas déclen-
chée. D’un point de vue opérationnel, cela équivaut a ajouter un test dynamique a chaque
déréférencement, ce qui est slir mais se paye en performances. Ajouter ce cas d’erreur virtuel
dans la sémantique d’évaluation permet de transformer un probleme de sécurité (empécher
les fuites d’'information) en probléme de stireté (empécher les erreurs a I'exécution).

Ensuite, on montre qu’avec cet ajout, si on étend naivement le systéme de types en don-
nant le méme type aux pointeurs contrdlés par l'utilisateur et le noyau, le théoréme de pro-
gres (5.1) n'est plus valable. Cela signifie que le systéme de types classique présenté dans le
chapitre 5 ne suffit pas a capturer les propriétés de sécurité que nous voulons interdire.

Létape suivante est d’étendre, a son tour, le systeme de types de SAFESPEAK en distin-
guant les types des pointeurs contrdlés par l'utilisateur des pointeurs contrdlés par le noyau.
Puisqu’on veut interdire le déréférencement des premiers par I'opérateur *, on introduit les
constructions copy_from_user et copy_to_user qui réaliseront le déréférencement stir de ces
pointeurs.

Enfin, une fois ces modifications faites, on prouve que les propriétés de progres et de
préservation sont rétablies.

6.2.1 Extensions noyau pour SAFESPEAK

On ajoute a SAFESPEAK la notion de valeur provenant de 'espace utilisateur. Pour mar-
quer la séparation entre les deux espaces d’adressage, on ajoute une construction ¢ := & ¢'.
Le chemin interne ¢’ désigne une variable classique (un pointeur noyau) et I'opérateur o -
permet de l'interpréter comme un pointeur vers I’espace utilisateur. En quelque sorte, on ne
classifie pas les valeurs selon la variable pointée mais selon la construction du pointeur.

Remarquons qu’on n’introduit pas de sous-typage : les pointeurs noyau ne peuvent étre
utilisés qu’en tant que pointeurs noyau, et les pointeurs utilisateur qu’en tant que pointeurs
utilisateur.

En plus du déréférencement par * (qui devra donc renvoyer Qg pour les valeurs de la
forme & ¢'), il faut aussi ajouter des constructions de lecture et d’écriture a travers les poin-
teurs utilisateur. Ceci sera fait sous forme de deux fonctions, copy_from_user et
copy_to_user. Celles-ci prennent deux pointeurs en parameétre et renvoient un booléen in-
diquant si la copie a pu étre faite (si le parametre contrélé par I'utilisateur pointe en espace
noyau, les fonctions ne font pas la copie et signalent I'erreur).

Ilustrons ceci par un exemple. Imaginons un appel systéme fictif qui renvoie la version
du noyau, en remplissant par pointeur une structure contenant les champs entiers major,
minor et patch (un équivalent dans Linux est I'appel systéme uname()). Celui-ci peut étre
alors écrit comme dans la figure 6.5. Une fois la structure noyau v remplie, il faut la copier
vers l'espace utilisateur. La fonction copy_to_user va réaliser cette copie (de la méme ma-
niére qu’avec un memcpy ()), mais apres avoir testé dynamiquement que p pointe en espace
utilisateur (dans le cas contraire, la copie n’est pas faite).

On peut remarquer que, contrairement aux fonctions présentes dans le noyau Linux, les
fonctions copy_from_user et copy_to_user n’'ont pas de parametre indiquant la taille a copier.
Cela est dii au fait que le modéle mémoire de SAFESPEAK est de plus haut niveau. L'informa-
tion de taille est déja présente dans chaque valeur.

Une autre remarque a faire est qu’il n'y a pas de maniere de copier des données de I'es-
pace utilisateur vers I'espace utilisateur. Il est nécessaire de passer par 'espace noyau. La
raison est que, puisqu’il faut réaliser deux tests dynamiques, les erreurs peuvent arriver a ces
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sys_getver = fun(p){
DECL v ={major:3;minor:14;patch:15}IN
copy_to_user(p, &v)

FIGURE 6.5 : Implantation d'un appel systéme qui remplit une structure par pointeur

Expressions en=...
| & lv Adresse utilisateur
| copy_from_user(eg,es) Lecture depuis|’espace utilisateur
| copy_to_user(eg, es) Ecriture vers I'espace utilisateur
Contextes Cu=...
| &C
| copy_from_user(C,e)
| copy_from_user(v,C)
| copy_to_user(C,e)
| copy_to_user(v,C)
Chemins Qo= ...
| <A> 10 Pointeur utilisateur
Erreurs Qu=...
| Qgec Erreur de sécurité

FIGURE 6.6 : Ajouts liés aux pointeurs utilisateur (par rapport a I'interpréte du chapitre 4)

deux endroits. Plutdét que de proposer un opérateur qui réalise cette copie, on laisse le pro-
grammeur faire les deux copies manuellement.

On commence donc par ajouter aux instructions des constructions copy_to_user(,) et
copy_from_user(-,-) de copie stire. copy_from_user(py, p,) copie la valeur pointée par p,
(qui se trouve en espace utilisateur) a 'emplacement mémoire pointé par p; (en espace
noyau). copy_to_user(py, py) réalise 'opération inverse, en copiant la valeur pointée par pj
(en espace noyau) a I’emplacement mémoire pointé par p, (en espace utilisateur).

Afin de leur donner une sémantique, il faut étendre ’ensemble des valeurs pointeur ¢ aux
constructions de la forme <A> ¢'. Pour créer des termes s'évaluant en de telles valeurs, il faut
une construction syntaxique < e telle que, si e s'évalue en & ¢, ¢ e s'évalue en & & ¢. Cela
demande 2 autres ajouts : un nouveau contexte d’évaluation ¢ C et une régle d’évaluation.
Enfin, on ajoute une nouvelle erreur Q.. a déclencher lorsqu’on déréférence directement un
pointeur utilisateur. Ces étapes sont résumées dans la figure 6.6.

Enrésumé, on a deux constructions pour créer des pointeurs a partir d'une valeur gauche :
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& - crée un pointeur noyau, et <» - crée un pointeur utilisateur. Seule la premiere est faite pour
étre utilisée dans le code a analyser. La seconde sert uniquement a modéliser les points d’en-
trée du noyau. Par exemple, la fonction sys_getver de la figure 6.5 peut étre appelée par un
utilisateur de la manieére décrite dans la figure 6.7.

DECL v ={major:0;minor:0;patch:0}IN
sys_getver($ v)

FIGURE 6.7 : Appel de la fonction sys_getver de la figure 6.5

6.2.2 Extensions sémantiques

En ce qui concerne I'évaluation des expressions <) -, on ajoute la regle suivante :

P (PHI-USER)
(G o, my — (& (O @), m)

Dans & (& ©),l operateur & -indique que la valeur créée est une référence mémoire. Cette
référence mémoire, & ¢, est controlée par l'utilisateur. C'est ce qu'indique le constructeur & -

Cette regle semble asymétrique. C’est lié au fait qu’habituellement, les valeurs pointeurs
(de la forme & ®) sont crées en utilisant la réegle CTX avec 'opérateur &. Ici une expression
crée une valeur pointeur, il faut donc y insérer un &. En effet, & - nlest qu'une transformation
entre chemins, pas une maniére de construire une valeur a partir d’'un chemin comme &.

Ensuite, il est nécessaire d’adapter les regles d’acces a la mémoire pour déclencher une
erreur Q.. en cas de déréférencement d’'un pointeur utilisateur. Les acces mémoire en lec-
ture proviennent de la regle EXp-Lv et ceux en lecture, de la régle EXpP-SET, rappellées ici :

(Exp-Lv) (Exp-SET)
{9, m) — (m[plp, m) (9 —v,m) — (v, mp — Vlp)

Les acces ala mémoire sont en effet faits par le biais de 1a lentille ®. Il suffit donc d’adapter
sa définition (page 52) de celle-ci en rajoutant les cas suivant :

gety (6 @) = Qgec
putq)(@ Y, V) = Qgec

Enfin, il est nécessaire de donner une sémantique aux fonctions copy_from_user et
copy_to_user. L'idée est que celles-ci testent dynamiquement la valeur du parameéetre
contrdlé par l'utilisateur afin de vérifier que celui-ci pointe vers I'espace utilisateur (c’est-
a-dire, qu'il est de la forme & ¢).

Deux cas peuvent se produire. Soit la partie a vérifier a la forme & ¢/, soit non (et dans ce
cas iﬂ(p’ = <A> ¢'). Dans le premier cas (régles USER-*-OK), alors la copie est faite et 'opéra-
tion de copie retourne la valeur entiére 0. Dans le second (régles USER-*-ERR), aucune copie
n'est faite et la valeur —1 est retournée. Ce comportement est calé sur celui des fonctions
copy_{from, to}_user du noyau Linux : en cas de succes elles renvoient 0, et en cas d’erreur
-EFAULT (= —14).
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v=mlpglo m =mlpg— Ve

= = (USER-GET-0OK)
(copy_from_user(& ¢4, & (& @), my — (0, m')

39 ‘Ps(P = 6 (ps
(copy_from_user(& ¢4,& ¢), m) — (—14, m)

(USER-GET-ERR)

v=mlpsloe m =mlpg—vle

= — (USER-PUT-0OK)
(copy_to_user(& (& ¢q), & @), my — (0, m')

Bpap=39a
(copy_to_user(@ @, & @s), m)y — (—14, m)

(USER-PUT-ERR)

Ces régles sont a appliquer en priorité de la régle d’appel de fonction classique, puisqu’il
s’agit d’élements de syntaxe différents. En effet ces « fonctions » ne sont pas implantables
directement en SAFESPEAK, puisqu’il n'y a pas par exemple d’opérateur permettant d’extraire
¢ depuis une valeur o ¢.Lopération en « boite noire » de ces deux fonctions permet d’assurer
que I'acces a I'espace utilisateur est toujours couplé a un test dynamique.

6.2.3 Insuffisance des types simples

Etant donné SAFESPEAK augmenté de cette extension sémantique, on peut étendre nai-
vement le systéme de types avec la régle suivante :

I'lv:t

—— (ADDR-USER-IGNORE)
'O 1Iv:t =

Cette régle est compatible avec I'extension, sauf qu’elle introduit des termes qui sont bien
typables mais dont I'évaluation provoque une erreur Qgec € {Qgiv) Qarray, Qperl, violant ainsi
le théoreme 5.1. Posons :

e=x{x
I'=x:INT
m=([[x~—0]l,[]

Les hypotheses du théoréme de progres sont bien vérifiées, mais cependant la conclusion
n'est pas vraie :

e OnabienT F m. En effet :

—————  (M-EMPTY)
[TEULID [1E0:INT INT> INT

x:INTE ([[x— 011, [

(M-PusH)

* eestbien typée sousI:
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x:INTET
I'Ex:INT
I'-&x:INT*
' x INT*
' %O x: INT

(Lv-VAR)

(Lv-DEREF)

(ADDR-USER-IGNORE)

(Lv-DEREF)

o L'évaluation de e sous m provoque une erreur différente de Qg;y, Qarray, 0U Qpyr :

m[@ X] = Qgec
(Exp-Lv) (EvAL-ERR)
(xO x,m)y — (Qgec, M) (Qsec, M) — Qsec

(e,m) — Qe

Cela montre que le typage n’apporte plus de garantie de stireté sur I'exécution : le systeme
de types naivement étendu par une regle comme ADDR-USER-IGNORE n’est pas en adéqua-
tion avec les extensions présentées dans la section 6.2.1. Il faut donc raffiner les régles de
typage pour interdire ce cas.

6.2.4 Extensions du systéme de types

On présente ici un systeme de types plus expressif permettant de capturer les extensions
de sémantique. In fine, cela permettra de prouver le théoréme 6.1 qui est]’équivalent du théo-
réeme 5.1 mais pour le nouveau jugement de typage.

Définir un nouveau systéme de types revient a étendre le jugement de typage - - - : -,
en modifiant certaines regles et en en ajoutant d’autres. Naturellement, la plupart des diffé-
rences porteront sur le traitement des pointeurs.

Pointeurs utilisateur

Le changement clef est I'ajout de pointeurs utilisateur. En plus des types pointeurs habi-
tuels t *, on ajoute des types pointeurs utilisateur ¢ @. La différence entre les deux représente
qui controle leur valeur (section 2.4).

Les différences sont les suivantes (figure 6.8) :

o Lestypes«t * » s’appliquent aux pointeurs contrdlés par le noyau. Par exemple, prendre
I’adresse d'un objet de la pile noyau donne un pointeur noyau.

Type fo= ...

| t@ Pointeur utilisateur

Type TI= L
de valeur | T@ Pointeur utilisateur

FIGURE 6.8 : Ajouts liés aux pointeurs utilisateur (par rapport aux figures 5.2 et 5.5)
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o Les types « t @ », quant a eux, s'appliquent aux pointeurs qui proviennent de 1'espace
utilisateur. Ces pointeurs proviennent toujours d’interfaces particulieres, comme les
appels systeme ou les parametres passés aux implantations de la fonction ioctl.

Lensemble des notations est résumé dans le tableau suivant :

Noyau  Utilisateur

Syntaxe & x O x
Valeur & (x) &3 (x)
Type t* r@
Acces * X copy_*_user

Puisqu’on s’intéresse a la provenance des pointeurs, détaillons les régles qui créent, ma-
nipulent et utilisent des pointeurs.

Sources de pointeurs

La source principale de pointeurs est I'opérateur & qui prend I'adresse d’'une variable.
Celle-ci est bien entendue contr6lée par le noyau (dans le sens o1 son déréférencement est
toujours s{ir). Cette construction crée donc des pointeurs noyau, et on maintient la regle sui-
vante :

I'lv:t

—  (ADDR)
I'&lv:t=*

Manipulations de pointeurs

L'avantage du typage est que celui-ci suit le flot de données : si a un endroit une valeur de
type ¢ est affectée a une variable, que le contenu de cette variable est placé puis retiré d'une
structure de données, il conserve ce type t. En particulier un pointeur utilisateur reste un
pointeur utilisateur.

Une seule régle consomme un pointeur et en retourne un. Elle concerne I'arithmétique
des pointeurs. On ne I’étend pas aux pointeurs utilisateur, car pour effectuer de 'arithmé-
rique, il faut observer la forme du pointeur sous-jacent. Si on veut laisser <& - opaque, il faut
donc interdire I'arithmétique sur les pointeurs utilisateur.

Utilisations de pointeurs

La principale restriction est que seuls les pointeurs noyau peuvent étre déréférencés de
maniére stre. La regle capitale est donc la suivante (déja introduite dans le chapitre 5) :

I'ke:t=x

—— (Lv-DEREF)
I'xe:t

Ainsi, on interdit le déréférencement des expressions de type t @ a la compilation.
Lopérateur ¢ - transforme un pointeur selon la regle suivante :

I'lv:t

———— (ADDR-USER)
r=lv:t@
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Les « fonctions » copy_from_user et copy_to_user sont typées de la maniere suivante. Il
est a remarquer que ce ne sont pas vraiment des fonctions et qu’elles n'ont pas un type en
(t1, ) — t, car il faudrait un type polymorphe pour pouvoir les appliquer a n'importe quel
type de pointeurs. Leur typage est donc plus proche de celui d'un opérateur.

I'keg:t=* lFes:t@ I'key:t@ 'keg:t=*
(USER-GET) (USER-PUT)
I'+ copy_from_user(eg, e5) : INT I' - copy_to_user(eg, es) : INT

6.2.5 Sareté du typage
Typage sémantique

La définition du typage sémantique doit aussi étre étendue au cas ¢ = <) ¢'. En essence,
S-USERPTR énonce que traverser un constructeur < - transforme un pointeur en pointeur
utilisateur.

mE&@:T * >t
—————— (S-USERPTR) —— (Comp-PTR)
mE&O@P: 1@ T@>1@
Propriétés du typage

Lemme 6.1 (Inversion du typage). En plus des cas présentés dans le lemme 5.1, les cas suivants
permettent de remonter un jugement de typage.

o SiT-<e:t, alorsilexistet' telquet=1 @etTHe:t'.
o SiTF copy_from_user(eg, e;) : t, alors t = INT et il existe t' tel queT ey :t * et - e;:
t@.

o SiTF copy_to_user(ey, e): t, alors t = INT et il existe t' telqueT ey:t @ etT & eg: 1 *.

Démonstration. Pour chaque forme syntaxique, on liste les régles qui ont comme conclusion
un jugement de typage portant sur celle-ci. Comme aucune autre régle ne convient, on peut
en déduire que c’est 'une de celles-ci qui a été appliquée, et donc qu'une des prémisses est
vraie. O

Progres et préservation

La propriété que nous cherchons a prouver est que le déréférencement d'un pointeur
dont la valeur est contrélée par l'utilisateur ne peut se faire qu’a travers une fonction qui
vérifie la stireté de celui-ci.

En fait il s’agit des théorémes de stireté du chapitre précédent.

Théoréme 6.1 (Progres pour les extensions noyau). Le théoreme 5.1 reste valable avec les ex-
tensions de ce chapitre.

La preuve de ce théoréme est en annexe D.4.

Théoreme 6.2 (Préservation pour les extensions noyau). Le théoreme 5.2 reste valable avec les
extensions de ce chapitre.



6.2. ANALYSE DE PROVENANCE DE POINTEURS 93

La preuve de ce théoréme est en annexe D.5.

Ces extensions ne modifient pas les théoréeme de progres et préservation sur les phrases
(théoréemes 5.3 et 5.4).

La streté du typage étant a nouveau établie, on a montré que l'ajout de types pointeurs
utilisateur suffit pour avoir une adéquation entre les extensions de sémantique de la sec-
tion 6.2.1 et les extensions du systéme de type de la section 6.2.4.

Conclusion

En partant de SAFESPEAK tel que décrit dans les chapitres 4 et 5, on décrit une extension
de sa syntaxe et de sa sémantique. Cela permet d’exprimer les pointeurs vers I'espace utilisa-
teur, qui sont utilisés pour 'implantation d’appels systéme (chapitre 2).

Une premiere idée pour le typage de ces nouveaux pointeurs est de leur donner le méme
type que les pointeurs classiques. On a montré ensuite que ce typage naif ne suffit pas : il
permet en effet de faire fuiter de I'information, ce qu’on note par un cas d’erreur Q... En
termes de systemes de types, cela signifie que le théoréme de progres (théoréme 5.1, page 77)
n’est plus vérifié.

Le langage des types est donc enrichi pour séparer les pointeurs utilisateur des pointeurs
noyau : les premiers sont explicitement construits par un ensemble de sources bien déter-
miné, et les autres sont créés par exemple en prenant I’adresse d'une variable. La régle de ty-
page Lv-DEREF assure que seuls les pointeurs noyau peuvent étre déréférencés. Pour accéder
aux pointeurs utilisateur, il faut appeler les constructions copy_to_user et copy_from_user,
qui sont typées adéquatement et vérifient dynamiquement que les pointeurs dont la valeur
est controlée par I'utilisateur pointent vers I’espace utilisateur.






CONCLUSION DE LA PARTIE 11

On vient de décrire en détail un langage impératif, SAFESPEAK, et tout d’abord sa syntaxe
et sa sémantique d’évaluation dans le chapitre 4. Une des spécificités de cette sémantique est
I'utilisation de lentilles pour modifier les valeurs composées en profondeur.

Il y a plusieurs alternatives a cette présentation. La premiere est la solution classique qui
consiste a décrire les modifications de la mémoire en extension. C’est en général long et la-
borieux puisqu'’il faut définir les acces en lecture et écriture a chaque étape (avec des lentilles
on décrit ces deux opérations uniquement sur les briques du calcul, et la composition fait le
reste). La seconde solution est d’employer une sémantique monadique. Les transitions sont
alors encodées comme des actions monadiques qui représentent les modifications de la mé-
moire. Un des avantages de cette solution est qu’elle est trés extensible. Par exemple, la pro-
pagation des erreurs ou I'ajout de continuations légeres (c’est-a-dire le support des fonctions
setjmp et longjmp) peuvent facilement étre exprimés dans un formalisme monadique. Nous
avons préféré une présentation plus directe qui reste plus accessible a une audience habituée
a G, et suffisante compte tenu de la simplicité des constructions a interpréter dans le langage.

Ensuite, dans le chapitre 5, nous avons ajouté un systeme de types a SAFESPEAK. Le but
est de restreindre le genre d’erreurs qui peuvent arriver lors de I’évaluation d'un programme.
Par le théoréeme de progres (théoreme 5.1, page 77), on interdit les erreurs qui signalent une
manipulation de valeurs incompatibles, 'acces a un champ de structure inconnu, et I’accés
a une variable inexistante. Et le théoréme de préservation (théoréme 5.2, page 78) formalise
le résultat classique qu'une étape d’évaluation ne modifie pas le typage. Une particularité de
SAFESPEAK est que son état mémoire est structuré, avec une pile de variables locales explicite.
On retrouve donc cette distinction dans le typage : les variables globales et les variable locales
sont séparées dans les environnements de typage I' (page 64).

Enfin, dans le chapitre 6, on a étendu le langage pour exprimer la notion de pointeurs
utilisateur. Cela permet d’écrire des fonctions qui implantent des appels systéme. On a com-
mencé par montrer qu'une extension naive du systeme de types ne suffit pas, car le théoréme
de progres est alors invalidé. On ajoute donc un type dédié aux pointeurs utilisateur. Les va-
leurs de ce type sont créées explicitement et passées aux appels systeme. La regle de typage
du déréférencement est restreinte aux pointeurs noyau, ce qui permet de ré-établir les théo-
remes de progres et préservation.

Notre technique de typage permet donc d’exprimer correctement les problemes liés a la
manipulation mémoire lors des appels systeme, ainsi que décrits dans le chapitre 2 : c’est
une méthode simple pour détecter et empécher les problemes de sécurité qui proviennent
des pointeurs utilisateur.

Comme nous l'avons fait remarquer dans le chapitre 3, utiliser une technique de typage
pour étudier des propriétés sur les données a déja été explorée dans I’outil CQual [FFA99], en
particulier sur les probléemes de pointeurs utilisateur [JWO04].

En effet, si on remplace « ¢ * » par « KERNEL ¢ * » et « t @ » par « USER ¢ * », on obtient un
début de systéme de types qualifiés.

En revanche, il y a une différence importante : CQual modifie fondamentalement I'en-
semble du systeme de types, pas SAFESPEAK. Le jugement de typage de CQual a pour forme
générale '+ e: g t (ou I' est un environnement de typage, e une expression, g un qualifica-
teur et ¢ un type), alors que le notre a la forme plus classiqueI'-e: £.
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Enintégrant g a la relation de typage, on ajoute un qualificateur a chaque type, méme les
expressions pour lesquelles il n’est pas directement pertinent de déterminer qui les controéle
(comme par exemple, un entier). Dans CQual, ceci permet de traiter de maniere correcte le
transtypage. Par exemple, si e a pour type qualifié USER INT, alors (FLOAT %) e aura pour
type qualifié USER FLOAT #, et déréférencer cette expression produira une erreur de typage.
SAFESPEAK, dans son état actuel, ne permet pas de traiter les conversions de type et ne permet
donc pas de traiter ce cas.

Nous prenons, au contraire, I’approche de ne modifier le systeme de types que la ol cela
est nécessaire, c’est-a-dire sur les types pointeurs. Cela permet de ne pas avoir a modifier en
profondeur un systéme de types existant.

Le modele d’exécution est aussi tres différent. CQual s’appuie sur un langage proche de
ML : un noyau de lambda-calcul avec des références. Le systeme de types sous-jacent est
proche de celui d’'OCaml : du polymorphisme de premier ordre (avec la restriction habituelle
de généralisation des références) et du sous-typage structurel. En outre, leur approche repose
sur une gestion automatique de la mémoire. De notre c6té, nous nous appuyons sur un mo-
dele mémoire plus proche de C, reposant sur une pile de variables et des pointeurs manipulés
ala main.

Une autre différence fondamentale est que le systéme de types de CQual fait intervenir
une relation de sous-typage. Le cas particulier du probléme de déréférencement des poin-
teurs utilisateur peut étre traité dans ce cadre en posant KERNEL < USER pour restreindre
certaines opérations aux pointeurs KERNEL.

Notre approche, au contraire, n'utilise pas de sous-typage, mais consiste a définir un type
abstrait ¢ @ partageant certaines propriétés avec ¢ * (comme la taille et la représentation)
mais incompatible avec certaines opérations. C’est a rapprocher des types abstraits dans les
langages comme OCaml et Haskell.

Les perspectives de travaux futurs sont également tres différentes. Dans le cas des poin-
teurs, méme si le noyau Linux (et la plupart des systemes d’exploitation) ne comportent que
deux espaces d’adressage, il est commun dans les systémes embarqués de manipuler des
pointeurs provenant d’espaces mémoire indépendants : par exemple, de la mémoire flash, de
la RAM, ou une EEPROM de configuration. Ces différentes mémoires possedent des adresses,
et un pointeur est interprété comme faisant référence a une ou I'autre selon le code dont il est
tiré. Lorsqu’il y a plus de deux espaces mémoire, aucun n’est plus spécifique que les autres :
le sous-typage, et donc un systéme de qualificateurs, n’est donc plus adapté. Au contraire il
est possible de créer un type de pointeurs pour chaque zone mémoire.



Troisieme partie

Expérimentation

Apres avoir décrit notre solution dans la partie II, on présente ici son implanta-
tion.

Le chapitre 7 décrit I'implantation en elle-méme : un prototype d’analyseur
de types, distribué avec le langage NEWSPEAK sur [1=3]. 1l s’agit d'un logiciel libre,
distribué sous la license LGPL. La compilation depuis C est réalisée par 'utilitaire
C2NEWSPEAK. Celui-ci, tout comme le langage NEWSPEAK, proviennent d'EADS et
sont antérieurs a ce projet, mais le support de plusieurs extensions GNU C a été
développé spécialement pour pouvoir analyser le code du noyau Linux.

Lanalyse en elle-méme est implantée de la maniere classique avec une variation
de l'algorithme W de Damas et Milner. Pour des raisons de simplicité et d’efficacité,
I'unification est faite en utilisant le partage de références plutdt que des substitu-
tions. L'algorithme d’inférence ne pose pas de problemes de performance.

Ensuite, dans le chapitre 8, on évalue cette implantation sur le noyau Linux. On
commence par décrire comment fonctionnennt les appels systeme sous ce noyau,
et comment le confused deputy problem évoqué dans le chapitre 2 peut arriver dans
ce contexte. Dans une deuxiéme partie, on décrit le cas de deux bugs dans le noyau
Linux. Le premier porte sur un pilote de carte graphique Radeon et le second sur
I'appel systeme ptrace sur I'architecture Blackfin. Ils manipulent de maniére non
sécurisée des pointeurs provenant de I’espace utilisateur. On montre que, pour cha-
cun, les analyses précédentes permettent de distinguer statiquement le cas incor-
rect du cas corrigé.
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CHAPITRE

IMPLANTATION

Dans ce chapitre, nous décrivons la mise en ceuvre des analyses statiques précédentes.
Celles-ci ont été décrites sur SAFESPEAK, qui permet de modéliser des programmes C bien
typables.

Notre but est d’utiliser la représentation intermédiaire NEWSPEAK, développée par EADS.
Cela permet de profiter des nombreux outils existant déja autour de ce langage, notamment
un compilateur depuis C et un analyseur statique par interprétation abstraite.

Mais cette représentation utilise un modele mémoire différent. En effet il colle finement
a celui de C, ol des constructions comme les unions empéchent la stireté du typage. Défi-
nir SAFESPEAK a précisement pour but de définir un langage inspiré de C mais sur lequel le
typage peut étre sir. Il faudra donc adapter les regles de typage des chapitres 5 et 6. On re-
viendra sur cette distinction entre les deux niveaux de sémantique dans la conclusion de la
partie III, page 123.

On commence par décrire le langage NEWSPEAK. Ensuite, nous décrivons la phase de
compilation, de C a NEWSPEAK, auquel on rajoute ensuite des étiquettes de types. Celles-
ci sont calculées par un algorithme d’inférence de types a la Hindley-Milner, reposant sur
l'unification et le partage de références. Toutes ces étapes sont implantées dans le langage
OCaml [LDG*10, CMPO03].

Le prototype décrit ici est disponible sur [=3] sous une license libre, la GNU Lesser Gene-
ral Public License.

7.1 NEWSPEAK et chaine de compilation

NEWSPEAK est un langage intermédiaire con¢u pour étre un bon support d’analyses sta-
tiques, contrairement a des langages concus pour les programmeurs comme C. Sa séman-
tique d’exécution (ainsi qu'une partie des étapes de compilation) est décrite dans [HL08]. Sa
syntaxe est donnée dans la figure 7.1.

La traduction depuis C est faite en trois étapes : prétraitement du code source par un
outil externe, compilation séparée de C prétraité vers des objets NEWSPEAK, puis liaison de
ces différentes unités de compilation. Il est aussi possible de compiler directement du code
Ada vers un objet NEWSPEAK.

La premiére étape consiste a prétraiter les fichiers C source avec le logiciel cpp, comme
pour une compilation normale. Cette étape interprete les directives de prétraitement comme
#include, #ifdef. A cet étape, les commentaires sont aussi supprimés.
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100 CHAPITRE 7. IMPLANTATION

Instruction su=Set(lv, e, st) Affectation
| Copy(lv,lv,n) Copie
| Guard(e) Garde
| Decl(var,t, blk) Déclaration
| Select(blk, blk) Branchement
| InfLoop(blk) Boucle infinie
| DoWith(blk, x) Nommage de bloc
| Goto(x) Saut
| Call([(e;, t)], f, [(Lv;, t)]) Appel de fonction

Bloc blk ::= [s;i] Liste d’instructions

Valeur gauche v :=Local(x) Locale
| Global(x) Globale
| Deref(e, n) Déréférencement
| Shift(lv,e) Décalage

Expression e ::= CInt(n) Entier
| CFloat(d) Flottant
| Nil Pointeur nul
| Lval(lv,t) Accés mémoire
| AddrOf(lv) Adresse de variable
| AddrOfFun(x, [t;], [£]) Adresse de fonction
| UnOp(unop,e) Opérateur unaire
| BinOp(binop,e,e2) Opérateur binaire

Fonction f = Funld(x) Appel par nom
| FunDeref(e) Appel par pointeur

Type t::= Scalar(st) Type scalaire
| Array(t, n) Tableau
| Region([(n;, t;)],n’) Structure/union

Type scalaire st:=Int(n) Entier
| Float(n) Flottant
| Ptr Pointeur sur données
| FunPtr Pointeur sur fonction

FIGURE 7.1 : Syntaxe simplifiée de NEWSPEAK
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Une fois cette passe effectuée, le résultat est un ensemble de fichiers C prétraités; c’est-
a-dire des unités de compilation.

Sur cette représentation (du C prétraité), il est possible d’ajouter des annotations de la
forme /*!npk [...] #*/ quipourront étre accessibles dans 'arbre de syntaxe abstraite des
passes suivantes.

A ce niveau, les fichiers sont passés a I’outil C2NEWSPEAK qui les traduit vers NEWSPEAK.
Comme il sera décrit dans la section 8.1, la plupart des extensions GNU C sont acceptées
en plus du C ANSI. Dans cette étape, les types et les noms sont résolus, et le programme est
annoté de maniere a rendre les prochaines étapes indépendantes du contexte. Par exemple,
chaque déclaration de variable est adjointe d'une description compléte du type.

Lors de cette étape, le flot de contrdle est également simplifié (figure 7.2). De plus, les
constructions ambigiies en C comme i = i++ sont transformées pour que leur évaluation
se fasse dans dans un ordre explicite. Un choix arbitraire est alors fait; par exemple, les argu-
ments de fonctions sont évalués de droite a gauche (la raison étant sur Intel, les arguments
sont empilés dans ce sens).

Au contraire, NEWSPEAK propose un nombre réduit de constructions. Rappelons que le
but de ce langage est de faciliter 'analyse statique : des constructions orthogonales per-
mettent donc d’éviter la duplication de regles sémantiques, ou de code, lors de 'implantation
d’un analyseur.

Par exemple, plutot que de fournir une boucle while, une boucle do/while et une boucle
for, NEWsPEAK fournit une unique boucle WHILE(1){-}. La sortie de boucle est compilée vers
un GoTo [EH94], qui est toujours un saut vers I'avant (similaire a un « break » généralisé).

NEWSPEAK est conc¢u pour 'analyse statique par interprétation abstraite. Il a donc une
vue de bas niveau sur les programmes. Par exemple, aucune distinction n’est faite entre 'ac-
cés a un champ et'acces a un élément d’'un tableau (tous deux sont traduits par un décalage
numérique depuis le début de la zone mémoire). De plus, les unions et les structures sont re-
groupées sous forme des types « régions » qui associent a un décalage un type de champ. Pour
supprimer ces ambiguités, il faut s’interfacer dans les structures internes de C2NEWSPEAK, oll
les informations nécessaires sont encore présentes.

int x; int32 x;
X = 0; x =(int32) 0;
while (x < 10) { do {
while (1) {
choose {
-—>
guard((10 > x_int32));
-—>
guard(! (10 > x_int32));
goto 1bl1;
}
X++; X =(int32) coerce[-2**31,2%%31-1] (x_int32 + 1);
}
} with 1bl1: {
3 3

FIGURE 7.2 : Compilation du flot de contréle en NEWSPEAK. Le code source C, a gauche, est
compilé en NEWSPEAK, a droite.
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Ensuite, les différents fichiers sont liés ensemble. Cette étape consiste principalement a
s’assurer que les hypotheses faites par les différentes unités de compilation sont cohérentes
entre elles. Les objets marqués static, invisibles a I'extérieur de leur unité de compilation,
sont renommés afin qu’ils aient un nom globalement unique. Cette étape se conclut par la
création d'un fichier NEWSPEAK.

7.2 Loutil ptrtype

La derniére étape est réalisée dans un autre outil nommé ptrtype, d’environ 1600 lignes
de code OCaml, et réalisé dans le cadre de cette these. Elle consiste en I'implantation d'un
algorithme d’inférence pour les systémes de types décrits dans les chapitres 5 et 6. Puisqu’ils
sont suffisamment proches du lambda calcul simplement typé, on peut utiliser une variante
de I'algorithme W de Damas et Milner [DM82].

Cela repose sur l'unification : on dispose d’'une fonction permettant de créer des incon-
nues de type, et d'une fonction pour unifier deux types partiellement inconnus. En pratique,
on utilise I'optimisation classique qui consiste a se reposer sur le partage de références pour
réaliser 'unification, plutdt que de faire des substitutions explicites. Puisque ces systémes de
types sont monomorphes, on présente une erreur si des variable de type libres sont présentes.

Architecture de ptrtype

Bati autour de cette fonction, le programme ptrtype lit un programme NEWSPEAK et réa-
lise 'inférence de types. Si 'argument passé a ptrtype est un fichier C, il est tout d’abord
compilé vers NEWSPEAK grace a l'utilitaire C2NEWSPEAK. En sortie, il affiche soit le programme
completement annoté, soit une erreur. Ce comportement est implanté dans la fonction de la
figure 7.3.

e Grace alafonction convert_unit : Newspeak.t -> unit Tyspeak.t, on ajoute des
étiquettes «vides » (toutes égalesa () : unit) 1

+ Lensemble des fonctions du programme est trié topologiquement selon la relation <

définiepar f< g def g apparait dans la définition de f ». Cela est fait en construisant
une représentation de < sous forme de graphe, puis en faisant un parcours en largeur
de celui-ci. Pour le moment, les fonctions récursives et mutellement récursives ne sont
pas supportées.

+ Les annotations extérieures sont alors lues (variable exttbl), ce qui permet de créer un
environnement initial. On peut y introduire les annotations suivantes :

Annotation Signification

/*'npk f : (Int) -> Int */ f est une fonction prenant comme argu-
ment un entier et renvoyant un entier.

/*!Inpk userptr x *x/ X a pour type a @, ou a est une nouvelle in-

connue de type.
/*!npk userptr_fieldp x f */ x a pour type {f : a @;...} %, ol a est une
nouvelle inconnue de type.

¢ Les types de chaque fonction sont ensuite inférés, par le biais de la fonction suivante :

1. ’a Tyspeak.t est le type des programmes NEWSPEAK ol on insére des étiquettes de type ’a a tous les
niveaux.
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let process_npk npk =
let tpk = Npk2tpk.convert_unit npk in
let order = Topological.topological_sort (Topological.make_graph npk) in

let function_is_defined f =
Hashtbl.mem tpk.Tyspeak.fundecs f
in

let (internal_funcs, external_funcs) =
List.partition function_is_defined order
in

let exttbl = Printer.parse_external_type_annotations tpk in

let env =

env_add_external_fundecs exttbl external_funcs Env.empty
in
let s = Infer.infer internal_funcs env tpk in
begin

if !0ptions.do_checks then

Check.check env s

end;
Printer.dump s

FIGURE 7.3 : Fonction principale de ptrtype

val infer : Newspeak.fid list (* liste triee de fonctions a typer *)
-> Types.simple Env.t (* environnement initial x*)
-> 'a Tyspeak.t (* programme a analyser *)
-> Types.simple Tyspeak.t

o S'il n'y a pas d’erreurs, le programme obtenu, de type Types.simple Tyspeak.t, est
affiché sur le terminal.

Unification

La fonction unify prend en entrée deux représentations de types pouvant contenir des
inconnues de la forme Var n, et retourne une liste de contraintes indiquant les substitutions
a faire.

Cet algorithme est décrit en pseudo-code ML en figure 7.4. Pour simplifier, on le présente
comme retournant une liste, mais il est implanté de maniere destructive : Var n contient une
référence qui peut étre modifiée, et grace au partage c’est équivalent a substituer dans tous
les types qui contiennent Var n.

La fonction d’unification prend un chemin différent selon la forme des deux types d’en-
trée :

¢ siles deux types sont inconnus (de la forme Var n), on substitue I'un par I'autre.

« siun type est inconnu et pas l'autre, il faut de la méme maniere faire une substitution.
Mais en faisant ca inconditionnellement, cela peut poser probleme : par exemple, en
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1:
2
3
4
5:
6
7
8
9

10:
11:
12:
13:

14:
15:
16:
17:
18:
19:

20:
21:
22:
23:
24:
25:
26:
27:
28:
29:
30:
31:
32:
33:
34:
35:
36:
37:
38:
39:
40:
41:
42:

Contrainte ci=n—t Substitution

| (I:eX Variable de rangée

function UNIFY(tg, 1)
match (z,, t;) with

| VAR ng, VAR 1y =
if n, = ny, then
return [ |
else
return [n, — fp]
end if
| VAR ng, tp =
if OCCURS(ng, tp) then
erreur
end if
return [n, — 1]
| t4, VAR nj, = return UNIFY(p, t,)
| INT,INT = return []
| FLOAT, FLOAT = return [ ]
| all,bl[] = return UNIFY(a, b)
| a*,b* = return UNIFY(a, b)
| a @, b @ = return UNIFY(a, b)
| (Ug) = ra,Up) = 1p =
r < UNIFY(rg, I'p)
n <— LENGTH(l,)
if LENGTH(I},) # n then
erreur
end if
fori=0ton—-1do
r — r UUNIFY(l4[i], Ip[i])
end for
return r
| A={ay:t1;..5an  tn;... Xah, B={b1:S15.. ;b t Uy ... Xp} =
r—@
for {(z,u)/3l.(l: ) e AN(l:u) e B} do
r —r U UNIFY(Z, u)
end for
for {(,H) e AIV(I":u)eB.l1#1'}do
r—r ul(l:t) e Xg]
end for
for {(l,u)e BIV(I':t)e A.l#1'Y do
r—r Ul(l:u) e Xyl
end for
returnr
| _=> erreur

43: end function

FIGURE 7.4 : Algorithme d’'unification

Rapport- g’fdft’lff.d‘r?ﬁ? @
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let unify a b =
if !Options.lazy_unification then
Queue.add (Unify (a, b)) unify_queue
else
unify_now a b

FIGURE 7.5 : Unification directe ou retardée

tentant d'unifier a avec KPtr(a), on pourrait créer une substitution cyclique. Pour évi-
ter cette situation, il suffit de s’assurer que le type inconnu n’est pas présent dans le
type a affecter. C’est le but de la fonction occurs(n, t) qui calcule si Var n apparait
dans t.

« siles deux types sont des types de base (comme INT ou FLOAT) égaux, on ne fait rien.

« si les deux types sont des constructeurs de type, il faut que les constructeurs soient
égaux. On unifie en outre leurs arguments deux a deux.

o dans les autres cas, I'algorithme échoue.

Le traitement des types structures est géré dans I'implantation d'une maniere différente
de la présentation du chapitre 4. Au lieu d’accéder directement au type complet S a chaque
acces x.ls, on n'obtient qu'un nom de champ a chaque accés. C’est-a-dire qu’on va par exemple
inférer le type {l : INT;... X} ol ... X désigne 'ensemble des champs inconnus (on rappelle
que dans la sémantique qui nous intéresse, ceux-ci n'ont pas un ordre défini au sein d'une
structure).

Plus précisément, si on cherche a unifier les types structures A= {a; : t1;...;an: ty;... Xa}
et B=1{Dby:51;...;bm : Upm;...Xp}, il faut partitionner 'ensemble des champs en 3 : ceux qui
apparaissent dans les deux structures, ceux qui apparaissent dans A mais pas dans B, et ceux
qui apparaissent dans B mais pas dans A.

e Pour tousles champs [ telsque /: € Aet]:u€ B, onunifie ¢ et u.
e Pour les champs / qui sont dans A mais pas dans B : on ajoute [ a Xj,.

¢ Pour les champs / qui sont dans B mais pas dans A : on ajoute [ a X,.

Cela se rapproche du polymorphisme de rangée [RV98] présent dans les langages comme
OCaml. A la fin de I'inférence, on consideére que la variable de rangée «...X » est vide. Elle
n’apparait donc pas dans les types.

La fonction unify, appelée dans toutes les fonctions d’inférence, peut retarder 1'unifica-
tion (figure 7.5). Dans ce cas, la paire de types a unifier est mise dans une liste d’attente qui
sera unifiée apres le parcours du programme. Le but est d'instrumenter I'inférence de types
afin de pouvoir en faire une exécution « pas a pas ».

Inférence de types

II ne reste plus qu’'a remplacer les étiquettes de type unit par des étiquettes de type
simple (autrement dit de vraies représentations de types), a 'aide de la fonction unify.

Cette étape se fait de maniére impérative. Cela permet de ne pas avoir a réaliser de sub-
stitutions explicites. A la place, on repose sur le partage et les références, qui représentent
les inconnues de type. Lorsque celles-ci sont résolues, il suffit de muter une seule fois la ré-
férence, et le partage fait que ce changement sera visible partout. Plus précisément, on peut
créer de nouveaux types avec la fonction new_unknown et unifier deux types avec la fonction
unify. Leurs types sont :
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val new_unknown : unit -> Types.simple
val unify : Types.simple -> Types.simple -> unit

La fonction infer s’appuie sur un ensemble de fonctions récursivement définies portant
sur chaque type de fragment : infer_fdec pour les déclarations de fonction, infer_exp pour
les expressions, infer_stmtkind pour les instructions, etc. Grace aulemme 5.1, on sait quelle
régle appliquer en fonction de l'expression ou instruction considérée. Notons que, méme
si le programme NEWSPEAK est décoré d’informations de types (celles qui existent dans le
programme C), elles ne sont pas utilisées.

Les regles de typage sont implantées par new_unknown et unify. Par exemple, pour typer
une déclaration (qui n’a pas de valeur initiale en NEWSPEAK), on crée un nouveau type t0. On
étend I’environnement courant avec cette nouvelle association et, sous ce nouvel environne-
ment, on type le bloc de portée de la déclaration (figure 7.6).

let rec infer_stmtkind env sk =
match sk with

| T.Decl (n, nty, _ty, blk) ->
let var = T.Local n in
let t@ = new_unknown () in
let new_env = Env.add (VLocal n) (Some nty) t@ env in
let blk’ = infer_blk new_env blk in
let ty = lval_type new_env var in
T.Decl (n, nty, ty, blk’)

| T.Call (args, fexp, rets) ->
let infer_arg (e, nt) =
let et = infer_exp env e in
(et, nt)
in

let infer_ret (lv, nt) =
(infer_lv env lv, nt)

in
let args’ = List.map infer_arg args in
let rets’ = List.map infer_ret rets in

let t_args = List.map (fun ((_, t), _) -> t) args’ in
let t_rets = List.map (fun (lv, _) -> lval_type env 1lv) rets’ in

let (fexp’, tf) = infer_funexp env fexp in
let call_type = Fun (t_args, t_rets) in
unify tf call_type;

T.Call (args’, fexp’, rets’)

FIGURE 7.6 : Inférence des déclarations de variable et appels de fonction

De méme, pour typer un appel de fonction, on infére le type de ses arguments et valeurs
gauches de retour. On obtient également le type de la fonction (a partir du type de la fonction
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présent dans I'environnement, ou du type du pointeur de fonction qui est déréférencé), et on
unifie ces deux informations.

Pour additionner deux flottants, par exemple, on unifie leurs types avec FLOAT. Le résultat
est également de type FLOAT. Cela correspond a la regle OP-FLOAT.

let infer_binop op (_, a) (_, b) =
match op with
(x [...1 %)
| N.PlusfF _ ->
unify a Float;
unify b Float;
Float

Pour prendre I'adresse d'une variable, la régle ADDR s’applique : on prend le type de la
valeur gauche et on construit un pointeur noyau a partir de lui.

| T.AddrOf 1lv ->
let 1v' = infer_lv env 1lv in
let ty = lval_type env 1lv in
(T.AddrOf 1v', Ptr (Kernel, ty))

Enfin, pour déréférencer une expression, on unifie tout d’abord son type avec le type d'un
pointeur noyau.

| T.Deref(e, _sz) —>
let (_, te) = infer_exp env e in
let t = new_unknown () in
unify (Ptr (Kernel, t)) te;
t

7.3 Exemple
Lancons I'analyse sur un petit exemple (stocké dans le fichier example.c):
int f(int *x) { return (*x + 1); }

L'exécution de notre analyseur affiche un programme complétement annoté :

% ptrtype example.c
1 f . (KPtr (Int)) -> (Int)
2 Int (example.c:1#4)*f(KPtr (Int) x) {

3 (.c:3#4)*return =(int32)

4 (coerce[-2147483648,2147483647]

5 ( ( ([(x_KPtr (Int) : KPtr (Int))]32_Int
6 : Int

7 )

8 + (1 : Int)

9 ) : Int

10 ) @ Int

11 );
12 3}
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o Ligne 1:le type inféré de la fonction f est affiché. Il est calculé entierement en fonction
des opérations effectuées; on n'utilise pas les étiquettes de type du programme.

o Ligne 2 : le code de la fonction est affiché. Les indications de la forme (F:L#C) "X cor-
respondent a la déclaration d'une variable X, dans le fichier E ligne L et colonne C.

o Ligne 3 : en NEWSPEAK, la valeur de retour est une variable qui est affectée. On sépare
ainsi le flot de données (définir la valeur de retour) du flot de controle (sortir de la
fonction). C’est un équivalent de la variable R introduite pour le typage des fonctions
(page 69). Laffectation est notée =(int32) car en NEWSPEAK elle est décorée du type
des opérandes. Cette information n’est pas utilisée dans 'inférence de types.

o Ligne 4 :l'opérateur coercela,b] sert a détecter les débordements d’entiers lors d'une
analyse de valeurs par interprétation abstraite. Dans le cas de notre analyse, les valeurs
ne sont pas pertinentes et cet opérateur peut étre vu que comme l'identité.

o Ligne 5: le déréférencement d'une valeur gauche e est noté [e]_n. Il est annoté par la
taille de 'opérande (32 bits ici). De plus, I'acceés a une valeur gauche (pour la transfor-
mer en expression) est annoté par son type, ce qui explique la verbosité de cette ligne.

« les autres lignes sont des étiquettes de type inférées sur les expressions 1, *x, 1, *x+1
et la valeur de retour coerce[—231,231 — 1](xx + 1).

Un exemple de détection d’erreur sera décrit dans la section 8.6.

7.4 Performance

Méme s'il est simple en apparence, le probleme de I'inférence de types par I’algorithme W
est EXP-complet [Mai90], c’est-a-dire que les algorithmes efficaces ont une complexité expo-
nentielle en la taille du programme. Cependant, lorsqu’on borne la « taille » des types, celle-ci
devient quasi-linéaire [McAO03], ce qui signifie qu’il n’y a pas de probleme de performance a
attendre en pratique.

Dans notre cas, on utilise une variante de 1’algorithme W pour un langage particuliere-
ment simple. En particulier il n'y a pas de polymorphisme, ni de fonctions imbriquées, et
les types des valeurs globales sont écrites par le programmeur. Cela permet de borner leur
taille. En pratique, sur les exemples testés (jusqu'a quelques centaines de lignes de code)
nous n'avons pas noté de délai d’exécution notable.

En revanche, la compilation de C vers NEWSPEAK peut étre plus coliteuse, notamment
lorsque le fichier d’entrée est de taille importante. Le temps de traitement est plus long que
celui d'un compilateur comme gcc ou clang. C2ZNEWSPEAK a toutefois été utilisé pour com-
piler des projets de 'ordre du million de lignes de code source prétraité, et son exécution ne
prenait pas plus de quelques minutes.

A titre d’illustration, nous avons mesuré les performances de C2NEWSPEAK et ptrtype sur
I'exemple « Blackfin » du chapitre suivant. Celui consiste en un fichier prétraité de 853 lignes
de code C. Exécuter 1000 fois C2NEWSPEAK sur ce fichier prend 36.3 secondes, alors qu’exé-
cuter 1000 fois ptrtype surle fichier NEWSPEAK résultant ne dure que 8.1 secondes (par com-
paraison, lancer 1000 fois /bin/true, commande qui ne fait rien, prend 1.6 seconde).

Les structures internes de C2NEWSPEAK ont déja été améliorées, et d’autres optimisations
sont certainement possibles, mais la performance n’est pas bloquante pour le moment : une
fois que le code est compilé, on peut réutiliser le fichier objet NEWSPEAK pour d’autres ana-
lyses. La compilation est donc relativement rare.
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Conclusion

Les analyses de typage correspondant aux chapitres 5 et 6 ont été implantées sous forme
d’un prototype utilisant le langage NEWSPEAK développé par EADS. Cela permet de réutiliser
les phases de compilation déja implantées, et d’exprimer les regles de typage sur un langage
suffisament simple.

On utilise un algorithme par unification, qui donne une forme simple au programme
d’inférence. Pour chaque expression ou instruction a typer, on détermine grace au lemme 5.1
quelle regle il faut appliquer. Ensuite, on géneére les inconnues de type nécessaires pour ap-
pliquer cette régle et on indique les contraintes en appelant la fonction d'unification.

Ce prototype comporte environ 1600 lignes de code OCaml. Il est disponible sous license
libre sur [s=3]. 1] a été pensé pour traiter un type de code particulier, a savoir le noyau Linux.
On montre dans le chapitre suivant que cet objectif est atteint, puisqu’il permet de détecter
plusieurs bugs.






CHAPITRE

ETUDE DE CAS : LE NOYAU LINUX

Le noyau Linux, abordé dans le chapitre 2, est un noyau de systeme d’exploitation déve-
loppé depuis le début des années 90 et « figure de proue » du mouvement open-source. Au
départ écrit par Linus Torvalds sur son ordinateur personnel, il a été porté au fil des années
sur de nombreuses architectures et s’est enrichi de nombreux pilotes de périphériques. Dans
la version 3.13.1 (2014), son code source comporte 12 millions de lignes de code (en grande
majorité du C) dont 58% de pilotes.

Méme si le noyau est monolithique (la majeure partie des traitements s’effectue au sein
d’'un méme fichier objet), les sous-systemes sont indépendants. C’est ce qui permet d’écrire
des pilotes de périphériques et des modules.

Ces pilotes manipulent des données provenant de I'utilisateur, notamment par pointeur.
Comme on I’a vu, cela peut poser des problemes de sécurité si on déréférence ces pointeurs
sans vérification.

Dans ce chapitre, on met en ceuvre sur le noyau Linux le systeme de types décrit dans le
chapitre 6, ou plus précisément I'outil ptrtype du chapitre 7.

Pour montrer que le systéme de types capture cette propriété et que I'implantation est
utilisable, on étudie les cas de deux bugs qui ont touché le noyau Linux. A chaque fois, dans
une routine correspondant a un appel systeme, un pointeur utilisateur est déréférencé direc-
tement, pouvant provoquer une fuite d'informations confidentielles dans le noyau.

On commence par décrire les difficultés rencontrées pour analyser le code du noyau Li-
nux. On décrit ensuite 'implantation du mécanisme d’appels systéme dans ce noyau, et en
quoi cela peut poser des problemes. On détaille enfin les bugs étudiés, et comment les adap-
ter pour traiter le code en question.

8.1 Spécificités du code noyau

Linux est écrit dans le langage C, mais pas dans la version qui correspond a la norme. Il
utilise le dialecte GNU C qui est celui que supporte GCC. Une premiere difficulté pour traiter
le code du noyau est donc de le compiler.

Pour traduire ce dialecte, il a été nécessaire d’adapter C2NEWSPEAK. La principale particu-
larité est la notation __attribute__((...)) qui peut décorer les déclarations de fonctions,
de variables ou de types.

Par exemple, il est possible de manipuler des étiquettes de premiére classe : si « 1bl: » est
présent avant une instruction, on peut capturer I'adresse de celle-ci avec void *p = &&lbl
et y sauter indirectement avec goto *p.

111
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Une autre fonctionnalité est le concept d’instruction-expression : ({bloc}) est une ex-
pression, dont la valeur est celle de la derniére expression évaluée lors de bloc.
Les attributs, quant a eux, rentrent dans trois catégories :

 les annotations de compilation ; par exemple, used désactive I’avertissement « cette va-
riable n’est pas utilisée ».

« les optimisations; par exemple, les objets marqués hot sont groupés de telle maniere
qu'’ils se retrouvent en cache ensemble.

« les annotations de bas niveau ; par exemple, aligned(n) spécifie qu'un objet doit étre
aligné sur au moins n bits.

Dans notre cas, toutes ces annotations peuvent étre ignorées, mais il faut tout de méme
adapter I'analyse syntaxique pour les ignorer. En particulier, pour le traitement du noyau Li-
nux, il a fallu traiter certaines formes de la construction typeof qui n’étaient pas supportées.

De plus, pour que le code noyau soit compilable, il est nécessaire de définir certaines
macros. En particulier, le systétme de configuration de Linux utilise des macros nommeées
CONFIG_* pour inclure ou non certaines fonctionnalités. Il a donc fallu faire un choix; nous
avons choisi la configuration par défaut. Pour analyser des morceaux plus importants du
noyau, il faudrait définir un fichier de configuration plus important.

8.2 Appels systéme sous Linux

Dans cette section, nous allons voir comment ces mécanismes sont implantés dans le
noyau Linux. Une description plus détaillée pourra étre trouvée dans [BC05] ou, pour le cas
de la mémoire virtuelle, dans [Gor04].

Deux rings sont utilisés : en ring 0, le code noyau et, en ring 3, le code utilisateur.

Une notion de tache similaire a celle décrite dans la section 2.2 existe : les taches s’exé-
cutent I'une apres I'autre, le changement s’effectuant sur interruptions.

Pour faire appel aux services du noyau, le code utilisateur doit faire appel a des appels
systéme, qui sont des fonctions exécutées par le noyau. Chaque tache doit donc avoir deux
piles : une pile «utilisateur », qui sert pour I'application elle-méme, et une pile « noyau », qui
sert aux appels systéme.

Grace ala mémoire virtuelle, chaque processus posséde sa propre vue de la mémoire dans
son espace d’adressage (figure 8.1), et donc chacun gére un ensemble de tables de pages et
une valeur de CR3 associée (ce mécanisme a été abordé page 17). Au moment de changer le
processus en cours, ’ordonnanceur charge donc le CR3 du nouveau processus.

Les adresses basses (inférieures a PAGE_OFFSET = 3 Gio = 0xc0000000) sont réservées a
l'utilisateur. On y trouvera par exemple : le code du programme, les données du programme
(variables globales), la pile utilisateur, le tas (mémoire allouée par malloc et fonctions simi-
laires), ou encore les bibliotheques partagées.

Au dessus de PAGE_OFFSET, se trouve la mémoire réservée au noyau. Cette zone contient
le code du noyau, les piles noyau des processus, etc.

Q 3 Go 4 Go

FIGURE 8.1 : Lespace d’adressage d'un processus. En gris clair, les zones accessibles a tous les
niveaux de priviléges : code du programme, bibliotheques, tas, pile. En gris foncé, la mémoire
du noyau, réservée au mode privilégié.




8.3. RISQUES 113

Les programmes utilisateur s’exécutant en ring 3, ils ne peuvent pas contenir d’instruc-
tions privilégiées, et donc ne peuvent pas accéder directement au matériel. Pour que ces pro-
grammes puissent interagir avec le systéme (afficher une sortie, écrire sur le disque...), le
mécanisme des appels systéme est nécessaire. Il s’agit d’'une interface de haut niveau entre
les rings 3 et 0. Du point de vue du programmeur, il s’agit d'un ensemble de fonctions C « ma-
giques » qui font appel au systéme d’exploitation pour effectuer des opérations.

Par exemple, le programmeur peut appeller la fonction getpid pour connaitre le numéro
du processus courant. Cela passe par une fonction getpid dans la bibliotheque C, en espace
utilisateur. Celle-ci va invoquer (via un mécanisme non pertinent ici) la fonction sys_getpid
du noyau (figure 8.2).

Comme les piles sont différentes entre les espaces, la convention d’appel est différente :
les arguments sont copiés directement par les registres.

SYSCALL_DEFINE@(getpid)
{

return task_tgid_vnr(current);

FIGURE 8.2 : Fonction de définition d'un appel systéme

La macro SYSCALL_DEFINE®@ permet de nommer la fonction sys_getpid, et définit entre
autres des points d’entrée pour les fonctionnalités de débogage du noyau. Le corps de la fonc-
tion fait directement référence aux structures de données internes du noyau pour retourner
le résultat voulu.

8.3 Risques

Ainsi que décrit dans la section 2.4, cela peut poser un probleme de manipuler des poin-
teurs controlés par I'utilisateur au sein d’'une routine de traitement d’appel systéme.

Sile déréférencement est fait sans vérification, un utilisateur mal intentionné peut forger
un pointeur vers le noyau (en déterminant des adresses valides dans I’espace noyau entre
0xCc0000000 et oxffffffff). En provoquant une lecture sur ce pointeur, des informations
confidentielles peuvent fuiter ; et, en forcant une écriture, il est possible d’augmenter ses pri-
vileges, par exemple en devenant super-utilisateur (root). En pratique, il n'est pas toujours
possible d’accéder a la mémoire. La mémoire utilisateur peut par exemple avoir été placée
en zone d’échange sur le disque, ou swap. A ce moment 13, 'erreur provoquera tout de méme
un déni de service. Plus de détails sur ce mécanisme, et le fonctionnement de la mémoire
virtuelle dans Linux, peuvent étre trouvés dans [Jon10].

8.4 Premier exemple de bug: pilote Radeon KMS

On décrit le cas d’un pilote vidéo qui contenait un bug de pointeur utilisateur. Il est ré-
pertorié sur http://freedesktop.org en tant que bug #29340.

Pour changer de mode graphique, les pilotes de GPU peuvent supporter le Kernel Mode
Setting (KMS).

Pour configurer un périphérique, l'utilisateur communique avec le pilote noyau avec le
mécanisme d’ioctls (pour Input/Output Control). Ils sont similaires a des appels systeme,
mais spécifiques a un périphérique particulier. Le transfert de controle est similaire a ce qui
a été décrit dans la section précédente : les applications utilisateurs appellent la fonction
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ioctl() de la bibliotheque standard, qui provoque une interruption. Celle-ci est traitée par
la fonction sys_ioctl() qui appelle la routine de traitement dans le bon pilote de périphé-
rique.
Les fonctions du noyau implantant un ioctl sont donc vulnérables a la méme classe d’at-
taques que les appels systeme, et donc doivent étre écrites avec une attention particuliere.
Le code de la figure 8.3 est présent dans le pilote KMS pour les GPU AMD Radeon.

int radeon_info_ioctl(struct drm_device xdev, void *data,
struct drm_file *filp) {
struct radeon_device *rdev = dev->dev_private;
struct drm_radeon_info *info;
struct radeon_mode_info *minfo = &rdev->mode_info;
uint32_t *value_ptr;
uint32_t value;
struct drm_crtc *crtc;
int i, found;

info = data;
value_ptr = (uint32_t *) ((unsigned long)info->value);
value = xvalue_ptr;

FIGURE 8.3 : Code de la fonction radeon_info_ioctl

On peut voir que 'argument data est converti en un struct drm_radeon_info *.Un
pointeur value_ptr est extrait de son champ value, et finalement ce pointeur est déréfe-
rencé.

Cependant, 'argument data est un pointeur vers une structure (allouée en espace noyau)
du type donné dans la figure 8.4, dont les champs proviennent d'un appel utilisateur de
ioctl().

struct drm_radeon_info {

uint32_t request;

uint32_t pad;

uint64_t value;
};

FIGURE 8.4 : Définition de struct drm_radeon_info

Pour mettre ce probleme en évidence, nous avons annoté la fonction radeon_info_ioctl
de telle maniére que son second parametre soit un pointeur noyau vers une structure conte-
nant un champ controlé par l'utilisateur, value.

Lintégralité de ce code peut étre trouvée en annexe A.

La bonne maniere de faire a été publiée avec le numéro de commit d8ab3557 (figure 8.5)
(DRM_COPY_FROM_USER étant une simple macro pour copy_from_user). Dans ce cas, on n'ob-
tient pas d’erreur de typage.
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--- a/drivers/gpu/drm/radeon/radeon_kms.c
+++ b/drivers/gpu/drm/radeon/radeon_kms.c
@@ -112,7 +112,9 ee

info = data;
value_ptr = (uint32_t *)((unsigned long)info->value);

- value = xvalue_ptr;

if (DRM_COPY_FROM_USER(&value, value_ptr, sizeof(value)))
return -EFAULT;

+ 4+ +

switch (info->request) {
case RADEON_INFO_DEVICE_ID:
value = dev->pci_device;

FIGURE 8.5 : Patch résolvant le probleme de pointeur utilisateur. La ligne précédée par un
signe - est supprimée et remplacée par les lignes précédées par un signe +.

8.5 Second exemple: ptrace sur architecture Blackfin

Le noyau Linux peut s’exécuter sur I'architecture Blackfin, qui est spécialisée dans le trai-
tement du signal. Le probléeme de manipulation des pointeurs utilisateur auquel nous nous
intéressons peut également s’y produire.

En particulier nous nous intéressons a I'appel systéme ptrace. Il permet a un proces-
sus d’accéder a la mémoire et de contrdler I’exécution d'un autre processus, par exemple a
des fins de débogage. Ainsi, ptrace (PTRACE_PEEKDATA, p, addr) renvoie la valeur du mot
mémoire a ’adresse addr dans I'espace d’adressage du processus p.

Comme pour la plupart des appels systeme, la fonction ptrace est dépendante de I'archi-
tecture. Le deuxieme exemple que nous présentons concerne I'implantation de celle-ci pour
les processeurs Blackfin, figure 8.6.

Dans d’anciennes versions de Linux!, cette fonction appelle memcpy au lieu de copy_
from_user pour lire dans la mémoire du processus. La ligne problématique est préfixée par
/*=>%/.En théorie, si un utilisateur passe un pointeur vers une adresse du noyau a la fonction
ptrace, il pourra lire des données du noyau. Lappel ptrace (PTRACE_PEEKDATA, p, addr)
permet ainsi non seulement de lire les variables du processus p si addr est une adresse dans
I'espace utilisateur (ce qui est le comportement attendu), mais aussi de lire dans I’'espace
noyau si addr y pointe (ce qui est un bug de sécurité).

On peut repérer ce bug par simple relecture pour commencer. On commence par remar-
quer que I'argument addr, malgré son type long, est en réalité un void * provenant directe-
ment de I'espace utilisateur. C’est en effet le méme argument addr de I'appel systeme ptrace.
Cet argument correspond a I’adresse a lire dans ’espace mémoire du processus. Comme il est
passé a memcpy, aucune vérification n’est faite avant la copie. La valeur pointée par addr sera
copiée, méme si elle est en espace noyau.

En annotant correctement les types, on peut donc détecter ce bug : le type correct de
addr est INT @, et celui de memcpy est (INT #,INT #,INT) — INT *. Il est donc impossible de lui
passer cet argument. Remarquons que le type de memcpy en C utilise des pointeurs de type

1. Jusqu'a la version 2.6.28 — ce bug a été corrigé dans le commit 7786ce82 en remplacant 'appel a memcpy
par un appel a copy_from_user_page.
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SYSCALL_DEFINE4(ptrace, long, request, long, pid, unsigned long, addr,
unsigned long, data)

{
struct task_struct *child = ptrace_get_task_struct(pid);
long ret = arch_ptrace(child, request, addr, data);
return ret;

}

long arch_ptrace(struct task_struct *child, long request,
long addr, long data)

{
int ret;
unsigned long __user *datap = (unsigned long __user *)data;
switch (request) {
case PTRACE_PEEKTEXT: {
unsigned long tmp = 0;
int copied;
ret = -EIO;
if (addr >= FIXED_CODE_START
&& addr + sizeof (tmp) <= FIXED_CODE_END) {
memcpy (&tmp, (const void *)(addr), sizeof(tmp));
copied = sizeof (tmp);
}
ret = put_user(tmp, datap);
break;
}
return ret;
}

FIGURE 8.6 : Implantation de ptrace sur architecture Blackfin
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void *. Pour les traiter correctement on pourrait utiliser du polymorphisme, mais dans ce
cas précis utiliser le type INT * est suffisant.

Remarque En pratique, le probleme de sécurité n’est pas si important. En effet, la copie se
fait sous un test forcant addr a étre entre FIXED_CODE_START et FIXED_CODE_END. Cette zone
est incluse en espace utilisateur; cela empéche donc le probleme de fuite de données.

Mais cela reste un probléme de sécurité : contrairement a copy_from_user, la fonction
memcpy ne vérifie pas que I'espace utilisateur est chargé en mémoire. Si ce n’est pas le cas, une
faute mémoire sera provoquée dans le noyau. Il s’agit alors d'un déni de service (section 8.3),
qui est tout de méme un comportement a empécher.

8.6 Procédure expérimentale

Pour utiliser notre systéme de types, plusieurs étapes sont nécessaires en plus de traduire
le noyau Linux en NEWSPEAK.

Afin de réaliser ’analyse, il faut annoter les sources pour créer un environnement initial
(les annotations possibles sont résumées dans un tableau page 102). Plus précisément, pour
chaque source de pointeurs utilisateur, on ajoute un commentaire !npk userptr_fieldp
x f, qui indique que x est un pointeur vers une structure contenant un pointeur utilisateur
dans le champ f. En fait, il unifie le type de x avec {f : t @;...} * ou ¢ est une inconnue de
type. Cette annotation est nécessaire car c’est le moyen d’indiquer que la structure contient
un pointeur utilisateur.

Par rapport au code complet présent dans I'annexe A, I'expression calculant value_ptr
est également simplifiée. Dans le code d’origine, info->value est transtypé en unsigned
long puis en uint32_t *. En NEWSPEAK, cela correspond a des opérateurs PtrToInt
et IntToPtr mais, si on les autorise, on casse le typage puisqu’il est alors possible de trans-
former n'importe quel type en un autre. De plus, on modifie la définition du type struct
drm_radeon_info pour que son champ value ait pour type uint32_t * pluté6tque uint64_t.
En effet, dans ce cas d’étude, cet entier est uniquement utilisé en tant que pointeur au cours
de toute I'exécution.

En ce qui concerne les fonctions de manipulation de pointeurs fournies par le noyau
(get_user, put_user, copy_from_user, copy_to_user, etc.), on ajoute a 'environnement
global leur type correct.

Enfin, on peut lancer I'inférence de type. Ainsi, sur I'exemple de la figure 8.7 (page 118),
on obtient la sortie suivante :

05-drm.c:19#8 - Type clash between :
KPtr (_alb)
UPtr (_a8)

Cela indique qu’on a essayé d’unifier un type de la forme ¢ * avec un type de la forme
t @, en précisant '’emplacement ol1 la derniére unification a échoué (les _aN correspondent
a des inconnues de type). En effet, 'annotation de la ligne 10 donne a data le type {value:
a @;...} *, ou a est une nouvelle inconnue de type. La ligne 18 donne donc a value_ptr le
type a @. Il y a donc une incompatibilité ligne 19 puisque l'instruction cherche a unifier le
type de value_ptr avec b * ol b est une nouvelle inconnue de type. La variable value aurait
alors le type b.
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1 typedef unsigned long uint32_t;

2

3 struct drm_radeon_info {

4 uint32_t *value;

5 3

6

7 int radeon_info_ioctl(struct drm_device *d, void *data,
8 struct drm_file xf)

9 {

10

11 struct drm_radeon_info *info;
12 uint32_t *value_ptr;

13 uint32_t value;

14 struct drm_crtc *crtc;

15 int i, found;

16

17 info = data;

18 value_ptr = info->value;

19 value = *value_ptr;

20 return 0;

21 }

FIGURE 8.7 : Cas d’étude « Radeon » minimisé et annoté

1 typedef unsigned long uint32_t;

2

3 struct drm_radeon_info {

4 uint32_t *value;

5 %

6

7 int radeon_info_ioctl(struct drm_device *d, void *data,
8 struct drm_file xf)

9 {

10

11 struct drm_radeon_info *info;
12 uint32_t *value_ptr;

13 uint32_t value;

14 struct drm_crtc *crtc;

15 int i, found;

16

17 info = data;

18 value_ptr = info->value;

19 if (copy_from_user(&value, value_ptr, sizeof(value)))
20 return -14;
21 return 0;
22 3

FIGURE 8.8 : Cas d’étude « Radeon » minimisé et annoté — version correcte
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217 long arch_ptrace(struct task_struct *child, long request,
long addr, long data)

218 {
255 if (addr >= FIXED_CODE_START
256 && addr + sizeof(tmp) <= FIXED_CODE_END) {
257 #if FIX
258 copy_from_user_page(0, 0, 0, &tmp,
(const void *)(addr), sizeof(tmp));
259 #else
260 memcpy (&tmp, (const void *)(addr), sizeof(tmp));
261 #endif
262 copied = sizeof (tmp);
342 if (addr >= FIXED_CODE_START
343 && addr + sizeof(data) <= FIXED_CODE_END) {
344 #if FIX
345 copy_to_user_page(0, 0, 0,
(void *)(addr), &data, sizeof(data));
346 #else
347 memcpy ((void *)(addr), &data, sizeof(data));
348 #endif
349 copied = sizeof(data);
441 )

FIGURE 8.9 : Cas d’étude « Blackfin »

La version correcte minimisée correspond a la figure 8.8. Pour celle-ci, I'inférence se fait
sans erreur. La partie pertinente est la suivante (une explication de la syntaxe est donnée dans
la section 7.3, page 107)) :

(06-drm-ok.c:19#8)*{
Int tmp_cir!o;
(06-drm-ok.c:19#8)*tmp_cir!o <-
copy_from_user
( (focus32 (&(value) : KPtr (d)) : KPtr (d)): KPtr (d),
(value_ptr_UPtr (d) : UPtr (d)): UPtr (d),
(4 : Int): Int
)5

En ce qui concerne I’exemple « Blackfin », on commence par isoler la fonction probléma-
tique. Celle-ci utilise de nombreuses constructions propres au noyau. On écrit donc un pré-
ambule permettant de les traiter (définitions de type, etc). Ensuite, il est nécessaire de com-
menter certains appels a memcpy pour lesquelles les adresses sont testées dynamiquement
(il n'est donc pas nécessaire d’utiliser les fonctions de copie stires pour ces sites d’appel). La
figure 8.9 montre le reste de la fonction, c’est-a-dire les parties sensibles.

Dans le cas ot FIX vaut 0, la sortie est la suivante :
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bf.c:260#32 - Type clash between :
KPtr (Int)
UPtr (_al22)

Et quand FIX vaut 1, le programme annoté est affiché. Les parties correspondantes aux
appels sensibles sont données dans la figurs 8.10.

Conclusion

Apres voir décrit I'implantation de notre solution, on a montré comment celle-ci peut
s’appliquer a détecter deux bugs dans le noyau Linux. La premiére difficulté est de traduire
en NEWSPEAK le code source écrit dans le dialecte GNU C.

Pour chaque bug, on montre que la version originale du code (incluant une erreur de
programmation) ne peut pas étre typée, alors que sur la version corrigée on peut inférer des
types compatibles.

Le prototype décrit dans le chapitre 7 peut donc s’adapter a détecter des bugs dans le
noyau Linux. Pour le moment, il nécessite du code annoté, mais des travaux sont en cours
pour permettre de passer automatiquement des portions plus importantes du noyau Linux.
Le principal obstacle est de devoir réécrire certaines parties du code pour supprimer les
constructions non typables.
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(bf.c:255#3)*guard((! (((coerce[0,4294967295]
(((coerce[0,4294967295] (addr_Int : Int) : Int)
+ (4 : Int)) : Int) : Int) > (1168 : Int)) : Int) : Int));
(bf.c:258#32)*{
Int tmp_cir!7;
(bf.c:258#32)*tmp_cir!7 <-
copy_from_user_page(
(@0 : Int): Int,
(@ : Int): Int,
(@0 : Int): Int,
(focus32 (&(tmp) : KPtr (Int)) : KPtr (Int)): KPtr (Int),
((ptr) (addr_Int : Int) : UPtr (Int)): UPtr (Int),
(4 : Int): Int);
}
(bf.c:262#4)*copied =(int32) (4 : Int);

(bf.c:342#28)*guard((! (((coerce[0,4294967295]
(((coercel[0,4294967295] (addr_Int : Int) : Int)
+ (4 : Int)) : Int) : Int) > (1168 : Int)) : Int) : Int));
(bf.c:345#32)%{
Int tmp_cir!5;
(bf.c:345#32)*tmp_cir!5 <-
copy_to_user_page(
(@ : Int): Int,
(0 : Int): Int,
(@ : Int): Int,
((ptr) (addr_Int : Int) : UPtr (Int)): UPtr (Int),
(focus32 (&(data) : KPtr (Int)) : KPtr (Int)): KPtr (Int),
(4 : Int): Int);
}
(bf.c:349#4)*copied =(int32) (4 : Int);

FIGURE 8.10 : Traduction en NEWSPEAK du cas d’étude « Blackfin »






CONCLUSION DE LA PARTIE III

Apres avoir décrit notre solution théorique dans la partie II, nous avons présenté ici notre
démarche expérimentale. Dans le chapitre 7, nous avons détaillé I'implantation de notre pro-
totype. Pour ce faire, nous avons ajouté des étiquettes de type au langage NEWSPEAK et im-
planté un algorithme d’inférence de types. Ce prototype est distribué sur [1=3] sous le nom de
ptrtype.

Ensuite, le but du chapitre 8 est d’appliquer notre analyse (a ’aide de ce prototype) sur
le noyau Linux. Aprés avoir décrit le fonctionnement des appels systeme sur ce noyau, on
présente deux bugs qui ont touché respectivement un pilote de carte graphique et I'implan-
tation d'un appel systéme. Ils sont la manifestation d’'un probléeme de pointeur utilisateur
mal déréférencé dans le noyau, ainsi que décrit dans le chapitre 2. En lancant notre analyse
sur le code présentant un probleme, I'erreur est détectée. Au contraire, en la lancant sur le
code apres application du correctif, aucune erreur n’est trouvée.

En s’appuyant sur le langage NEWSPEAK, on gagne beaucoup par rapport a d’autres re-
présentations intermédiaires. Le fait d’avoir un langage avec peu de constructions permet de
ne pas avoir a exprimer plusieurs fois la méme régle (par exemple, une fois sur la boucle for
et une autre sur la boucle while).

Un des inconvénients de notre systeme est que le modele mémoire utilisé par NEWSPEAK
est assez différent de celui de SAFESPEAK (ainsi que décrit dans le chapitre 4). NEWSPEAK est
en effet prévu pour implanter des analyses précises de valeur reposant sur l'interprétation
abstraite, et nécessite donc un modeéle mémoire de plus bas niveau (ot on peut créer des
valeurs a partir d'une suite d’octets, par exemple).

Le prototype d’'implantation peut évoluer dans deux directions : d'une part, en conti-
nuant a s’appuyer sur NEWSPEAK, on peut réaliser des pré-analyses de typage qui permettent
de guider une analyse de valeurs plus précise, par exemple en choisissant un domaine abs-
trait différent en fonction des types de données rencontrés. D’autre part, il est possible de
faire une implantation plus fidele a SAFESPEAK, qui permette d’ajouter de nouvelles fonction-
nalités plus éloignées de C. Par exemple, un systéme de régions comme [TJ92] permettrait
de simplifier 'environnement d’exécution en enlevant 'opération de nettoyage mémoire
Cleanup(-). Le systeme de types peut également étre enrichi, pour ajouter par exemple du po-
lymorphisme. Cela rapprocherait le langage source de Rust. Le chapitre 9 présente quelques
unes de ces extensions possibles.

Lexpérimentation, quant a elle, est pour le moment limitée, mais on peut I’étendre a des
domaines de plus en plus importants dans le noyau Linux. Tout d’abord, le module graphique
définit d’autres fonctions implantant des ioctls. Celles-ci recoivent donc également des poin-
teurs utilisateur et sont susceptibles d’étre vulnérables a ce genre d’erreurs de programma-
tion. Ensuite, d’autres modules exposent une interface similaire, a commencer par les autres
pilotes de cartes graphiques. Ceux-ci sont également un terrain sur lequel appliquer cette
analyse.

De maniere générale, toutes les interfaces du noyau manipulant des pointeurs utilisateur
gagnent a étre analysées. Outre les implantations des ioctls dans chaque pilote et les appels
systeme, les systémes de fichiers manipulent aussi de tels pointeurs via leurs opérations de
lecture et d’écriture.
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CHAPITRE

CONCLUSION

On présente ici un résumé des travaux présentés, en commencant par un bilan des contri-
butions réalisées. On réalise ensuite un tour des aspects posant probléme, ou traités de ma-
niere incompléte, en évoquant les travaux possibles pour enrichir I'expressivité de ce sys-
teme.

9.1 Contributions

Cette these comporte 4 contributions principales.

Un langage impératif bien typé Le systéme de types de C est trop rudimentaire pour per-
mettre d’obtenir des garanties sur 'exécution des programmes bien typés. En interdisant
certaines constructions dangereuses et en annotant certaines autres, nous avons isolé un
langage impératif bien typable, SAFESPEAK, pour lequel on peut définir un systeme de types
sar.

Une sémantique basée sur les lentilles Une des particularités de SAFESPEAK est qu’il uti-
lise un état mémoire structuré, modélisant les cadres de piles présents dans le langage. Pour
décrire la sémantique des acces mémoire, nous utilisons le concept de lentilles issues de la
programmation fonctionnelle et des systemes de bases de données. Cela permet de définir
de maniere déclarative la modification en profondeur de valeurs dans la mémoire, sans avoir
a distinguer le cas de la lecture et celui de I'écriture.

Un systeme de types abstraits En partant de ce systéme de types, on a décrit une exten-
sion permettant de créer des pointeurs pour lesquels I'opération de déréférencement est res-
treinte a certaines fonctions. Dans le contexte d'un noyau de systeme d’exploitation, cette
restriction permet de vérifier statiquement qu’a aucun moment le noyau ne déréférence un
pointeur dont la valeur est controlée par I'espace utilisateur, évitant ainsi un probleme de
sécurité. Cette approche peut s’étendre a d’autres classes de problemes comme par exemple
éviter I'utilisation de certaines opérations sur les types entiers lorsqu’ils sont utilisés comme
identificateurs ou masque de bits.

Un prototype d’analyseur statique Les analyses de typage ici décrites ont été implantées

sous forme d'un prototype d’analyseur statique distribué avec le langage NEWSPEAK, déve-

loppé par EADS. Le choix de NEWSPEAK pour I'implantation demande d’adapter les régles de
125
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typage, mais il permet de réutiliser un traducteur existant et a I'entreprise de profiter des ré-
sultats. Ce prototype permet d'une part de vérifier la propriété d’isolation des appels systeme
sur du code C existant, et d’autre part fournit une base saine pour implanter d’autres analyses
de typage sur le langage NEWSPEAK. Ce prototype a été utilisé pour confirmer |'existence de
deux bugs dans le noyau Linux, ce qui permet de valider I’approche : il est possible de vérifier
du code de production a I'aide de techniques de typage. Des travaux d’expérimentation sont
en cours afin d’analyser de plus grandes parties du noyau.

9.2 Différences avec C

SAFESPEAK a été construit pour pouvoir ajouter un systeme de types a un langage proche
de C. Ces deux langages différent donc sur certains points. On détaille ici ces différences et,
selon les cas, comment les combler ou pourquoi cela est impossible de maniere inhérente.

Types numériques En C, on dispose de plusieurs types entiers, pouvant avoir plusieurs
tailles et étre signés ou non signés, ainsi que des types flottants qui different par leur taille.
Au contraire, en SAFESPEAK on ne conserve qu'un seul type d’entier et un seul type de flot-
tant. La raison pour cela est que nous ne nous intéressons pas du tout aux problématiques de
sémantique arithmétique : les débordements, dénormalisations, etc, sont supposés ne pas
arriver.

11 est possible d’étendre le systeme de types de SAFESPEAK pour ajouter tous ces nou-
veaux types. La traduction depuis NEWSPEAK insére déja des opérateurs de transtypage pour
lesquels il est facile de donner une sémantique (pouvant lever une erreur en cas de déborde-
ment, comme en Ada) et un typage. Les littéraux numériques peuvent poser probleme, puis-
qu’ils deviennent alors polymorphes. Une solution peut étre de leur donner le plus grand type
entier et d’'insérer un opérateur de transtypage a chaque littéral. Haskell utilise une solution
similaire : les littéraux entiers ont le type de précision arbitraire Integer et sont convertis
dans le bon type en appelant la fonction fromInteger du type synthétisé a partir de I'envi-
ronnement.

Transtypage et unions Puisque I'approche retenue est basée sur le typage statique, il est
impossible de capturer de nombreuses constructions qui sont permises, ou méme idioma-
tiques, en C : les unions, les conversions de types (explicites ou implicites) et le type pun-
ning (défini ci-dessous). Les deux premiéres sont équivalentes. Bien qu’on puisse remplacer
chaque conversion explicite d'un type #; vers un type f, par 'appel a une fonction casty, ,,
on ajoute alors un « trou » dans le systéme de types. Cette fonction devrait en effet étre typée
(t1) — tp, autrement dit le type « maudit» @ —  de Obj.magic en OCaml ou unsafeCoerce
en Haskell.

Le type punning consiste a modifier directement la suite de bits de certaines données
pour la manipuler d'une maniére efficace. Par exemple, il est commun de définir un ensemble
de macros pour accéder a la mantisse et a I'exposant de flottants IEEE754. Ceci peut étre fait
avec des unions ou des masques de bits.

Dans de tels cas, le typage statique est bien stir impossible. Pour traiter ces cas, il faudrait
encapsuler la manipulation dans une fonction et y ajouter une information de type explicite,
comme float_exponent : (FLOAT) — INT.

Pour ces conversions de types, on distingue en fait plusieurs cas : les conversions entre
types numériques, entre types pointeurs, ou entre un type entier et un type pointeur.
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Le premier ne pose pas de probléme : il est toujours possible de donner une sémantique a
une conversion entre deux types numériques, quitte a détecter les cas ou il faut signaler une
erreur a 'exécution (comme en cas de débordement).

Le deuxiéme non plus n'est pas un probléme en soi : une conversion entre deux types
pointeurs revient a convertir entre les types pointés (il faut bien str interdire les conversions
entre pointeurs noyau et utilisateur).

Le vrai probléme provient des conversions entre entiers et pointeurs, qui sont des don-
nées fondamentalement différentes. Le méme probléme se pose d’ailleurs si on cherche a
convertir une fonction en entier ou en pointeur, méme si les raisons valables pour faire cela
sont moins nombreuses. Si on s’en tient aux conversions entre entiers et pointeurs, une ma-
niere naive de typer ces opérations est :

I'Fe:t=x I'Fe:INT
———— (PTRINT-BAD) ——— (INTPTR-BAD)
I'F (INT) e: INT I'EPTR) e: t *

Tout d’abord, cela pose probleme car il est alors possible de créer une fonction pouvant
convertir n'importe quel type pointeur en n'importe quel autre type pointeur :

F fun(p){RETURN((PTR) (INT) p)}: (tg *) — tp *

Si on crée une variable du type t,, prend son adresse, la convertit a 'aide de cette fonc-
tion, puis déréférence le résultat, on obtient une valeur du type t; (remarquons que ce genre
d’opération est tout a fait possible en C).

Outre ce probléeme de typage, il faudrait pouvoir donner une sémantique a ces opérations.
Convertir un pointeur en entier revient a spécifier I'environnement d’exécution, c’est-a-dire
qu’il faut une fonction de placement en mémoire beaucoup plus précise que notre modele
mémoire actuel. Celle-ci dépend de beaucoup de parametres : dans quel sens croit la pile,
quelle est la taille des types, etc.

La conversion dans le sens inverse, d’entier vers pointeur, est encore plus complexe. Entre
autres, cela suppose qu’on puisse retrouver la taille des valeurs a partir de leur adresse. Dans
de nombreux langages, on résout ce probléme en stockant la taille de chaque valeur avec elle.

Mais cela fait s’éloigner du modele mémoire de C, ou le déréférencement porte sur une
adresse mais également sur une taille (portée implicitement par le type du pointeur). Le lan-
gage NEWSPEAK conserve d’ailleurs cette distinction, que nous avons éliminée dans SAFES-
PEAK. Il y a une incompatibilité entre ces deux approches : dans le cas de C (et de NEWSPEAK),
on laisse le programmeur gérer I'organisation de la mémoire alors qu’avec SAFESPEAK ces
choix sont faits par le langage. En contrepartie, cela permet d’avoir d’assurer la stireté du ty-

page.

Environnement d’exécution La sémantique opérationnelle utilise un environnement
d’exécution pour certains cas. Contrairement a C, les débordements de tampon et les déréfé-
rencements de pointeurs sont vérifiés dynamiquement. Mais ce n’est pas une caractéristique
cruciale de cette approche : en effet, si on suppose que les programmes que 1'on analyse ne
comportent pas de telles erreurs de programmation, on peut désactiver ces vérifications et le
reste des propriétés est toujours valable.

On repose sur 'environnement d’exécution a un endroit plus problématique. A la sortie
de chaque portée (au retour d'une fonction et aprés la portée d'une variable locale déclarée),
on parcourt la mémoire a la recherche des pointeurs référencant les variables qui ne sont plus
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valides. Supprimer ce test rend I’analyse incorrecte, car il est alors possible de faire référence
a une variable avec un type différent.

Si on peut avoir une garantie statique que les adresses des variables locales ne seront plus
accessibles au retour d'une fonction, alors on peut supprimer cette étape de nettoyage. Cette
garantie peut étre obtenue avec une analyse statique préalable. Par exemple les régions [T]92]
peuvent étre utilisées a cet effet : en plus de donner un type a chaque expression, on calcule
statiquement la zone mémoire dans laquelle cette valeur sera allouée. Cela correspond a un
ramasse-miette réalisé statiquement.

Flot de contréle Dans le langage C, en plus des boucles et de I'alternative, on peut sauter
d’une instruction a I'autre au sein d'une fonction a I’aide de la construction goto. Pour pou-
VOIr traiter ces cas, il est possible de transformer ces sauts d'un programme vers des simples
boucles. Cette réécriture peut étre cofiteuse puisqu’elle peut introduire des variables boo-
léennes et dupliquer du code. En pratique, c’est d’ailleurs ce qui est fait dans 'implantation
puisque cette transformation est réalisée par C2ZNEWSPEAK.

Dans le noyau Linux, il est courant d’utiliser les sauts pour factoriser la libération de res-
sources a la fin d’'une fonction. Il est d’ailleurs possible d’utiliser I'outil Coccinelle pour don-
ner cette forme a du code utilisant un autre style de structures de contréle [SLM11]. On peut
imaginer qu’il est possible de I'utiliser pour faire la conversion inverse.

En plus de ces sauts locaux, le langage C contient une maniére de sauvegarder un état
d’exécution et d’y sauter, méme entre deux fonctions : ce sont respectivement les construc-
tions setjmp et longjmp. Elles sont trés puissantes puisqu’elles permettent d’exprimer de
nouvelles structures de contréle. Il s’agit de formes légeres de continuations ou la pile reste
commune. Cette fonctionnalité peut servir par exemple a implanter des exceptions ou des
coroutines.

Avec l'interpréte du chapitre 4, il n’est pas possible de donner une sémantique a ces
constructions. Une des manieres de faire est de modifier les états de l'interprete : au lieu de
retenir 'instruction a évaluer avec (i, m), on retient la continuation compléte : (k, m). Pour
faciliter ce changement, on peut tout d’abord passer a une sémantique monadique (ainsi
qu’'évoqué dans la conclusion de la partie II, page 95) puis ajouter les continuations a la mo-
nade sous-jacente.

En pratique, il est rare de trouver ces constructions plus avancées dans du code noyau ou
embarqué, donc ce manque n’a pas beaucoup d’'impact. De plus, cela permet une présenta-
tion plus simple et accessible.

Allocation dynamique La plupart des programmes, et le noyau Linux en particulier, uti-
lisent la notion d’allocation dynamique de mémoire. C’est une maniere de créer dynamique-
ment une zone de mémoire qui restera accessible apres ’exécution de la fonction courante.
Cette mémoire pourra étre libérée a ’aide d'une fonction dédiée. Dans I'’espace utilisateur,
les programmes peuvent utiliser les fonctions malloc(), calloc() et realloc() pour allouer
des zones de mémoire et free() pour les libérer. Dans le noyau Linux, ces fonctions existent
sous la forme de kmalloc(), kfree(), etc. Une explication détaillée de ces mécanismes peut
étre trouvée dans [Gor04].

Ces fonctions manipulent les données en tant que zones mémoires opaques, en ren-
voyant un pointeur vers une zone mémoire d'un nombre d’octets donnés. Cela présuppose
un modele mémoire de plus bas niveau. Pour se rapprocher de la sémantique de SAFESPEAK,
une maniere de faire est de définir un opérateur de plus haut niveau prenant une expres-
sion et retournant ’adresse d'une cellule mémoire contenant cette valeur (la taille de chaque
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valeur fait partie de celle-ci), ou NULL si I'allocation échoue. Le typage est alors direct (on
suppose que FREE(e) est une instruction :

I'te:t I'ke:tx
—  (NEW) —(
I'ENEW(e): t % I' - FREE(e)

FREE)

En ce qui concerne I'exécution, on peut ajouter une troisieme composante aux états mé-
moire : m = (s,g, h) ou h est une liste d’association entre des identifiants uniques et des
valeurs. Chaque allocation dynamique crée une nouvelle clef entiere et met a jour h. La li-
bération de mémoire est en revanche problématique parce qu’il faut faire confiance au pro-
grammeur pour ne pas accéder aux zones mémoires libérées, ni libérer deux fois la méme
zone mémoire. Il est aussi possible d’obtenir cette garantie avec une analyse préalable. Par
exemple, il est possible ici encore d’utiliser une analyse basée sur les régions pour vérifier
I’absence de pointeurs fous [DDMP10].

9.3 Perspectives

Limportance des logiciels grandit par deux effets : d'une part, ils sont présents dans de
plus en plus d’appareils et, d’autre part, leur taille est de plus en plus importante. En une
journée, entre les appareils dédiés au calcul, a la communication, au multimédia et au trans-
port, on est facilement exposé au fonctionnement de plus d'une dizaine de millions de lignes
de code. Il donc primordial de vérifier que ces logiciels ne peuvent pas étre détournés de leur
utilisation prévue. Dans le cas de logiciels avioniques ou militaires, les conséquences peuvent
en effet étre catastrophiques. C’est dans ce contexte industriel que ce travail a été motivé et
réalisé.

Au cceur de la plupart de ces systemes informatiques se trouve un noyau qui abstrait les
détails du matériel pour fournir aux programmes des abstractions siires, permettant de pro-
téger les données sensibles contenues dans ce systeme. Puisqu'une simple erreur de pro-
grammation peut briser cette isolation, on voit pourquoi la vérification est si importante.

Dans ce but, les systémes de types sont des outils bien connus de programmeurs. Méme
dans les langages peu typés comme C, les compilateurs aident de plus en plus les program-
meurs a trouver des erreurs de programmation. De trés nombreuses analyses peuvent étre
faites rien qu’en classant les expressions selon le genre de valeurs qu’elles créent a I’exécu-
tion — c’est la définition que donne Benjamin C. Pierce d'un systéme de types [Pie02].

Lutilisation d'un systéme de types comme analyseur statique léger est donc efficace. Pour
des propriétés qui ne dépendent pas de la valeur des expressions, mais uniquement de leur
forme, c’est d’ailleurs la solution a préférer. En effet, nous avons montré qu’elle est simple a
mettre en ceuvre et rapide a exécuter.

On peut se poser la question suivante : pourquoi a-t-on besoin d'une analyse statique dé-
diée, plutot que de passer par le langage C lui-méme ? Le probléme vient du fait que celui-ci
considere que les types définissent une représentation en mémoire sans gueére plus d’infor-
mation. On peut définir de nouveaux noms pour un type, mais I'ancien et le nouveau sont
alors compatibles. En un mot il est impossible de distinguer le réle d'un type (son intention)
de sa représentation (son extension).

Ici, nous avons proposé une solution au probleme de pointeurs utilisateur en introdui-
sant un type ayant la méme représentation que les pointeurs classiques, mais pour lequel
I'ensemble des opérations est différent : c’est un type opaque. Cela suffit déja a détecter des
erreurs de programmation.
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Si on ajoutait cette construction au langage, on pourrait définir de nouveaux types par-
tageant la représentation d'un type C existant, mais qui ne soit pas compatible avec le type
d’origine. Avec cette fonctionnalité dans un langage, non seulement on peut détecter d’autres
classes de problémes, mais surtout on laisse le programmeur définir de nouvelles analyses
lui-méme en modélisant les problemes concrets par des types.
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ANNEXE

MODULE RADEON KMS

On inclut ici le code analysé dans le chapitre 8. On inclut a la suite le contexte nécessaire
pour comprendre ce code.

int radeon_info_ioctl(struct drm_device xdev, void *data, struct drm_file *filp)
{

struct radeon_device *rdev = dev->dev_private;

struct drm_radeon_info *info;

struct radeon_mode_info *minfo = &rdev->mode_info;

uint32_t xvalue_ptr;

uint32_t value;

struct drm_crtc *crtc;

int i, found;

info = data;

value_ptr = (uint32_t x)((unsigned long)info->value);

value = *value_ptr;

switch (info->request) {

case RADEON_INFO_DEVICE_ID:
value = dev->pci_device;
break;

case RADEON_INFO_NUM_GB_PIPES:
value = rdev->num_gb_pipes;
break;

case RADEON_INFO_NUM_Z_PIPES:
value = rdev->num_z_pipes;
break;

case RADEON_INFO_ACCEL_WORKING:

if ((rdev->family >= CHIP_CEDAR) && (rdev->family <= CHIP_HEMLOCK))
value = false;
else
value = rdev->accel_working;
break;
case RADEON_INFO_CRTC_FROM_ID:
for (i = 0, found = 0; i < rdev->num_crtc; i++) {
crtc = (struct drm_crtc *x)minfo->crtcs[i];
if (crtc && crtc->base.id == value) {
struct radeon_crtc *radeon_crtc = to_radeon_crtc(crtc);
value = radeon_crtc->crtc_id;
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found = 1;
break;
3
3
if (!found) {
DRM_DEBUG_KMS ("unknown crtc id %d\n"”, value);
return -EINVAL;
}
break;
case RADEON_INFO_ACCEL_WORKING2:
value = rdev->accel_working;
break;
case RADEON_INFO_TILING_CONFIG:
if (rdev->family >= CHIP_CEDAR)
value = rdev->config.evergreen.tile_config;
else if (rdev->family >= CHIP_RV770)
value = rdev->config.rv770.tile_config;
else if (rdev->family >= CHIP_R600)
value = rdev->config.r600.tile_config;
else {
DRM_DEBUG_KMS("tiling config is r6xx+ only!\n");
return -EINVAL;
3
case RADEON_INFO_WANT_HYPERZ:
mutex_lock(&dev->struct_mutex);
if (rdev->hyperz_filp)

value = 0;

else {
rdev->hyperz_filp = filp;
value = 1;

3

mutex_unlock (&dev->struct_mutex);

break;

default:

DRM_DEBUG_KMS("Invalid request %d\n", info->request);
return -EINVAL;

3

if (DRM_COPY_TO_USER(value_ptr, &value, sizeof(uint32_t))) {
DRM_ERROR("copy_to_user\n");
return -EFAULT,

3

return 0;

struct drm_radeon_info {

uint32_t request;
uint32_t pad;
uint64_t value;

1

struct drm_ioctl_desc radeon_ioctls_kms[] = {

DRM_IOCTL_DEF (DRM_RADEON_INFO, radeon_info_ioctl, DRM_AUTH|DRM_UNLOCKED)
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1

static struct drm_driver kms_driver = {
.driver_features =

1

DRIVER_USE_AGP | DRIVER_USE_MTRR | DRIVER_PCI_DMA | DRIVER_SG |
DRIVER_HAVE_IRQ | DRIVER_HAVE_DMA | DRIVER_IRQ_SHARED | DRIVER_GEM,

.dev_priv_size = 0,
.ioctls = radeon_ioctls_kms,

.name = "radeon”,
.desc = "ATI Radeon”,
.date = "20080528",
.major = 2,

.minor = 6,

.patchlevel = 0,

int drm_init(struct drm_driver xdriver)

{

DRM_DEBUG("\n");
INIT_LIST_HEAD(&driver->device_list);

if (driver->driver_features & DRIVER_USE_PLATFORM_DEVICE)

else

return drm_platform_init(driver);

return drm_pci_init(driver);
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On rappelle ici pour référence la syntaxe de SAFESPEAK, ainsi que sa sémantique d’éva-

luation. Les regles sont décrites dans les chapitres 4 et 6.

B.1 Syntaxe des expressions

ANNEXE

SYNTAXE ET REGLES D’EVALUATION

Constantes

Expressions

Valeurs
gauches

Fonctions

lv:

e(ey,...,en)
{lh:e;..;1 ent

le1;...;enl

=X
| ll).lg
| lvle]

fu=fun(x,..., xp){i}

Entier
Flottant
Pointeur nul

Valeur unité

Constante
Opération unaire
Opération binaire
Acces mémoire
Affectation
Pointeur
Fonction

Appel de fonction
Structure

Tableau

Variable
Acces a un champ
Acces a un élément

Déréférencement

Arguments, corps
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B.2 Syntaxe des instructions

Instructions i = PASS Instruction vide
| i Séquence
| e Expression
| DECL x = e IN{i} Déclaration de variable
| IF(e){i}ELSE{i} Alternative
| WHILE(e){i} Boucle
| RETURN(e) Retour de fonction

Phrases pi=x=e Variable globale
| Evaluation d’expression

Programme P:=(p1,...,pn) Phrases

B.3 Syntaxe des opérateurs
Opérateurs Hi=+-,%/% Arithmétique entiére
binaires | +.,—, %,/ Arithmétique flottante
| +p—p Arithmétique de pointeurs
| =,2,<> Comparaison sur les entiers
| =.,2.,<.,> Comparaison sur les flottants
| =# Tests d’égalité
| &, ],A Opérateurs bit a bit
| &&,|| Opérateurs logiques
| <> Décalages

Opérateurs Bu=+,- Arithmétique entiere

unaires | +.,- Arithmétique flottante

|~ Négation bit a bit
| ! Négation logique
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B.4 Contextes d’évaluation

Contextes Cu=oe
| CHe
| vHC
| BC
| &C
| C—e
Il ¢=C
| {lh:vi;..50:C; 5l en)
| [v1;..5C;..5en]
| Cley,...,en)
| f(vy,...,C,...,en)
| C.ls
| Clel
| @lC]
| = C
| GC;i
| TF(C){i1}ELSE{iz}
| RETURN(C)
| DECL x = C IN{i}

B.5 Regles d’évaluation des erreurs

=2E—-0Q
(e, m) — Q)
——  (EXP-ERR) ——  (EVAL-ERR)
(Q,m) —Q (C(e),m)y—Q
(i,m)y—Q
(DECL-ERR)

(DECL x = v IN{i}, m) — Q

m' =Push(m, (a1 — v1),...,(an—vp)  G,m)—Q
(ExpP-CALL-ERR)

(fun(ay,...,a)li}(vy,...,vp), m) — Q
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B.6 Regles d’évaluation des valeurs gauches et expressions

’(lv,m)—»((p,m)

a = Lookup(x, m) v=8& 0]
(PHI-VAR) (EXP-DEREF)
(x,m) —(a, m) (x v,m)y — {p,m)
v=NULL
——— (Exp-DEREF-NULL) — (PHI-STRUCT)
(x v, m>_’thr <(P.ZS, m) — <(pl,l’)’l>
— (PHI-ARRAY)

(p[n], m) — (p[n], m)

‘(e,m)—» (v,m)‘

— (ExP-CsT) ———F  (Exp-FuN) (Exp-Lv)
(c,m) — (C,m) (f,m) —(f,m) {(p, m) — (mlple, M)
— (Exp-UNOP) — (Exp-BINOP)
Bvm)— Hv,m) (v1 B ve,m) — (v H vy, m)
— (EXP-ADDR) (EXP-SET)
(&, my — (& ¢, m) (¢ — v,m) — (v, m[p — V]o)

—— (EXP-STRUCT)
v shiivph,my— {lhi v lp i v, m)

—— (EXP-ARRAY)
(lvi;..;vnl, my — ({v;..5 0], M)

m' =Cleanup(m) v’ =CleanV,,,(v)

; (Exp-CALL-RETURN)

(fun(ay,...,a){RETURN(V)}(vy, ..., Uy), m) — (v, m)

(e,m) — (e/,m")

(i,my — (i',m")
(i), my — (C(i'), m'y

(CTX)

my =Push(my, ((a; — v1),...,(an— vy)))
(i,m) —(i',mp)  Vie[l;nl,v;=mal(myl,a)la  ms=Pop(my)

(Exp-CALL-CTX)
(fun(ay,..., a){i}(v1,..., vy), me) — (fun(ay,..., a){i't (v}, ..., v)), ms)
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B.7 Regles d’évaluation des instructions, phrases et programmes

i, m) — (i, m)

(SEQ) XP)

((PASS; i), m)y — (i, m) (v, my — (PASS, m) (

m' = CleanVar(m — x, (|m|, x))

(DECL-PASS)
(DECL x = v IN{PASS}, m) — (PASS, m')

m' = CleanVar(m — x, (|m|, x)) v" = CleanVarV(v', (jm|, x))

(DECL-RETURN)
(DECL x = v IN{RETURN(v")}, m) — (RETURN(v"), m’)

m' = Extend(m, x — v)
(i,m)— '\ m"y  V=m"(m",0la m"=m"-x

(DECL-CTX)
(DECL x = v IN{i}, m) — (DECL x = v’ IN{i'}, m"")
v#0
- - - (IF-FALSE) - - - (IF-TRUE)
(IF(0){i}ELSE{if}, m) — (if, m) (IF(W){iJELSE{if}, m) — (iy, m)
(WHILE)

(WHILE(e){i}, m) — (IF(e){i; WHILE(e){i}}ELSE{PASS}, m)

(RETURN)
(RETURN(?); i, m) — (RETURN(v), m)

(e,my — (v,m')
————— (ET-Exp)
mlbFe—m

(emy—(v,m')y m'=(s8) m'=(u&x—v):g

mFx=e—m" (ET-VAR)

([LIDIFpr—my my |- py — my Mmy—1lkpp— my

" (PrROG)
Fp1,...,pn—"m
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B.8 Regles d’évaluation des extensions noyau

= (PHI-USER)
(G @, my — (& (O @), m)

v=mlpslo m' =mlpg—vlo

= = (USER-GET-0OK)
(copy_from_user(& ¢4, & ( ¢5)), m)y — (0, m')

psp=3 s
(copy_from_user(@ Pd, & @), my — (=14, m)

(USER-GET-ERR)

v=mlpdo  m =mlpg—vle

= — (USER-PUT-0OK)
(copy_to_user(& (& ¢a), & @5), my — (0, m')

Bpap=3¢a
(copy_to_user(gz ®, & @s), my — (=14, m)

(USER-PUT-ERR)




ANNEXE

REGLES DE TYPAGE

On rappelle ici 'ensemble des régles de typage décrites dans les chapitres 5 et 6.

C.1 Regles de typage des constantes et valeurs gauches

— (CSsT-INT)
I'En:INT

x:tel
I'Hx:t

(Lv-VAR)

— (CsT-FLOAT) —  (CsT-NULL)
I'+d:FLOAT T'NULL: ¢ *
—— (CsT-UNIT)
T'E(QO:UNIT
TkFe:tx* I'ke:INT I'lv:tl]
—— (Lv-DEREF) (Lv-INDEX)
I'=x*e:t I'lvie]l:t
(L,yes I'Hlv:S
(Lv-FIELD)
I'tlvlig:t
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C.2 Regles de typage des opérateurs

I'Fe:INT I'Fe:FLOAT

—— (UNOP-PLUS-INT) —— (UNOP-PLUS-FLOAT)
I'k+e:INT I'F+.e:FLOAT

I'ke:INT I'Fe:FLOAT
—  (UNOP-MINUS-INT) —— (UNOP-MINUS-FLOAT)
I'k—e:INT I'k—.e:FLOAT

He{~1 I'e:INT
(UNop-NoOT)
I'He:INT

He{+ -, x,,&,MN&&,||,<,>,<,2,<,> Tke:INT Tkep:INT
(OP-INT)
I'e; Hep:INT
He{+.,—.,x.,/,=,=.,<.,>.} T'F ey :FLOAT I'+ ey : FLOAT
(OP-FLOAT)
I'e; H e;:FLOAT
He {=, #} I'kep:t I'key:t EQ(?)
(OP-EQ)
I'te; B ey INT
He{+p —p} I'kep:tx T'key:INT

I'ey BHer:tx*

t € {INT, FLOAT}
EQ(#)

(EQ-Num)

Vie[l;n].EQ(f;)

(PTR-ARITH)

(EQ-ARRAY)

EQ(1)
EQ(z[])

(EQ-PTR)

EQ(t *)

EQUli:t1;...1n: ty})

(EQ-STRUCT)
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C.3 Regles de typage des expressions et instructions

'lv:t Vie[l;n,['-e;:t;
— (ADDR) (STRUCT)
I'&lv:t = T'H{lh:ey;..;lh et {1t Lty

I'ke:(t,....,ty) = t Vie[l;nl,Tke;:t I'Hlv:t I'ke:t
(CALL) (SET)
I'keler,...,en): t THlv—e:t

Viell;n,Tke;:t
T'kley;...;en]: tl]

(ARRAY)

I'=TgIy) T'=Tglar:n;..;an:ty;R:t))  T'Hi
I'+fun(ay,...,an){it: (f,...,t)) — t

(FuN)

I'-i

T, Trki The:t
—  (PASS) ——— (SEQ)
T F Pass TFiyip Tke

I'ke:t I'Nlocal x: t i I'ke:INT I'i; I'is
- (DECL) - - (IF)
I'F DECL x = e IN{i} I'F1IF(e){i;}ELSE{is}

I'ke:INT =i R:tel I'Fe:t
(WHILE) (RETURN)

I' - WHILE(e){i} I' - RETURN(e)
'Fp—-T'
Tke:t I'e:r TI'=T,global x:t

— (T-EXxp) ; (T-VAR)
I'te—-T I'Fx=e—-T

'=p

[IEp1—Th IEp,—TIo vo Tpaabpp—Ty
Fpl,...,pn

(PROG)
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C.4 Regles de typage des valeurs

mEv:t

—— (S-INT) ————F  (S-FLOAT) —————  (S-UNIT)
mEn:INT mE d : FLOAT mE (): UNIT
mEe@:1 Vie[l;nl.mEv;:t
———— (§-NULL) — (S-PTR) —— (S-ARRAY)
mENULL: T * MmE&@:T * mE[vy;...;v,] T[]

Vie[l;nl.mEv;:T1;

—— (S-STRUCT)
mE{L v Gl ivnt it Tl
(S-FuN)
mkE fun(xy,...,x,){i}: FUN,
C.5 Regles de typage des extensions noyau
'tlv:t I'keg:tx* ltes:t@

———— (ADDR-USER) (USER-GET)
I lv:t@ I'+ copy_from_user(eg, e5) : INT

I'Fey:t@ I'eg:t=*

(USER-PUT)
I' - copy_to_user(ey, e;) : INT




ANNEXE

PREUVES

On présente ici les preuves de certains résultats établis dans le manuscrit : le caractere
bien fondé de la composition de deux lentilles, et les théoremes de stireté du typage.

D.1 Composition de lentilles

Démonstration. On cherche a prouver que, si &) € LENSyp et £, € LENSp ¢, alors £ =
L1 > L5 € LENS 4 ¢ (> estla composition de lentilles, définie page 39).

I suffit pour cela d’établir les trois propriétés caractéristiques qui définissent les lentilles :
PuTPuUT, GETPUT et PUTGET. Cela est essentiellement calculatoire : on utilise la définition de
>> et les propriétés caractéristiques sur £ et %».

PutPut

puty(d’,puty(a,r))

= puty(a’,puty, (put gy, (a,gety, (1),1)
{ définition de put, }

= putg, (pute, (d, gety, (puty, (puty, (a,gety, (1), 1)), puty, (puty, (a,gety (1),1))
{ définition de put ¢ }

= puty, (puty, (a',put$2 (a,gety, (1)), puty, (puty, (a,gety, (1), 1))
{ GETPUT sur % }

= puty, (putgy, (@', get 4, (1), put g, (put 4, (a,get y, (1), 1)
{PUTPUT sur % }

= puty, (puty, (@, gety, (1), 1)
{PUTPUT sur % }

=puty,(d,r)
{ définition de >> }
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GetPut
putg(gety(r),r) = puty(gety, (gety, (1),1) { définition de get, }
= puty, (Puty, (gety, (gety, (1),8ety, (1),r)  { définition de puty, }
=putey, (gety (1), 1) { GETPUT sur £, }
=r { GETPUT sur % }
PutGet
gety (puty(a,r) = gety, (gety (puty(a,r))) { définition de get , }
= gety, (gety, (puty, (puty, (a,gety, (1)),1)))  {définition de puty }
= gety, (puty, (a,gety, (1)) { PUTGET sur £ }
=a {PUTGET sur %, }

D.2 Progres

On rappelle I'’énoncé du théoreme 5.1.
Théoréme D.1 (Progres). Supposons queT = i. Soit m un état mémoire tel queT = m.
Alors l'un des cas suivants est vrai :
e i =PASS
e Jv,i = RETURN(?)
o 3, M), (i, my — (i',m')
o 3Q€{Qaiv, Qarray, Qper}, (i, m) — Q

- -
Supposons que T & e: t. Soit m un état mémoire tel que T F m. Alors l'un des cas suivant
estvrai:

e Jv#£Q,e=v
e d(e/,m"),(e,m) — (&', m')
e 3Q€{Qqiv, Qarray, Qptr}, (e, m) — Q
+ <+ <+

Supposons queT - Lv: t. Soit m un état mémoire tel queT F m.
Alors l'un des cas suivants est vrai :

e Jdp,lv=¢

o AV, M), lv,m) — IV, m')

e 3Q€{Qqiv, Qarray Qper}, (lv,m) — Q

C’est-a-dire, soit :

« l'entité (instruction, expression ou valeur gauche) est completement évaluée.

¢ un pas d’évaluation est possible.

« une erreur de division, tableau ou pointeur se produit.
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Démonstration. On procede par induction sur la dérivation du jugement de typage. Puisque
les jugements ' - i, - e: tet ' lv: t sont interdépendants, on traite tous les cas par
récursion mutuelle.

Le squelette de cette preuve est une analyse de cas selon la derniere régle utilisée. La plu-
part des cas ont la méme forme : on utilise 'hypothese de récurrence sur les sous-éléments
syntaxiques (en appliquant éventuellement le lemme 5.1 d’inversion pour établir qu’ils sont
bien typés). Dans le cas « valeur », on appelle une regle qui permet de transformer une opé-
ration syntaxique en opération sémantique (par exemple, on transforme le + unaire en un ¥
sémantique). Dans le cas « évaluation », on applique la régle CTX avec un contexte particulier
qui permet de passer d'un jugement {(a, m) — (a’,m’) a un jugement (b, m) — (b’,m') (ot a
apparait dans b). Enfin, dans le cas « erreur », on utilise EVAL-ERR avec ce méme contexte C.

Ceci est valable pour la majorité des cas. Il faut faire attention en particulier aux opé-
rations sémantiques qui peuvent produire des erreurs (comme la division, ou I'opérateur
Lookup(:,)).

Instructions

Pass: Ce cas est immédiat.

RETURN: Partantde i =RETURN(e), on applique lelemme d’inversion. Il nous donne I'exis-
tence de ¢t tel que I' - e: £. On applique alors I'hypothése de récurrence a e.

e ¢ =v.Alors i = RETURN(v), ce qui nous permet de conclure.

e (e,m) — (e/,m’). Alors en appliquant CTX avec C = RETURN(s) !, on conclut que
(RETURN(e), m) — (RETURN(e'), m').

e (e,m) — Q. On applique EVAL-ERR avec ce méme C.

SEQ: Avec i = iy;iy, on applique 'hypothese de récurrence a i;.

¢ i) = PASS. On peut donc appliquer la regle SEQ et donc (i, m) — (i, m).
¢ i) = RETURN(v). Alors on peut appliquer la regle RETURN : (i, m) — (RETURN(v), m).
e (i1, m) — (ij,m'). Soit C = e; ip. Par CTX il vient (i, m) — (i}; ip, m').

o (i1, m) — Q. Avec ce méme C dans EVAL-ERR on trouve (i, m) — Q.

Exp: Icii = e. On peut appliquer 'hypothése de récurrence a e qui est « plus petit» que i
(i ::= eintroduit un constructeur implicite).

e ¢ =v. Alors on peut appliquer Exp : (e, m) — (PASS, m).

e (e,m) — (e/,m'). Alors (i, m) — (', m') (cela revient a appliquer CTX au constructeur
implicite mentionné ci-dessus).

e (¢,m) — Q. C’est-a-dire (i, m) — Q.

1. Les contextes sont des objets purement syntaxiques : on peut les appliquer entre instructions et expressions
indifféremment
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DECL: Icii=DECL x = e IN{i'}. On commence par appliquer 'hypothese de récurrence a e.
e e = v. On applique alors 'hypotheése de récurrence a i’ sous I'' = T,local x : t et avec
m' = Extend(m, x — v).
o i’ =PAss. Dans ce cas la régle DECL-PASS s’applique.
e i’ =RETURN(v). Idem avec DECL-RETURN.
o (i',m'y — (i",m"). On peut alors appliquer la régle DECL-CTX.
e (i’,m'y — Q. On applique DECL-ERR.

e (e,m)— (e’,m'). On pose C = DECL x = « IN{i} et on conclut avec la regle CTX.

o (¢e,m)— Q.Idem avec EVAL-ERR.

IF: Icii=1IF(e){i;}ELSE{i»}. On applique 'hypotheése de récurrence a e.
e e=v.
Si v #0, on applique IF-TRUE. Dans le cas contraire, on applique IF-FALSE.
e (e,m)— (e/,m'). On pose C = IF(e){i;}ELSE{i>} et on conclut avec CTX.

e (e,m)— Q. Avec ce méme C et EVAL-ERR.
WHILE: Ce cas est direct : on applique la régle d’évaluation WHILE.

Expressions

CsT-INT: eestalors delaforme n, qui est une valeur.
CsT-FLOAT: e estalors de la forme d, qui est une valeur.
CST-NULL: e estalors égale a NULL, qui est une valeur.
CsT-UNIT: e estalors égale a (), qui est une valeur.
Fun: Ce casestdirect:larégle Exr-FUN s’applique.

Op-INT: Celaimplique que e =e; H e,. Parlelemme 5.1, on en déduit que I' - e; : INT et
I'ey:INT.
Appliquons 'hypothese de récurrence sur e;. Trois cas peuvent se produire.

e ¢; =v;.0n aalors (e}, m) =(v;,m') avec m' = m.
On applique 'hypothese de récurrence a e;.

e ey = vy : alors (ey, m') = (v, m") avec m” = m. On peut alors appliquer Exp-
BINOP, sauf dans le cas d'une division par zéro (H € {/;%;/.} et v, = 0) ot alors
U1 = vy = Qg;y. Dans ce cas, on a alors par EXp-ERR (e, m) — Q,;,. Notons que
comme les opérandes sont bien typés, Q;y, ne peut pas étre levée.

e 3(ey, m"),(es, m’) — (e}, m").

En appliquant CTx avec C = v; H e, on en déduit (v, B ey, m') — (v; B e),m")
soit (e, m) — (v; B e}, m").

e {(e5,m') — Q. De EVAL-ERR avec C = v; B o vient alors (e, m) — Q.
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o 3(e},m"),(e;,m) — (e},m'). En appliquant CTX avec C = o B e, on obtient
(e1 H ey, m) — (e} B ey, m'), ou(e,m) — (e| B ey, m’).

o (e;,m) — Q.D’apres EVAL-ERR avec C =« HH e», 0n a (e, m) — Q.
OP-FLOAT: Ce cas est similaire a OP-INT.
OpP-EQ: Ce cas est similaire a Op-INT.

UNoOP-PLUS-INT: Alors e = + e;. En appliquant ’hypothése d’induction sur e; :

e soit e; = v;. Alors en appliquant Exp-UNOP, (+ vy, m) — (¥ vy, m), c’est-a-dire en po-
sant v=F vy, (e, m) — (v, m).

* soit e}, m/,(e;,m) — (e}, m’). Alors en appliquant CTX avec C = + o, on obtient
(e,m) — (e}, m').

e soit {e;, m) — Q. De EVAL-ERR avec C = + ¢ il vient(e, m) — Q.
UNOP-PLUS-FLOAT: Ce cas est similaire a UNOP-PLUS-INT.
UNOP-MINUS-INT: Ce cas est similaire a UNOP-PLUS-INT.
UNOP-MINUS-FLOAT: Ce cas est similaire a UNOP-PLUS-INT.
UNoOP-NOT: Ce cas est similaire a UNOP-PLUS-INT.

ADDR: On applique 'hypothese de récurrence a [v.
Les cas d’évaluation et d’erreur sont traités en appliquant respectivement CTX et EVAL-
ERR avec C = &e. Dans le cas ol1 [v = ¢, on peut appliquer EXP-ADDR.

SET: On applique I'hypothese de récurrence a [v.

¢ [v =¢@. On applique 'hypothese de récurrence a e.

e ¢ =v. Alors on peut appliquer EXp-SET.
e (e,m)— (e’,m'). On conclut avec C = ¢ «— o.

o (e,m)— Q.Idem.

o (Iv,m) — (Iv',m'). On conclut avec C =« — e.

o (lv,m) — Q.Idem.

ARRAY: On va appliquer I'hypothése de récurrence a e, puis, si e; = v, on 'applique a ey,
etc. Alors on se retrouve dans un des cas suivants :

e dpellinl e, m:er =vy,...,ep-1 = Vp_1,{ep,m) — (e}, m'). Alors on peut appliquer
Ctxavec C =[vy;...; Up-1;%€p+1;---;€nl.

e dpell;n],Q:ey=vy,...,ep-1 = Vp-1,{ep, m) — Q. Dans ce cas EVAL-ERR est applicable
avec ce méme C.

e e =1y,...,e, = Uy. Alors on peut appliquer EXpP-ARRAY en construisant un tableau.
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STRUCT : Le schéma de preuve est similaire au cas ARRAY. En cas de pas d’évaluation ou
d’erreur, on utilise le contexte C = {ly : v1;...;lp-1: Vp-1;lp: & lpi1 1 epi1;...;1n t ep}; et dans
le cas ou toutes les expressions sont évaluées, on applique EXP-STRUCT.

CALL: On commence par appliquer 'hypothese de récurrence a e. Dans le cas d'un pas
d’évaluation ou d’erreur, on applique respectivement CTX ou EVAL-ERR avec C = ¢(ey, ..., e5).
Reste le cas ol e est une valeur : d’aprés le lemme 5.2, e est de la forme f = fun(ay,..., a,){i}.

Ensuite, appliquons le méme schéma que pour ARRAY. En cas de pas d’évaluation ou d’er-
reur, on utilise CTX ou EVAL-ERR avec C = f(vy,...,Vp-1,%,€p+1,...,€y). Le seul cas restant est
celui ot 'expression considérée a pour forme f(vy,...,v,) avec f =fun(ay,..., a,){i}.

Soit I'" = (T, laq : t,...,ap : ty, R : t]) et my = Push(myg, (a1 — v1,...a, — vy)) ou T =
T, T'L).

On applique alors I’hypothése de récurrence a I'’, my et i (le lemme d’inversion garantit
que I’ + ).

¢ [ =RETURN(v). Alors on applique ExP-CALL-RETURN.

o [ = Pass. Ce cas est impossible puisqu’on prend 'hypothese que les fonctions se ter-
minent par une instruction RETURN(-) (page 56).

e (i,my) — (i’, my). Alors on peut appliquer ExP-CALL-CTX.

e (i,m) — Q. On peut alors appliquer EXP-CALL-ERR.

Valeurs gauches

Lv-VAR: Le but est d’appliquer PHI-VAR. La seule condition pour que cela soit possible est
que Lookup(x, m) renvoie une adresse et non Q4.

Puisque I' - x : ¢, on peut appliquer le lemme 5.5 : x est soit une variable locale, soit une
globale. Dans ces deux cas, Lookup(x, m) renvoie une adresse correcte.

Lv-DEREF: Appliquons ’hypothese de récurrence a e vue en tant qu’expression.

e e=v.Puisque T F v: t*, on déduit du lemme 5.2 que v = NULL ou v = & ¢.
Dans le premier cas, puisque (*NULL, m) — Qpr, on a (e, m) — Qp;.
Dans le second cas, EXpP-DEREF s’applique.

e (e,m)— (e/,m'y. De CTX avec C = e, on obtient (e, m) — (xe’, m’).

e (e,m) — Q. En appliquant EVAL-ERR avec C = *e, on obtient (e, m) — Q.

Lv-INDEX: De méme, on applique 'hypothese de récurrence a [v.

o lv=v.
CommeTI v:f[], ondéduit dulemme 5.2 que v = [vy;...; vp]. Appliquons I'hypothese
de récurrence a e.

e ¢ = 1. Puisque I I e : INT, on réapplique le lemme 5.2 et v’ = n. D’aprés PHI-
ARRAY, (lv[e], m) — ([vy;...; vpl[n], m). Deux cas sont a distinguer : si n € [0; p—1],
la partie droite vaut vy, et donc {lv[e], m) — (vp+1, m). Sinon elle vaut Q 44y et

(lvlel,m) — Qgrray par EXP-ERR.

e (e,m) — (¢',m'). En appliquant CTX avec C = v[e], on en déduit (lv[e], m) —
(Ivie'],m').

e (e,m) — Q. Avec EVAL-ERR sous ce méme contexte, {{v[e], m) — Q
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e (lv,m) — (e, m'). On applique alors CTX avec C = ¢[e], et {[v[e], m) — (€'[e], m').
e (lv,m) — Q. Toujours avec C = ¢[e], de EVAL-ERR il vient (lv[e], m) — Q.

Lv-FIELD: On applique 'hypothese de récurrence a [v.
o [v = Alors PHI-STRUCT s’applique. Puisque ([, t) € S, 'acces au champ [ ne provoque
pas d’erreur Q ¢;014. Donc (e, m) — (@[l], m).
e (lv,m) — (Iv', m') En appliquant CTX avec C = e.lg, il vient {(lv, m) — (Iv', m').
e (lv,m) — Q En appliquant EVAL-ERR avec C = e.[g, 0on a (lv,m) — Q.

PTR-ARITH: Le schéma est similaire au cas OP-INT. Le seul cas intéressant arrive lorsque
e; et ey sont des valeurs. D’apres le lemme 5.2 :

e eg=NULLoue; =¢

° 62 =n

D’apres Exp-BINOP, (e, m) — (e} &3] n,m).

On se réfere ensuite a la définition de HH (page 55) : si e; estde laforme ¢[m], alorse; Hn =
@[m+ n]. Donc (e, m) — (¢[m + n], m).

Dans les autres cas (e; = NULL ou e; = ¢ avec ¢ pas de laforme ¢'[m]),onae; Hn= Qptr.
Donc d’apres EXP-ERR, (e, m) — Q.

O

D.3 Préservation

On rappelle I'énoncé du théoreme 5.2.

Théoréme D.2 (Préservation). SoientI' un environnement de typage, et m un état mémoire
tels queT F m.
Alors :

SiTHlv:tet{lvym)— (p,m'y, alorsT E Cleanup(m’) et m' Fo @ : T ot T> 1.
SiTHlv:tet{lv,m)y— (lv',m'y, alorsT E Cleanup(m’) etT - [V : 1.

SiT+e:tet{e,my— (v,m'y, alorsT E Cleanup(m') et m' Fv:71 oitt> 1.

SiTke:tet{e,my—(e,m'), alorsT F Cleanup(m’) etT' - ¢ : t.
SiT+iet(i,my— (i',m'y, alorsT E Cleanup(m’) etT + i’.

Autrement dit, si une construction est typable, alors un pas d’évaluation ne modifie pas son
type et préserve le typage de la mémoire.

Démonstration. On procede par induction sur la dérivation de (-, m) — (-, m'). Plusieurs re-
marques sont a faire : d’abord, en ce qui concerne le typage de la mémoire, il suffit de montrer
que I' E m’ car cela implique que I' = Cleanup(m'). Ensuite, la regle CTX est traitée a part, car
elle peut étre appliquée en contexte d’expression, d’'instruction ou de valeur gauche. Enfin
la régle TRANS ne pose pas de probleme, il suffit d’appliquer I'hypothése de récurrence a ses
prémisses.

CasT'+lv:tet(lv,m)y— {p,m')

EXP-DEREF: Onsaitque ' % v:toll v =& ¢. Par inversion, I' - v : ¢ . Alors d’apres
le lemme 5.3, il existe 7’ tel que m E v: 1’ et /> t . Par inversion de la relation de typage
sémantique, 7’ = T * ol1 7> ¢. Alors par inversion de S-PTR, on obtient que mEq ¢ : 7.
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PHI-VAR, PHI-STRUCT et PHI-ARRAY : Il n'est pas nécessaire de montrer la compatibilité
de m’ car la mémoire n’est pas modifiée. De plus, les prémisses de ces régles ont la forme ¢ ,
donc le lemme 5.6 s’applique avec la conclusion correcte.

CasT'e:tet{e,m)— (v,m)

Exp-CsT: Toutes les constantes sont des valeurs, donc le lemme 5.3 peut s’appliquer : 7 =
Repr(?) convient.

Exp-FUN: Idem : le lemme de représentabilité nous donne un candidat T = Repr(t) qui
convient.

Exp-Lv: Puisquel' - ¢@:tetI'F m, onadapreslelemme5.6: mFE v:7 ol v=mlp] avec
> t.

Exp-UNOP: Ilvient des définitions des différents opérateurs 5 que T -8 v: 7 avec 7> ¢.
Exp-BINOP: Idem avec les définitions des opérateurs .
ExpP-ADDR: On peut appliquer le lemme 5.3, qui nous donne un 7 qui convient.

EXP-SET: Deux propriétés sont a prouver. D'une part, I' - v : ¢, et d’autre part, I E m’ ot
m' = m[p — v]. Tout d’abord, le lemme d’inversion appliqué a T' - ¢ < v : t nous donne que
F'ke@:tetTF v:t Ensuite, commeT I ¢: t et T F m, on peut appliquer le lemme 5.3 : il
existe T tel que m F v : 7 et 7> . On peut donc appliquer le lemme 5.6, qui nous permet de
conclure que ' E m/.

Exp-STRUCT: Lelemme 5.3 s’applique a ce cas.
ExP-ARRAY: Idem, on conclut grace au lemme de représentabilité.

EXP-CALL-RETURN: Par inversion, il vient que I' - fun(ay, ..., a,){i}: (t1,...,ty) — t' et Vi€
[L;n], I+ v;:t.

PosonsI' = (Tg,la; : t,...,an: R t')ouTl = ([T, I'L). Alors par inversions successives
on obtient que I'" - RETURN(v) etI" - v: t'.

Si on définit m” = Push(m, a; — vn,..., a, — vy), alors par M-PUSH on obtient que I'' £
m" . Dong, par le lemme 5.3, il existe T telque m" Fv:tou 1> 1.

Il reste a montrer que m' = v': 7.

On distingue selon la forme de v. On applique un raisonnement similaire a celui de la
preuve du lemme 5.6 : soit v est une référence au cadre nettoyé, et dans ce cas v/ = NULL et T
est un type pointeur, soit v’ = v. Dans tous les cas on conclut car m' F v': 1.

CasTFHiet{(i,m)— (i, m)

SEQ: D’apreslelemme d’inversion, I'i.

Exp: D’apres Pass, T+ Pass.
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DECL-PASS : T + Pass est immédiat, et I F m' est établi par M-DECL suivie de
M-DECLCLEAN. On a bien x ¢ I' car les déclarations de variable ne peuvent pas masquer
de variables visibles existantes (page 57).

DECL-RETURN : La compatibilit¢ mémoire se démontre de la méme maniere que pour
DECL-PAsS. Il reste a montrer que I' F RETURN(v"), ce qui fait de maniéere analogue au cas
EXP-CALL-RETURN.

DECL-CTX: On partde I' - DECL x = v IN{i}. Par inversion, il existe t telque '+ v: t et
I"+ioul’=T,local x: t.

Comme I' F m, le lemme 5.3 s’applique : il existe 7 telque mF v: T ot 7> t. Deplus x ¢ T’
car il n'y a pas de masquage (page 57).

En appliquant M-DECL, on obtient donc que I'" E m/.

On applique alors I'hypothese d’induction a (i, m’y — (i’,m"). ll vient que I'" I i’ et I' E
m//

On adonc I+ DECL x = v/ IN{i'} par DECL et I' E Cleanup(m'"’) par M-DECLCLEAN.
IF-FALSE: D’apresle lemme d’inversion, I'-iy.
IF-TRUE: D’apreslelemme d’inversion, I'F i;.

WHILE : D’apres le lemme d’'inversion, I' - e: ¢t et T' - i. Par SEQ, on a I' - i; WHILE(e){i}.
Enfin par IF il vient I' - 1F(e){i; WHILE(e){i}} ELSE{PASS}.

RETURN: Parlelemme d’inversion, I' - RETURN(v).

ExpP-CALL-CTX : On sait que I' F fun(ay,...,a){i}(vy,...,v,) et T E my. D’apres le lemme
d’inversion, il existe f,,..., t, telsque Vi € [; n],T F v; : t;, T+ fun(ay,...,ax){i}: (f1,..., ty) —
t,donc qu'en posantI" = (I, [a; : t1,...,an: ty, R:t]) ouT = (I'g,I) onal’ .

D’un autre coté, il existe par le lemme 5.3 des types 7; tels que Vi € [1; n], mg F v; : T; avec
7;> t;. En appliquant M-PUSH, on a donc I E m;.

On peut alors appliquer I’hypothese d’induction a (i, m;) — (i’, my) : la conclusion est
que I'" - i' et I" = mp. Comme I - @; : t;, on a Vi € [I;n],I" F v} : t;. Donc on a bien T' -
fun(as,...,a){i'}(v},...,v,) .

D’autre part, en appliquant M-PoP, on obtient que I' F Cleanup(m3).

A propos de la régle CTx

Lapplication de la régle CTX nécessite une explication particuliére. En effet, ce cas repose
sur un lemme d’inversion des constructions typées sous un contexte, qui est admis ici.

Par exemple, traitons le cas ol le contexte C est tel que son « trou » soit une valeur gauche
lv et C(lv) est une instruction (les autres cas sont similaires). La regle appliquée est alors de
la forme:

(lv,my — (1", m')
(C(lv), my —C(lV), m')

(CTX)

SiTF C(lv), on admet qu'il existe I'’ et ¢ tels que :
e I'Flv:t;
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e Quel quesoit v/, siT" = 1v': t, alors T = C(Iv').

Par exemple, pour C = «[2] = 1, I" =T et t = INT[ ] conviennent. Pour C = DECL x =
0 IN{e = 3.0}, on prendra I'" = T,local x : INT et ¢ = FLOAT. Le fait de passer « sous » une dé-
claration ajoute une variable locale a T, et ainsi I'ensemble des variables de I'' contient celui
deT.

Pour prouver la préservation dans ce cas, on commence par appliquer I'hypothése de
récurrence a la prémisse de CTx, c’est-a-dire (lv,m) — (Iv',m'y. Il vient que T' + [v' : t et
I'' = Cleanup(m/).

D’apres le précédent lemme d’inversion on en déduit que I'+ C(Iv')). De plus I contient
plus de variables que I' donc I' E Cleanup (m').

O

D.4 Progres pour les extensions noyau

(Théoreme 6.1)

Démonstration. On procéde de la méme maniere que pour le théoreme 5.1 (prouvé en an-
nexe D.2). En fait, puisque le schéma de preuve porte sur les regles de typage, il suffit de traiter
les cas supplémentaires.

ADDR-USER: Alors e =< [v. On applique 'hypothese de récurrence a [v.

¢ [v = ¢@. Alors on peut appliquer PHI-USER.
e {lv,m) — (Iv',m'). On conclut en utilisant CTX avec C = {5 s.

e (lv,m) — Q. On applique EVAL-ERR avec ce méme C.

USER-GET: On applique I'hypothése de récurrence a e,.
e e;=v,4. On applique I'hypothése de récurrence a e;.

° e5=Us.
D’apres le lemme 5.2 adapté aux extensions noyau, vs a pour forme .

On distingue la forme de ¢ :
e ¢s =3 ¢. Alors on applique USER-GET-OK. Le lemme 5.6 adapté aux exten-
sions noyau assure que les prémisses sont correctes.

e B¢,ps=3 . Alors on applique USER-GET-ERR.

o (e5,m) — (eg, m'y. Posons C = copy_from_user(vy, ). On conclut avec CTX.

o {(e;,m) — Q.Idem avec EVAL-ERR.

o (eq,m)y— (e;l, m'y. On applique CTX avec C = copy_from_user(e, ¢5).

e (ey, m)y — . On utilise EVAL-ERR avec ce méme contexte.

USER-PUT: Ce cas est similaire au cas USER-GET, en appliquant les régles USER-PUT-OK
et USER-PUT-ERR.
O
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D.5 Préservation pour les extensions noyau

(Théoreme 6.2)
De méme, il suffit de prouver les cas correspondant aux nouvelles regles.

PHI-USER : On applique le lemme de représentation, qu'on étend avec le cas
Repr(t @) = Repr () @.

USER-GET-OK: Tout d’abord, d’apres le lemme 6.1, t = INT, donc la préservation du type
est établie car m’ F 0 : INT. La compatibilité mémoire est obtenue en appliquant M-WRITE.

USER-GET-ERR : La seule partie a prouver est la préservation, qui se fait de la méme ma-
niere que dans le cas précédent.

USER-PUT-OK: Idem que dans le cas USER-PUT-OK.

USER-PUT-ERR: Idem que pour USER-GET-ERR.
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Résumé

Les noyaux de systemes d’exploitation manipulent des données fournies par les programmes utilisateur
via les appels systeme. Si elles sont manipulées sans prendre une attention particuliere, une faille de sécurité
connue sous le nom de Confused Deputy Problem peut amener a des fuites de données confidentielles ou
I’élévation de privileges d'un attaquant.

Le but de cette these est d'utiliser des techniques de typage statique afin de détecter les manipulations
dangereuses de pointeurs contrdlés par I'espace utilisateur.

La plupart des systemes d’exploitation sont écrits dans le langage C. On commence par en isoler un
sous-langage stir nommé SAFESPEAK. Sa sémantique opérationnelle et un premier systéme de types sont
décrits, et les propriétés classiques de stireté du typage sont établies. La manipulation des états mémoire est
formalisée sous la forme de lentilles bidirectionnelles, qui permettent d’encoder les mises a jour partielles
des états et variables. Un premiére analyse sur ce langage est décrite, permettant de distinguer les entiers
utilisés comme bitmasks, qui sont une source de bugs dans les programmes C.

On ajoute ensuite & SAFESPEAK la notion de valeur provenant de I'espace utilisateur. La stireté du typage
est alors brisée, mais on peut la réétablir en donnant un type particulier aux pointeurs controlés par l'es-
pace utilisateur, ce qui force leur déférencement a se faire de maniére controlée. Cette technique permet
de détecter deux bugs dans le noyau Linux : le premier concerne un pilote de carte graphique AMD, et le
second 'appel systéme ptrace sur 'architecture Blackfin.

Abstract

Operating system kernels need to manipulate data that comes from [user programs|through system calls.
If it is done in an incautious manner, a security vulnerability known as the Confused Deputy Problem can
lead to information disclosure or privilege escalation.

The goal of this thesis is to use static typing to detect the dangerous uses of pointers that are controlled
by userspace.

Most operating systems are written in the C language. We start by isolating SAFESPEAK, a safe subset of it.
Its operational semantics as well as a type system are described, and the classic properties of type safety are
established. Memory states are manipulated using bidirectional lenses, which can encode partial updates
to states and variables. A first analysis is described, that identifies integers used as bitmasks, which are a
common source of bugs in C programs.

Then, we add to SAFESPEAK the notion of pointers coming from userspace. This breaks type safety, but
itis possible to get it back by assigning a different type to the pointers that are controlled by userspace. This
distinction forces their dereferencing to be done in a controlled fashion. This technique makes it possible to
detect two bugs in the Linux kernel : the first one is in a video driver for an AMD video card, and the second
one in the ptrace system call for the Blackfin architecture.
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