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Introduction

Le traitement d’images pour les machines intelligentes

Montée en puissance des intelligences artificielles

«Mon intention n’est pas de vous surprendre ou de vous choquer, mais la maniére la
plus simple de résumer les choses consiste a dire qu’il existe désormais des machines
capables de penser, d’apprendre et de créer. En outre, leur capacité d’accomplir ces choses
va rapidement s’accroitre jusqu’a ce que, dans un futur proche, le champ des problémes
qu’elles pourront aborder soit coextensif a celui auquel s’applique 'esprit humain.»

Cette citation (relevée dans [1]) de 1957 d’Herbert Simon (1916-2001), lauréat du prix Turing en 1975
et du prix Nobel d’économie en 1978, prédisait que la machine serait rapidement 1’égal de I’humain
dans de nombreux domaines et notamment dans celui de la prise de décision qui était une de ses
spécialités. Si ’horizon de sa prédiction a été plus lointain que prévu, il n’en est pas moins vrai que
les machines occupent aujourd’hui une place centrale dans les domaines économiques, éducatifs et
plus généralement dans notre vie de tous les jours :

« la voiture autonome ou «intelligente» existe déja [2, 3], et sa diffusion pose plus de problémes
au niveau des infrastructures [4], de la législation et des mentalités [5, 6] qu’au niveau des
techniques des systémes embarqués,

« nos poches contiennent des assistants personnels capables de comprendre (partiellement) notre
langage, d’anticiper nos demandes et de nous suggérer ce que nous allons manger, avec qui le
faire et dans quel lieu [7].

Ces évolutions récentes reposent sur la conjonction de deux phénomeénes : les progrés algorith-
miques en intelligence artificielle et la massification des données.

Role de la vision artificielle

La vision artificielle, comme les autres branches de I'intelligence artificielle, participe a ces progrés
en apportant aux machines une information sur leur environnement. Son impact est notable dans des
domaines variés tels que :

+ le domaine médical, ou le diagnostique assisté par ordinateur permet d’aider le praticien par la
mise en évidence d’irrégularités dans des résultats d’imagerie [8, 9],

« les applications industrielles, ou le but est d’extraire de I'information pour automatiser et accé-
lérer des processus fastidieux pour les humains [10, 11].

« T'acces interactif a la culture, avec la mise a disposition d’une bibliothéque d’Alexandrie numé-
rique rendue possible par la reconnaissance de caractéres (O.C.R) que ce soit pour les caractéres
imprimés [12] ou manuscrits [13] et méme pour les ceuvres musicales les plus anciennes (O.M.R)
[14],

» Pexploration spatiale, ou les délais et la variabilité des communications rendent nécessaire I’au-
tonomie décisionnelle des machines d’explorations [15],

21



Introduction

+ l'interaction homme-machine, ou le contréle par gestes et l'utilisation de capteurs dédiés ont
nécessité la création et 'adaptation de nombreux algorithmes de vision [16],

« la biométrie [17] et la sécurité par le biais du suivi de personnes [18, 19] de la détection de
mouvements [20, 21] et de I’analyse de scénes [22] sont des domaines en forte expansion, du
fait du contexte sécuritaire actuel, qui nécessitent toujours plus de précision et de rapidité,

« la réalité augmentée dont le champ d’application se développe tant du point de vue médical,
industriel que ludique [23].

Enjeu de la massification des données

Dans un monde ou la communication visuelle tient le premier plan, pouvoir analyser rapidement
des images fixes ou des séquences vidéos pour en extraire de 'information est un enjeu important.
La quantité d’images générées et stockées numériquement dans le monde croit en effet exponentiel-
lement. Quelques chiffres permettent de prendre conscience de I'ampleur du phénomene :

+ une plateforme dédiée a la photographie (Instagram) s’enrichit chaque jour de 70 millions de
photographies et dispose déja d’une base de 40 milliards d’images,

« le réseau social Facebook dispose d’une base supérieure a 240 milliards d’images qui progresse
au rythme de 350 millions par jour (chiffres 2013),

« les bases de données scientifiques ne sont pas en reste et ImageNet [24] propose plus de 14
millions d’images classées en 21841 catégories sémantiques (synsets).

Dans le méme temps, la taille des images générées progresse avec la résolution des capteurs
comme par exemple les caméras de vidéo-surveillance récente qui ont couramment une résolution
HD1080 (1920 X 1080) a comparer a la résolution standard 4CIF(704 X 576) et la résolution 7K (7360 X
4128) qui représente le haut de gamme actuel. Le cas des aéroports de Paris (groupe ADP) illustre cette
augmentation des données et du besoin de les traiter toujours plus rapidement. En 2001, la fréquen-
tation des aéroports du groupe ADP était de 71 millions de passagers [25] et est passée a 95,4 millions
en 2015 [26]. Dans le méme temps, du fait de Paugmentation constante des processus visant a garantir
la sécurité des passagers, le nombre de caméras de surveillance est passé de 1000 a 9000 unités et le
groupe ADP est actuellement en phase de test de systémes de reconnaissance faciale [27]. L’objectif
d’un tel systéme est d’avertir le plus rapidement possible (de 'ordre de la minute) de la présence d’'un
individu recherché afin de faire intervenir le personnel de sécurité.

D’une maniere générale, la vision artificielle doit aujourd’hui traiter toujours plus d’images, de
plus grande taille, plus rapidement et au plus pres de I'utilisateur final du fait de la diversification
des supports et des applications. Les algorithmes de traitement d’images doivent donc étre agiles et
s’adapter aux architectures modernes, de I’assistant personnel (smartphone, tablette) aux architec-
tures les plus paralléles en passant par 'ordinateur de tout un chacun.

Architectures pour la vision artificielle

Depuis les début de la vision artificielle, plusieurs approches architecturales coexistent. Que I’ar-
chitecture consomme quelques watts ou plusieurs centaines de watts, la performance réside dans
Pexploitation maximale de capacités de calculs et de bande passante mémoire de celle-ci. Le déve-
loppement d’un algorithme efficace passe donc par la prise en compte des mécanismes spécifiques a
chaque architecture, des plus généralistes aux plus spécialisées.

« Les processeurs généralistes (GPP ') qui équipent le ordinateurs de bureau, les stations de tra-
vail, les serveurs les plus courants mais aussi les téléphones mobiles et les tablettes, sont trés re-
présentés dans la littérature sur les algorithmes de traitement d’images du fait du grand nombre

1. General Purpose Processor
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d’outils de conception supportés et du faible colt des plateformes au regard de leurs perfor-
mances. De plus, chaque progrés dans I’écosystéme de ces architectures est directement béné-
fique aux algorithmes de traitements d’images. Ainsi, les progres réalisés sur les compilateurs,
les langages, les mécanismes de caches et les jeux d’instructions ont un impact direct sur la
simplicité de développement et les performances des algorithmes de traitement d’images. A
I'inverse, I'évolution des architectures généralistes vers un modéle comportant toujours plus
de cceurs nécessite de repenser les algorithmes pour exploiter au mieux la puissance des nou-
veaux modeles de processeurs. Enfin, leur polyvalence permet de les utiliser a la fois pour les
algorithmes de bas niveau et ceux de plus haut niveau [28]. Pour des algorithmes spécifiques,
les architectures dédiés seront plus efficaces mais nécessiterons dans la plupart des cas de trans-
férer in fine les données obtenues vers des architectures généralistes [29].

+ Les processeurs graphiques ont été concu comme des coprocesseurs spécialisés dans le rendu
d’images de synthese. Ils intégrent aujourd’hui plusieurs milliers d’unités de traitements spécia-
lisées organisées pour réaliser de courtes séquences d’instructions identiques sur une grande
quantité de données. Les applications nécessitant du calcul régulier avec une intensité arith-
métique élevé tels que le filtrage sont trés favorablement accélérées sur GPGPU? et proposent
un gain du point de vue de lefficacité énergétique. A contrario les algorithmes irréguliers qui
nécessitent l'utilisation intensive de structures de contréle sont inefficaces sur ce type d’archi-
tectures. Les algorithmes doivent donc étre pensées spécifiquement pour ces architectures [30].
Les GPGPU restent dépendants d’un systéme hote utilisant une architecture généraliste et les
temps de transfert trés significatifs nécessaires au chargement des données dans la mémoire du
processeur graphique et a la récupération des résultats doivent étre pris en compte pour une
comparaison équitable [31].

+ Des architectures spécialisées ont été développées pour faire face aux besoins élevés de puis-
sance de calcul, notamment dans le cadre du traitement d’images, afin atteindre des perfor-
mances temps-réel. Par exemple, des architectures de type maille permettent d’associer a chaque
processeur élémentaire un pixel, une ligne ou un bloc selon les parameétres de ’algorithme. Un
des avantages de la structure en mailles est que sa structure réguliére préserve les relations
spatiales des images pixelisées [32]. Un exemple de structure en maille utilisée pour la vision
par ordinateur est la Maille Associative d’Orsay [33]. Basée sur une structure asynchrone, elle
permet d’atteindre les performances temps réel nécessaires pour traiter des flux vidéos [34].
Les DSP, les architectures Tilera [35], CELL [36], TSAR (TeraScale Architecture) [37-39] sont
d’autres exemples d’architectures spécialisées dont le traitement d’images peux tirer parti. La
complexité de programmation de ces architectures, relativement aux architectures généralistes,
peut-étre levée par l'utilisation de langages dédiés [40].

« Les architectures dédiées concues pour répondre aux spécificités d’un algorithme particulier,
sont généralement implémentées sur FPGA [41] afin d’optimiser finement les ressources en
choisissant le juste niveau de parallélisme. Les blocs élémentaires ainsi congus peuvent étre
chainés physiquement, si les ressources du FPGA le permettent, ou temporellement dans le cas
des architectures reconfigurable dynamiquement telles qu’Ardoise [42] mais généralement au
prix d’une perte de spécialisation. Les avantages de ces architectures dédiées sont : la possibilité
d’optimiser la consommation énergétique en ajustant les ressources aux besoins de I’algorithme
[43], la possibilité d’utiliser ces développements dans des ASIC poussant ainsi plus loin encore
I'optimisation énergétique et le couplage fin avec des processeurs dans le cas des PSoC (Pro-
grammable System on Chip). Par exemple dans [44] ou une détection de points d’intéréts est
réalisé dans une section FPGA et exploitée par le processeur bi-cceur Cortex-A9 embarqué du
PSoC Zyng. Un des principaux inconvénient du développement dédié sur FPGA est le haut

2. General Purpose computing on Graphics Processing Unit

23



Introduction

niveau de spécialisation nécessaire des concepteurs, associé au temps de développement parti-
culiérement élevé. La génération automatique de code par le biais de la synthése haut-niveau
(HLS) permet de réduire ce temps de développement, pour les applications compatibles, au prix
d’une élévation de la consommation. Cette surconsommation peut-étre alors modérée par I'uti-
lisation de transformations au niveau algorithmique [45-47].

Dans le cadre des travaux présentés dans ce manuscrit, les algorithmes ont été implémentés et
évalués sur des processeurs généralistes et des processeurs graphiques utilisés pour le calcul.

L’étiquetage en composantes connexes

Contexte applicatif

Le but de la vision artificielle est de permettre a un systeme informatique d’analyser des images
pour les «comprendre». Dans ce cadre, le traitement des composantes connexes joue un role de pont
entre les algorithmes de bas niveau, dont 'objectif est la mise en valeur d’une caractéristique de
I'image (filtrage, mise en valeur des contours ou des régions, extraction de zones d’intérét, ...) et les
algorithmes de plus haut niveau, chargés d’analyser les données ou de prendre des décisions. Les
travaux présentés dans ce manuscrit portent sur I’étiquetage en composantes connexes des images
binaires en deux dimensions qui sont une des étapes clefs d'un grand nombre d’applications et d’al-
gorithmes de vision artificielle. Cette famille d’algorithmes s’inscrit dans le cadre plus général du
traitement des composantes connexes qui recouvre différentes formes selon que I'objet a traiter est
une image 2D, 3D, binaire, en niveau de gris ou en couleur, ou selon I'objectif recherché. En plus de
I'étiquetage, on trouve en effet : la décomposition en arbre de composantes connexes et la segmen-
tation par composantes connexes. Le traitement des composantes connexes est ainsi présent dans
I’ensemble du champ d’application de la vision artificielle.

« Dans le cas d’une application automobile embarquée, il s’agit pour le systéme de comprendre
son environnement pour prendre des décisions avec une précision suffisante et dans le res-
pect des contraintes temporelles. Dans [3], les auteurs utilisent 1’étiquetage en composantes
connexes apres 1’étape de création d’une carte des pixels en mouvement, pour produire une
liste des régions en mouvement. Un filtrage basé sur la logique floue est ensuite appliquée a
cette nouvelle liste.

« Dans le cadre de la reconnaissance optique de caracteéres, la description du moteur libre Tesse-
ract [12] qui traite des images déja binarisées, indique que I’étiquetage en composantes connexes
intervient des la premiére étape pour fournir au moteur les contours des caracteéres.

+ Dans le domaine médical, il est nécessaire d’isoler des régions d’intérét dans des images 2D ou
3D. Dans [48], les auteurs appliquent une structure de données hiérarchique des composantes
connexes, appelée arbre de composantes, a des images 3D issues de la tomoscintigraphie par
émission de positons (PET). L’utilisation de cet arbre permet une segmentation robuste et en
temps réel.

« Dans le domaine de la biométrie, I'identification d’individus par vue de profil présentée dans
[17], utilise I’étiquetage pour compter et filtrer les composantes connexes en fonction de leur
taille.

« Dans le domaine de la vidéosurveillance, la recherche de composantes connexes peut se faire sur
I'image segmentée mais aussi sur d’autres informations. Dans [18], I’étiquetage en composantes
connexes est appliquée a 'information de mouvement pour analyser les zones de plus fortes
variations.
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+ Dans le domaine de I'interaction homme-machine, [16] utilise I’étiquetage aprés une phase de
segmentation basée sur la profondeur des pixels mesurée avec un capteur dédié (Kinect) pour
trier les régions par taille afin d’identifier les différents éléments de la main de 'utilisateur.

« Dans un cadre industriel, [49] présente une application de mesure en temps réel des caractéris-
tiques d’un nuage de gouttes de peinture. Dans ce cadre, 'analyse des composantes connexes
permet d’extraire les caractéristiques de chaque goutte.

L’étiquetage en composantes connexes peut aussi étre intégré dans un autre algorithme :

« l'algorithme de Swedsen-wang, utilisé pour la détection de transition de phase dans les simula-
tions de ferromagnétisme, utilise a chaque itération un double étiquetage du fond et du premier
plan et ceci pour des images 2D comme les images 3D [50].

« un algorithme de suivi, basé sur le filtrage de Kalman et le mélange de gaussienne [51], uti-
lise I’étiquetage en composantes connexes pour fournir au filtre de Kalman des informations
statistiques sur les régions (objets) mises en évidence dans la phase de mélange de gaussienne.

Dans la suite du manuscrit, la notion d’étiquetage en composantes connexes fera référence exclu-
sivement a I’étiquetage des images binaires en deux dimensions.

Enjeu de la rapidité

Le critére de base de I’étiquetage en composantes connexes étant la connexité des pixels, tous les
algorithmes basés sur le méme critére de connexité doivent donner le méme résultat. La forme de
ce résultat peut varier selon les applications (image étiquetée ou description synthétique des compo-
santes connexes), mais deux pixels connexes dans 'image a étiqueter seront toujours dans la méme
composante connexe. Il en découle que ce qui différencie les algorithmes entre eux n’est pas le ré-
sultat mais le temps mis a l'atteindre. Accélérer I’étape d’étiquetage permet d’une part d’accélérer
automatiquement tous les algorithmes basés sur ce mécanisme et d’autre part de proposer un com-
plément cohérent pour traiter les images issues de segmentations rapides [52]. Evaluer un algorithme
d’étiquetage en composantes connexes, c’est donc avant tout mesurer sa rapidité, qui dépend aussi
des caractéristiques intrinseques du matériel utilisé.

Depuis sa création en 1966, le domaine a vu naitre de nombreux algorithmes et a fait 'objet,
depuis le début des années 2000, de nombreuses publications spécifiquement dédiées aux implémen-
tations sur architectures généralistes [53-64]. Ces algorithmes récents sont tous décrits comme étant
les plus rapides, mais les méthodologies de tests hétéroclites rendent les comparaisons délicates. De
plus, ils sont majoritairement séquentiels et ne sont donc plus adaptés aux architectures modernes
qui sont majoritairement multi-cceurs. En 2000, Lionel Lacassagne, directeur de cette thése, a créé
un algorithme d’étiquetage en composantes connexes novateur, car pensé spécifiquement pour les
architectures RISC. Cet algorithme nommé Light Speed Labeling (LSL) était alors le plus rapide sur
ce type d’architecture. L’évolution des architectures et I’apparition de nouveaux algorithmes nous a
poussés a réévaluer sa pertinence. C’est le point de départ de nos travaux.

Architectures pour I’étiquetage en composantes connexes

En plus des architectures généralistes, qui feront 'objet de la majorité des résultats présentés dans
ce manuscrit, des algorithmes ont été proposés spécifiquement pour d’autres types d’architecture.

« Les architectures GPGPU s’accommodent difficilement du caractere irrégulier des algorithmes
directs et il est nécessaire de penser spécifiquement les algorithmes en régularisant au maximum

les traitements. La section 6.4.9.1 présentera les travaux dans ce domaine.
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« Les architectures spécialisées de type réseau associatif, ayant un modeéle de construction tres

adaptés aux images en deux dimensions, présentent ’avantage d’utiliser une topologie simi-
laire a celle des algorithmes d’étiquetage en résolvant un probléme global par une série de trai-
tements locaux. Ainsi dans [65], les auteurs ont recensé les algorithmes dédiés et les exemples
d’implémentations sur des architectures de type maille. Leur grande diversité, illustre 1’affi-
nité entre I’étiquetage en composantes connexes et la topologie en maille (au sens large). Des
algorithmes ont été proposés pour :

— les mailles 2D de méme dimensions que I'image,

— les mailles 2D de dimensions inférieures a I'image, pour lesquels chaque nceud traite plu-
sieurs pixels, ce qui accélere les traitements en limitant les communications,

— les mailles reconfigurables, pour lesquels I’activation des nceuds est conditionnée par la
nature (fond ou premier plan) du pixel correspondant,

— les architectures pyramidales (empilement de mailles de taille décroissante),
— les mailles d’arbres (MOT).

Enfin, la Maille Associative d’Orsay (asynchrone) détenait, jusqu’a nos travaux, le record en
terme de débit d’étiquetage soit 40Gp/s [33] (nombre de pixels traités par seconde).

Des implémentations pour des architectures basées sur d’autres modes d’interconnexions ont
aussi été proposées : les hypercubes [65] (Connexion Machine 1 et 2) ainsi que les fat tree
(Connexion Machine 5) [66].

Les architectures dédiées, a base de FPGA, sont réguliérement utilisées pour réaliser une unité
de traitement dédié a I’étiquetage en composantes connexes dans le cadre de systémes embar-
qués nécessitant des performances temps réel [67]. Elles sont insérées apres l'unité de trai-
tement bas niveau pour soulager le systéme principal. Les algorithmes classiques nécessitent
beaucoup de mémoire rapide et majoritairement double port. La rareté relative de cette mémoire
et la nécessité de réduire le chemin critique afin d’augmenter la fréquence de fonctionnement
ont poussé au développement d’algorithmes spécifiques aux FPGA. Dans [68], les auteurs pré-
sentent un algorithme en une passe qui ne produit pas 'image étiquetée mais seulement les
descripteurs des différentes composantes connexes ce qui lui permet de réduire les besoins en
termes de mémoire. Des travaux ultérieurs ont permis d’abaisser encore la quantité de mé-
moire nécessaire [69] ou la quantité de ressource matérielle [70]. Afin de réduire la complexité
de conception, il est possible d’utiliser des outils de synthése a partir de langages de haut niveau.
Dans [71], les auteurs ont utilisé Handel-C pour implémenter un étiquetage en deux passes et
ont ainsi pu analyser rapidement les variations de performances obtenues en fonction des mo-
difications algorithmiques de haut niveau. Des propositions basés sur des mémoires adressable
par contenu [72] ont mis en évidence I'avantage de la personnalisation avancée possible sur
les FPGA en répondant de maniére élégante a la problématique posée par I'utilisation de la
procédure Union-Find.

Propos et organisation du manuscrit

La démarche qui a prévalu lors des travaux de thése peut se résumer en trois catégories mutuel-

lement bénéfiques.
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« Comprendre : la littérature est riche sur I’étiquetage en composantes connexes et chaque article

a apporté sa pierre a I’édifice. Nous avons implémenté un grand nombre d’algorithmes et mis
en place une plateforme unique permettant de les exécuter dans un contexte maitrisé pour en
comprendre les nuances en fonction de I’architecture des processeurs.



Introduction

« Evaluer : nous avons proposé une méthodologie de tests reproductible sur laquelle la commu-
nauté pourra se baser pour mettre en évidence les qualités et défauts des algorithmes. Cela nous
a permis de nous affranchir des différences de matériels, de systémes d’exploitation, d’images
étudiées.

« Améliorer : cette étude fine a permis de mettre en lumiére les spécificités des algorithmes et
a été la base des contributions suivantes : création d’une version paralléle du LSL, proposition
d’une infrastructure logicielle de parallélisation des algorithmes directs en général, création de
nouveaux algorithmes dérivés de la famille des algorithmes itératifs adaptés au contexte du
multi-coeur et proposition d’un algorithme d’étiquetage spécifiquement dédié aux GPU.

La suite du document présentera les travaux et résultats selon le cheminement suivant :

« Le premier chapitre présentera les principes qui sous-tendent I’étiquetage en composantes
connexes. Tout d’abord d’un point de vue général puis approfondi via la présentation du pre-
mier algorithme d’étiquetage moderne créée par Azriel Rosenfeld en 1966.

« Dans la deuxieme chapitre, nous décrirons plusieurs algorithmes séquentiels «deux passes»
ainsi que la méthodologie de test qui nous a permis de comparer les différents algorithmes.

« Le troisiéme chapitre présentera les résultats de la campagne de tests réalisée et mettra en
lumiere le comportement des différents algorithmes et de leurs variantes.

« Apreés cet état des lieux de I’étiquetage, nous proposerons dans le quatriéme chapitre une ver-
sion parallele de I’algorithme LSL ainsi qu'une méthode originale de parallélisation des algo-

rithmes directs d’étiquetage en composantes connexes pour les architectures multi-coeurs basée
sur OpenMP.

« Le cinquiéme chapitre présentera et analysera les performances des algorithmes ainsi paralléli-
sés et mettra en évidence les limites des différents algorithmes face 4 ’'augmentation du nombre
de cceurs.

« L’avenement d’architectures offrant un trés grand nombre de cceurs (Xeon phi / GPU) est 'oc-
casion de faire le point sur les algorithmes itératifs. C’est ce que nous proposerons dans le
sixieme chapitre. Aprés une étude des propriétés des algorithmes itératifs, nous proposerons
deux nouveaux algorithmes ainsi quune implémentation inédite et performante pour GPU.

« Enfin, le septiéme chapitre sera consacré a I’étude des performances des algorithmes présentés
sur des architectures a grand nombre de coeurs.
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Chapitre

Fattachais une grande importance aux présentations. C’était souvent la
seule image claire que nous laisserions aux gens.

—La Horde du contrevent, Alain Damasio

Fondamentaux de I’étiquetage en compo-
santes connexes d'images binaires

1.1
1.2
1.3
1.4
1.5
1.6
1.7

Notions de topologie pour I’étiquetage en composantes connexes — ............... 30
De la composante connexe a 'image étiquetée  .......... ... .. .. 32
Structures de données et manipulations des graphes ................ ... . ... 37
Algorithmes pionniers —........ ... i 42
Contraintes algorithmiques et architecturales ........... ... .. ... .. .. ..... 49
Analyse en composantes CONMEXES .« .vventttentte et et e ae e eaee s 51
ConClUSION .o 52

La compréhension et le développement d’algorithmes d’étiquetage en composantes connexes mo-
derne mettent en jeu :

« les notions de topologie numérique,

« les techniques de manipulations des graphes,

« la connaissance fine des architectures qui exécutent les algorithmes.

a

Dans ce chapitre, nous allons présenter les notions de topologie numérique, les structures for-
melles et pratiques ainsi que les techniques de manipulation de graphes utilisées par I’étiquetage en
composantes connexes des images binaires. Une fois ces bases posées, nous poursuivrons par la des-
cription des premiers algorithmes d’étiquetage en composantes connexes proposés entre 1966 et 1983
et par une premiére analyse des spécificités architecturales de ces algorithmes. Enfin, nous poserons
les bases de I'analyse en composantes connexes.
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CHAPITRE 1. FONDAMENTAUX DE L’ETIQUETAGE EN COMPOSANTES CONNEXES
D’IMAGES BINAIRES

1.1 Notions de topologie pour I’étiquetage en composantes connexes

1.1.1 Topologie numérique

La topologie numérique telle que définie par Azriel Rosenfeld [73] est I’étude des propriétés et
caractéristiques des images a 2 ou 3 dimensions telles que la connexité et les frontiéres. Elle est donc
un sous-ensemble de la topologie principalement utilisée dans le cadre d’algorithmes d’analyse des
images dits de «bas niveau» tels que les algorithmes de squelettisation, de détection de contours ou
de régions, d’étiquetage en composantes connexes et de tous les algorithmes de morphologie mathé-
matique. Les définitions suivantes prennent place dans le cadre de la topologie numérique des images
a 2 dimensions.

1.1.2 Pavage

Le pavage d’une image est la décomposition de celle-ci en cellules élémentaires (pavés ou pixels).
La figure 1.1 représente les pavages réguliers plans existants [74] : le pavage triangulaire (fig. 1.1a),
le pavage carré (fig. 1.1b) et le pavage hexagonal (fig. 1.1c) qui correspondent respectivement a des
pixels triangulaires, carrés et hexagonaux.

(a) Pavage triangulaire (b) Pavage carré (c) Pavage hexagonal

Fig. 1.1 — Pavages plans a base de polygones réguliers

1.1.3 Maillage

Le maillage est la construction duale du pavage. Il est composé de sommets (ici les centres des
pavés) et d’arétes qui relient les sommets des pixels qui partagent un c6té (voisins). Les pavages a
base triangulaire, carrée et hexagonale donnent respectivement des maillages a maille hexagonale
(fig. 1.2a), carrée a 4 voisins (fig. 1.2b) et triangulaire (fig. 1.2d). En étendant le terme de voisins aux
pixels qui partagent un c6té ou un sommet, on obtient le maillage carré a 8 voisins(fig. 1.2c).

I 1 | ga
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(a) Maillage hexagonal (b) Maillage carré a 4 voisins (c) Maillage carré a 8 voisins  (d) Maillage triangulaire

Fig. 1.2 — Maillages correspondants

1.1.4 Connexité

La notion de maillage permet de mettre en évidence la connexité. Celle-ci désigne le critére retenu
pour définir la notion de voisin. En pratique, seuls les pavages a base carrée et hexagonale et leurs
connexités associées sont utilisées. La figure 1.3 présente ces trois connexités :
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1.1. NOTIONS DE TOPOLOGIE POUR L’ETIQUETAGE EN COMPOSANTES CONNEXES

« la 4-Connexité (4C) : dans une trame carrée, seuls les pixels dans I’axe vertical et ’axe horizontal
sont considérés comme connexes (fig. 1.3a),

« la 8-Connexité (8C) : dans une trame carrée, tous les pixels sont considérés comme connexes
(fig. 1.3b),
+ la6-Connexité (6C) : dans une trame hexagonale, tous les pixels sont considérés comme connexes

(fig. 1.3¢).

Les connexités 4C et 8C sont adaptées aux images numériques a trame carrée (ou rectangulaire),
les images a trame hexagonale natives sont obtenues a partir de capteurs spécifiques et présentent des
propriétés isotropiques tres avantageuses en morphologie mathématique. Il est possible de construire
des images a trame hexagonale a partir d’une trame carrée par décalage et interpolation.

(a) 4-connexité (b) 8-connexité (c) 6-connexité

Fig. 1.3 — Représentation des connexités d’'une image en deux dimensions, le pixel bleu représente le
pixel courant et les pixels blancs représentent les voisins au sens de la connexité considérée

Les travaux détaillés dans ce manuscrit ont pour cadre des images a trame carrée et sont donc
volontairement limités aux connexités 4C et 8C. Les algorithmes de 4C ne nécessitent qu’'un sous-
ensemble de regles par rapport aux algorithmes 8C et ils ne présentent pas de spécificités algorith-
miques particulieres. La majorité des algorithmes décrits et proposés dans ce manuscrit le seront
sous leur forme 8C. I est intéressant de noter qu’une grande partie des algorithmes d’étiquetage en
composantes connexes 8C peuvent étre adaptés a la 6C par le retrait d’une seule regle.

1.1.5 Sens de parcours de 'image

Selon le sens de parcours de 'image ou balayage, tous les pixels présents autour du pixel courant
ne présentent pas les mémes propriétés. Certains auront déja été traités lors du traitement du pixel
courant et d’autres non. Le sens de parcours de 'image a donc une influence sur les algorithmes et la
terminologie.

1l existe plusieurs balayages possibles d’une image. Dans le cadre de ce manuscrit, trois balayages
différents ont été utilisés (fig. 1.4).

« le balayage direct (fig. 1.4a) : le parcours de 'image commence en haut a gauche de 'image et
les pixels sont parcourus de la gauche vers la droite ligne par ligne jusqu’au bas de I'image.

« le balayage inverse (fig. 1.4b) : le parcours de I'image commence en bas a droite de 'image et
les pixels sont parcourus de la droite vers la gauche ligne par ligne jusqu’au haut de I'image.

+ le balayage remontant (fig. 1.4c) : le parcours de 'image commence en bas a gauche de 'image
et les pixels sont parcourus de la gauche vers la droite ligne par ligne jusqu’au haut de I'image.

La majorité des algorithmes modernes sont des algorithmes directs, c’est-a-dire utilisant un ba-
layage direct.

1.1.6 Voisinage

Le voisinage de taille n d’un pixel est 'ensemble des pixels qui lui sont connexes avec une distance
d telle que d < n au sens de la connexité choisie. Ainsi la figure 1.5a représente un voisinage de taille 1
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(a) Balayage direct (b) Balayage inverse (c) Balayage remontant

Fig. 1.4 - Sens de balayage : le point rond représente I'origine du balayage, les fleches pleines le sens
de parcours des lignes et les fleches en pointillé représentent I’enchainement des lignes

(aussi appelé 3 X 3) pour une connexité 8C alors que la figure 1.6a représente le méme voisinage mais
pour une connexité 4C. Au sein de ce voisinage on peut distinguer trois ensembles : passé, présent et
futur représentés dans les figures 1.5 (8C) et 1.6 (4C). En effet, lors d’'un balayage direct de I'image
(cf. 1.1.5), le passé est ’ensemble des pixels traités avant le pixel courant et le futur ’ensemble de ceux
qui le seront par la suite. Le voisinage passé est donc I’ensemble des pixels appartenant au voisinage
sélectionné et qui ont déja été traités. Les figures 1.5¢ (8C) et 1.6¢ (4C) représentent le voisinage passé
(bleu) ainsi que le pixel courant (blanc). C’est cet ensemble qui sera utilisé sous le nom de masque
dans la majorité des algorithmes d’étiquetage en composantes connexes. Lors d’un balayage inverse,
les voisinages passé et futur sont échangés.

[]

(a) Voisinage 3x3 (b) Passé, présent et futur (c) Passé et présent

Fig. 1.5 - Décomposition du voisinage d’un pixel en passé - présent - futur (8-connexité)

DD-'

(a) Voisinage 3x3 b) Passé, présent et futur (c) Passé et présent

Fig. 1.6 — Décomposition du voisinage d’un pixel en passé - présent - futur (4-connexité)

1.2 De la composante connexe a I'image étiquetée

1.2.1 Composantes connexes

Chaque algorithme étudié dans ces travaux comporte des variations dans la méthode et les struc-
tures de données, mais tous permettent d’obtenir les composantes connexes de I'image. Cela est di
au fait qu’il respectent, explicitement ou non, un ensemble de propriétés. La représentation formelle
de ces propriétés permet de mettre en évidence les invariants des algorithmes d’étiquetage en com-
posantes connexes.
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Une composante connexe A est un ensemble des pixels pour lesquels il existe une relation de
connexité, ce qui équivaut a dire que pour tout couple de pixels (p,, pp) de la composante connexe, il
existe un chemin {, , interne a A permettant de relier les deux pixels [74].

« Soit une image binaire quelconque I de taille H X W.

« Soit p; j un pixel de I tel que :
V(i,j) € N*tel que i < W et j < H, p;; = I[i][j].

« Soit pEj une entité «pixel étiqueté» qui associe p; ; et e I’étiquette du pixel, a savoir un numéro
qui le rattache a une composante connexe.

On définit alors la composante connexe A telle que

Po = {p%ajo’ ””’pli—l,jnq}
A =1 E; ={ag, ..., ap} (1.1)
R, = min(ay)

avec :

+ P, laliste des n pixels étiquetés appartenant a la composante connexe.
« E, laliste des m étiquettes appartenant a la composante connexe,

« R, la plus petite étiquette (min) ! appartenant a la composante connexe aussi appelée racine.

I comporte un nombre fini K de composantes connexes
Afin de manipuler cette structure, définissons trois opérateurs :

« L'opérateur Nouvelle tel que si p; j est un pixel isolé de I'image et ay une étiquette non attribuée :

Py = {PZ})}
Nouvelle(p; j) = A avec A = | E, = {ap} (1.2)
Ra = dy

« L’opérateur Ajout tel que si p; ; est un pixel connexe uniquement a A au moment de son trai-
tement :

Py = {p%’Jo’ ""’pgz—l’jn—l’pgj}
R,

« Lopérateur Union tel que si A et B sont deux composantes connexes distinctes reliées par p; ; :
Union(A,B) = Union(a, b) avec Ya € E;, Vb € Ep

Union(ay, by) (1.4)
C

avec

b b
Pe =Py UPp = {pl%ajo’ ""’pici:—l’]n—fpio,jo’ ”"’pin—bjn—l’pij}
C = Ec = Ea U Eb = {(10, ceees Ay b(), ceeey bm} (15)
R, = min(R,, Rp)

1. En fait R, doit étre un représentant unique A et doit appartenir effectivement a E,. Il est donc possible de remplacer
Popérateur min par I'opérateur max. Cependant la trés grande majorité des algorithmes se base sur 'opérateur min.
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1.2.2 Structures de I’étiquetage en composantes connexes pour les images binaires

Le but de I’étiquetage en composantes connexes pour les images binaires n’est pas de construire
une liste des composantes connexes mais d’attribuer a chaque pixel d’'une image binaire sa compo-
sante connexe. Cela implique une série de mécanismes liés aux opérateurs Nouvelle, Ajout et Union
et adaptés aux structures propres de ’étiquetage en composantes connexes.

Sichaque algorithme d’étiquetage en composantes connexes est unique et possede donc ses propres
mécanismes qui seront mis en évidence au fur et & mesure dans les deux premiers chapitres, cer-
taines structures sont communes et leur connaissance est nécessaire a la bonne compréhension des
mécanismes généraux de 'ECC. Nous avons regroupé ici une description de ces structures et leurs
représentations associées.

« Image binaire - I[[H][W] (fig. 1.7a) : c’est la donnée d’entrée des algorithmes d’ECC. Elle prend
la forme d’une table d’octets de taille H x W.

« Etiquette - e : c’est un nombre affecté & un ou plusieurs pixels qui symbolise son appartenance
a une classe d’équivalence. L’étiquette d’un pixel peut évoluer au cours de 'exécution de l'al-
gorithme.

« Image d’étiquettes - E[H][W] (fig. 1.7b) : C’est le produit des algorithmes d’ECC. Dans le ma-
nuscrit, du fait des tailles d’images rencontrées %, elle prendra la forme d’une table de mots de
4 octets de taille H x W. Le nombre maximal d’étiquettes non nulles est donc ne,, . = 232 - 1.

« Table d’équivalence - T[N] : Lors de I'exécution de 'ECC, si le mécanisme d’Union est invoqué,
celui-ci connecte des étiquettes entre elles. La table d’équivalence est la structure utilisée par
la majorité des algorithmes pour recenser les connexions entre les étiquettes. Un compteur
(réguliérement noté ne dans la suite du manuscrit) permet de connaitre le numéro de la derniére
composante connexe créée.

« Ancétre - a: aest'ancétre de esi a = T[e].

 Racine - r : r est une racine si r = T[r].

] W

r(; 1 2 3 45 6 7 8 9 01 2 3 45 6 7 8 9
trol1f1] [1{1]1]1] [1 of[1]1] [1]1]1|1] |2

1 1|1 1 1 1 1|1 1 2

2 1|1 1 1 1 2 1|1 3 1 2
H3 1/1]1 1 1 3|1(1]1 1 2

4|1 1(1]1 1 4|1 1111 2

5 1111 1|1 5 1|11 2|2

6 1 6 4

7 1111 1 7 41414 4

(a) I : Image binaire (b) E : Image finale des étiquettes

Fig. 1.7 - Structures de données de I'étiquetage en composantes connexes
Avec ces définitions, il est possible de retranscrire les opérateurs Nouvelle, Ajout et Union :

« Nouvelle : action de créer une nouvelle composante connexe se réalise en incrémentant le

compteur ne.

2. de 1024 X 1024 a 8192 x 8192 pixels
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« Ajout : Paction d’ajouter un pixel a une composante connexe se traduit par 'affectation du
numéro de celle-ci au pixel. Il n’existe donc pas une liste de pixels correspondant a une étiquette.
Mais il est au contraire possible de connaitre la composante connexe correspondant a un pixel.

« Union : action d’unir deux composantes connexes consiste a manipuler T pour représenter
cette connexion. Par exemple, connecter la composante 1 4 la composante 2 correspond a I'opé-
ration T[2] « 1.

Une fois ces bases posées, il est possible de concevoir une version naive afin de présenter les
mécanismes de I’étiquetage en composantes connexes.

1.2.3 Premiére intuition

Dans une image binaire, nous considérerons par convention les pixels a «0» comme formant le
fond et les pixels a «1» comme formant le premier plan (le choix symétrique est possible). L’idée prin-
cipale de I’étiquetage en composantes connexes étant de grouper tous les pixels du premier plan qui
sont en contact (fig. 1.7a) sous une méme étiquette (fig. 1.7b), une premiére approche est de parcourir
I'image pixel a pixel et, si le pixel courant est un point du premier plan, d’étudier son voisinage passé
(car déja étiqueté). L’étiquetage en composantes connexes utilise un traitement local pour résoudre
un probléme global. Selon les étiquettes des pixels présents dans le voisinage, trois cas sont possibles :

« aucun voisin : utilisation de 'opérateur Nouvelle,

+ une seule racine dans le voisinage (qui peut étre commune a plusieurs pixels) : utilisation de
l'opérateur Ajout,

« plusieurs racines différentes dans le voisinage : utilisation de I’opérateur Union.

Au fur et a mesure du parcours de 'image, les composantes connexes évoluent en fonction des
cas rencontrés. Ce n’est que lorsque le dernier pixel de I'image a été traité que 'image est entiérement
étiquetée et que 'information de connexité est compléte. Cependant chaque pixel s’est vu attribuer
une étiquette temporaire qui refléte ’état de ’arbre au moment de son traitement. Sachant que cet
état évolue potentiellement a chaque nouveau pixel rencontré, il est donc nécessaire de réaliser un
nouveau parcours de 'image pour affecter a chaque pixel la racine de sa composante connexe (ré-
étiquetage) afin de permettre une lecture du résultat par un humain. Cette facon de faire n’est pas
unique et la littérature propose de nombreux algorithmes que nous allons classifier en catégories.

1.2.4 Les catégories d’étiquetage en composantes connexes

Les algorithmes d’étiquetage en composantes connexes peuvent étre classifiés différemment selon
le centre d’intérét. Nous allons ici en proposer trois qui sont complémentaires et permettent de passer
en revue 'essentiel des techniques :

« La forme du voisinage considéré.
oy 7 . b
+ Le nombre de passes (ou itérations) sur I'image.

+ La gestion des équivalences.

1.2.4.1 Catégorisation selon la forme du voisinage

Dans les chapitres 2 a 5, nous illustrerons les caractéristiques des algorithmes directs en nous ba-
sant sur une sélection d’algorithmes représentatifs : Rosenfeld[73], Suzuki[58], Grana[60], RCM[63],
HCS,[64], HCS[61], Light Speed Labeling (LSL)[53].

Ces algorithmes différent par le voisinage pris en compte pour étudier la connexité. La figure 1.8
présente les différents masques correspondant a ces algorithmes.
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Nous distinguerons les algorithmes «pixels» qui se basent sur un voisinage lié a chaque pixel dont
le représentant le plus courant est celui de Rosenfeld (utilisé par Rosenfeld et Suzuki), des algorithmes
«segments» qui se basent sur les segments horizontaux connexes de I'image au sein d'une méme ligne
(cC’estle cas de LSL) fig. 1.8f). Parmi les algorithmes pixels, il existe une variante dénommeée algorithmes
«blocs» qui étend (cas de Grana - fig. 1.8d et HCS, - fig. 1.8c) ou réduit (cas de RCM - fig. 1.8b) la taille
du voisinage avec toujours pour but de modifier le ratio pixel a traiter / pixel généré. Le cas de HCS
(fig. 1.8e), est remarquable en ce sens qu’il utilise un masque différent selon qu’il est dans ou en dehors
d’un segment de premier plan, ce qui fait de lui un algorithme hybride pixel/segment.

alblcld|elf
er|e|e| | 8| h|i|J]|k|!
m|n
aoNe 5 Gk
(2) Rosenfeld  (b) RCM (c) HCS, (d) Grana
(e) HCS (f) LSL

Fig. 1.8 — Masque des algorithmes directs

1.2.4.2 Catégorisation selon le nombre de passes sur 'image

Parcourir I'image en traitant chaque pixel dans l'ordre direct est une opération dont le temps
d’exécution est proportionnel au nombre de pixels de I'image. Il en découle que réduire le nombre de
passes est un enjeu trés important.

Selon T’article [63], les algorithmes d’étiquetage en composantes connexes peuvent étre classifiés
selon trois familles :

« Les algorithmes multi-passes ou itératifs : il est nécessaire d’appliquer I'algorithme jusqu’a at-
teindre la stabilisation du résultat [75].

+ Les algorithmes directs en deux passes qui représentent la trés grande majorité : aprés une
premiere passe de classification des pixels de I'image, il est nécessaire de consolider les classes
d’équivalence puis de reparcourir 'image pour réaffecter a chaque pixel la racine de sa classe
d’équivalence afin de rendre le résultat lisible par un humain. Dans cette catégorie, certains
auteurs font la proposition de supprimer I’étape de réétiquetage et de fournir comme sortie
Iimage étiquetée et la table d’équivalence. C’est alors aux algorithmes suivants dans la chaine
de traitement d’exploiter ces données. Cette variante est couramment nommée algorithme une
passe.

+ Les algorithmes de contour-tracing qui ne parcourent pas I'image de facon linéaire. Ils re-
cherchent un pixel de premier plan non étiqueté dans 'image. Dés qu’ils en rencontrent un,
ils suivent le contour (zone de transition premier plan/arriére plan) jusqu’a revenir au point de
départ. Tous les pixels contenus a 'intérieur de ce contour sont alors étiquetés avec la méme
étiquette et le parcours reprend dans le méme ordre jusqu’a un nouveau point non étiqueté.
Si a la fin de cette unique passe toute 'image est en effet étiquetée, le résultat peut-étre diffé-
rent des autres algorithmes car la plupart ne tiennent pas compte des éventuels trous dans une
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composante connexe et de I'imbrication possible de plusieurs composantes connexes (cas des
composantes 1 et 3 de la figure 1.7b).

11 faut noter que plusieurs méthodes d’étiquetage en composantes connexes ne peuvent pas étre
catégoriser sur ce critére. Par exemple, les algorithmes se basant sur les quadtree[76, 77] dont I'effica-
cité pour I’étiqueter une image est faible[78], mais qui sont trés adaptés aux séquences d’images ou
seule une portion de I'image est mise a jour[79].

1.2.4.3 Catégorisation selon la méthode de gestion des étiquettes

Chaque masque peut étre associé de maniere orthogonale a une méthode de gestion des étiquettes.
La section 1.3 présentera les principes d’une telle gestion ainsi qu'une des méthodes utilisées : ’algo-
rithme Union-Find classique. Il existe plusieurs variations algorithmiques autour de cet algorithme[80,
81] ainsi que plusieurs variations dans son implémentation utilisant une table unique ou des systémes
de listes[58]. Nous verrons que dans le cas des méthodes itératives[82, 83], il est possible de se passer
d’une structure de données spécifique a cette gestion.

1.3 Structures de données et manipulations des graphes

Dans une composante connexe A telle que définie en 1.2.1, E,; est une simple liste d’étiquettes. Pour
respecter la faisabilité de 'opération Union ainsi que la détermination de la racine R, une relation
d’ordre est nécessaire entre les m étiquettes qui la composent. E, posséde donc les attributs d’un
graphe et nous le nommerons donc graphe de connexité. C’est cette structure de graphe qui nous
permet de réaliser opération Ajout sans avoir a maintenir formellement la liste P.

Nous allons ici présenter de maniére progressive les outils et mécanismes qui ont conduit a la
représentation sous forme de table d’équivalences et a 'utilisation de 'algorithme Union-Find.

1.3.1 Dualité graphe de connexité / matrice d’adjacence

La maniére classique et compléte de représenter un graphe est I'utilisation d’une matrice d’adja-
cence. Dans cette matrice, les arétes du graphe sont symbolisées par une valeur «1» a laligne et a la
colonne correspondants aux sommets adjacents. La matrice Ad est alors équivalente a la représenta-
tion du graphe E (fig. 1.9a).

ORIGINE
—_—
00 0 11
o 10100
-
(1) 2l o101 1
\ “llooooo
0
@"‘ © 1) 000 01
,
(a) Graphe de connexité E (b) Matrice d’adjacence Ad

Fig. 1.9 — Dualité graphe de connexité / matrice d’adjacence

1.3.2 Fermeture transitive

Comme vu en 1.2.3, lorsque la construction du graphe de connexité est terminée, il est nécessaire
d’assigner a chaque pixel de P I’étiquette R de la racine de sa composante connexe au lieu des éti-
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quettes intermédiaires. Du fait de l'utilisation d’un matrice d’adjacence, il est nécessaire de réaliser
une fermeture transitive du graphe pour établir une connexion directe entre e et R.

La fermeture transitive d’'un graphe consiste a créer des arcs entre chacun des sommets qui sont
reliés par des chemins indirects. Cette opération permet donc d’avoir une structure permettant de
passer directement d’'un sommet a tout autre sommet qui lui est connexe dans le graphe. Le résultat
de la fermeture transitive est donc un nouveau graphe (fig. 1.10) qui contient tous les liens possibles
entre tous les nceuds du graphe. C’est cette propriété qui nous intéresse afin de passer de n’importe
quelle étiquette a la racine de sa composante connexe.

ORIGINE

CIBLE
(= R =)
[ R R = =)
= = =]

1
1
1
0
0

—_ O R =

(a) Graphe «fermé» Gf (b) Matrice d’adjacence «fermée» Adf
Fig. 1.10 — Un graphe et sa fermeture transitive
Dans le cas de I’étiquetage en composantes connexes, la fermeture transitive n’est pas entiérement
utilisée. Ce qui nous intéresse est uniquement de passer d’une étiquette a sa racine correspondante.

Dans la littérature de I’étiquetage en composantes connexes, le terme fermeture transitive recouvre
donc lopération de fermeture réduite aux liens vers les racines.

1.3.3 Algorithme de Floyd-Warshall

Afin de réaliser cette fermeture transitive, I’algorithme de Floyd-Warshall [84] est le plus répandu.
Il permet de construire la fermeture transitive d'un graphe orienté ou non orienté.

Algorithme 1 : Fermeture transitive - Algorithme de Floyd Warshall

Input : Ad une matrice d’adjacence de taille N X N

Result : Adf la matrice d’adjacence de la fermeture transitive
1 Adf = Ad
2 for k=1to N do
3 fori=1to N do

for j=1to N do

a A

L’application de cet algorithme nous permet de calculer la matrice de la figure 1.10b qui est le dual
du graphe de la figure 1.10a. La complexité de cet algorithme est en O(n>) et I'occupation mémoire de la
matrice est d’ordre n? avec n le nombre d’étiquettes nécessaire a la construction de I’étiquetage (n est
variable selon le contenu de 'image et peut étre bien plus grand que le nombre final de composantes
connexes (cf. 2.3)). Du fait de son empreinte mémoire et des besoins en capacités de calcul, ’algorithme
de Floyd-Warshall n’est donc en aucun cas une solution viable pour I’étiquetage en composantes
connexes.
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1.3.4 Foréts enracinées

Dans le cas particulier de 1'étiquetage en composantes connexes, les graphes sont en fait des
foréts enracinées. Une forét enracinée est un ensemble fini d’arbres enracinés et un graphe est un
arbre enraciné si et seulement si :

« il est connexe,

+ il a un unique sommet sans prédécesseur (la racine),

« et tous ses autres sommets ont exactement un prédécesseur.

Fig. 1.11 — Exemple d’arbre enraciné

Les graphes étant orientés dans le sens des étiquettes décroissantes, les matrices d’adjacence
ont des propriétés particulieres qui vont permettre de gagner en compacité. En choisissant comme
convention que le sommet d’origine est représenté par la ligne et que le sommet d’arrivée est re-
présenté par la colonne, la matrice devient triangulaire supérieure. Dans ce cas, il est intéressant de
remarquer que ce que nous recherchons réellement pour notre application est une forme réduite de
la fermeture transitive qui correspond en fait au sous-ensemble du graphe fermé composé des arétes
qui relient chaque étiquette a la racine de sa composante connexe.

CIBLE

(a) Graphe de connexité (b) Graphe de connexité fermé (c) Graphe de connexité fermé

réduit aux racines

ORIGINE ORIGINE ORIGINE
—_—— —_— —_——
01 0 01 011 11 011 11
001 00 “ 001 10 @ 00 0 0O
00010 2/ oo0oo010 2/l 00000

Q o
000 0O 00 0 0 O 00 0 0O
00 0 0O 00 0 0O 00 0 0O
(d) Matrice d’adjacence (e) Matrice d’adjacence fermée (f) Matrice d’adjacence fermée

réduite aux racines

Fig. 1.12 - Dualité graphe / matrice d’adjacence dans le cas des graphes orientés

1.3.5 Représentation par table d’équivalences

Une autre facon de représenter 'information contenue dans la matrice d’adjacence est d’utiliser
une table d’équivalences. La ol la matrice d’équivalence indiquait une équivalence par un « 1 » aux
coordonnées représentant I’aréte, la table d’équivalence associe a une étiquette I’étiquette de son
ancétre (figs. 1.13b et 1.13d). Cela n’est possible que dans le cas de foréts enracinées dans lesquelles
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chaque sommet ne peut pointer que vers une seule étiquette, ce qui est le cas des graphes obtenus a
la fin du processus d’étiquetage en composantes connexes. Cependant, la ou la matrice d’adjacence
représente sans difficultés les connexions d’une étiquette a plusieurs ancétres, la table d’équivalence
ne peut faire correspondre qu’un seul ancétre a une étiquette. Cela introduit une difficulté dans la
phase de construction du graphe. En effet, si dans un voisinage on constate que I'étiquette 3 qui
pointait jusque-la vers 2 est connexe a 1, le fait de faire pointer 3 — 1 fait perdre 'information 3 — 2
car il n’existe plus de mécanisme direct pour représenter cette information. La solution retenue est
d’associer I’ensemble des étiquettes vers la plus petite des étiquettes.

Cet exemple illustre le fait que 'utilisation d’une table d’équivalences en remplacement d’une
matrice d’équivalence implique de gérer finement I'union des différentes classes d’équivalence (opé-
rateur Union) tout au long de la premiére passe, pour éviter des situations de rupture de graphes.

(O e o123 45
(a) Graphe d’adjacence T[e] ‘ 611 2 3 1
(b) Table d’équivalence
(4]
O d O e o123 45
TleJ|0 1 1 1 1 1

(c) Graphe d’adjacence fermé
(d) Table d’équivalence fermée

Fig. 1.13 - Dualité graphe / table d’équivalence

1.3.6 Algorithme Union-Find

Nous venons de voir que la validité de I’étiquetage dépend de la validité de 'opérateur Union. Une
des procédures les plus couramment utilisées est la procédure Union-Find qui est composée de deux
étapes : Find et Union.

« Find : permet de trouver la racine de ’arbre a laquelle appartient une étiquette.

« Union : fusionne deux arbres.

Algorithme 2 : Algorithme Find

Input : e une étiquette, T une table d’équivalence
Result : r, la racine de e

17—e

2 while T[r] # r do

3 L r« T[r]

Unir deux arbres sans remonter a leurs racines est une opération qui peut introduire des coupures
dans 'arbre du fait de la représentation sous forme de table d’équivalences.

Considérons deux arbres A et B (fig. 1.14). Supposons que les noeuds 9 et 7 soit en contact dans
I'image, il est alors nécessaire de fusionner les deux graphes. La figure 1.14b représente le résultat
correct ou apres avoir recherché la racine de chaque arbre, on fait pointer la plus grande racine vers
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Algorithme 3 : Algorithme Union

Input : e;, e; deux étiquettes, T une table d’équivalence
Result : r, la plus petite des racines des étiquettes

1 r; « Find(e;, T) ry « Find(ey, T)

2 if r; < ry then

3 ‘ rery, T[] <r

4 else

s | ren Tn]er

(a) Fusion eronnée : 'association directe des deux étiquettes fait perdre la connexion entre les deux branches

° o Etiquettes du voisinage
9]
OgONCRONO ORON

@ o 6 e Racines duvoisinage

(b) Fusion correcte : I’association des racines conserve la connexion entre les deux branches

Fig. 1.14 - Fusion de deux arbres orientés : sans remontée a la racine (haut), avec remontée a la racine

(bas)
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la plus petite. La figure 1.14a représente un résultat erroné ou I'on fait pointer directement le nceud de
plus grande valeur vers le noeud de plus petite valeur et en perdant, ce faisant, toute connexité entre
les deux graphes. Le graphe a été «cassé».

1.4 Algorithmes pionniers

Afin de comprendre les algorithmes modernes, il est utile d’étudier les algorithmes des pionniers
de ’étiquetage en composantes connexes que sont Rosenfeld & Pfaltz (1966), Haralick & Shapiro
(1981), Lumia & Shapiro & Zuniga (1983) et Ronse & Devijver (1984). Chacun a leur maniére, ils ont
proposé une réponse adaptée aux capacités mémoire de leur époque.

1.4.1 Rosenfeld & Pfaltz

Dans le domaine de I’étiquetage en composantes connexes (comme dans bien des champs du
traitement d’image), il y a un avant et un apres Azriel Rosenfeld (19 Février 1931 - 22 Février 2004).
En 1966, il a publié avec John Pfaltz la premiére proposition qui tente de répondre efficacement a la
problématique de I’étiquetage en composantes connexes dans [73]. L’algorithme avait été implémenté
en Fortran sur un IBM7090/94 ® comportant une mémoire de 32768 mots de 36 bits. La mémoire était
donc une ressource tres précieuse.

Dans I'article original, la procédure de gestion des équivalences est complexe et incomplétement
décrite et se base sur ’état de ’art des algorithmes d’union de graphes de son époque [85] qui est I'an-
cétre direct de la procédure Union-Find telle que décrite par Tarjan. Dans la littérature, ’algorithme
de Rosenfeld est donc maintenant décrit avec la procédure Union-Find : c’est donc le choix fait aussi
dans ce manuscrit.

Fig. 1.15 - Masque de Rosenfeld

La proposition était de réaliser le traitement en deux passes avec une étape intermédiaire de fer-
meture transitive du graphe (selon le schéma décrit en 1.2.3) :

« Premiére passe : Scanner I'image pixel par pixel et en fonction de son voisinage passé déterminer
I’étiquette et enregistrer au fur et a mesure 'ensemble des équivalences rencontrées dans une
table qui représente le graphe (Algo. 4 en 8C , algo. 39 en 4C).

« Réaliser la fermeture transitive des racines du graphe de connexité afin de supprimer les com-
posantes temporaires (Algo. 5),

+ Seconde passe : Scanner 'image pour affecter a chaque pixel I’étiquette de la racine de I’arbre
auquel il appartient (Algo. 6).

L’algorithme est décomposé étape par étape dans la figure 1.16 : chaque sous-figure représente
I’état de I'image étiquetée ainsi que de la table d’équivalence lors d’une étape clef de I’algorithme.

Considérons I'image binaire de départ (fig. 1.16a), le nombre d’étiquettes créées est n, = 0, la table
d’équivalence est initialisée avec T[e] = e. L’image est parcourue pixel a pixel dans le sens direct. Si
le pixel courant est un pixel de fond on lui assigne 1’étiquette 0 (fig. 1.16b) sinon :

« Si le voisinage ne comporte pas d’étiquette non nulle (fig. 1.16¢, 1.16d, 1.16e), il y a création
d’une nouvelle étiquette (n, = n, + 1) et affectation de cette étiquette au pixel courant. On
remarquera que les bords sont considérés comme des étiquettes nulles.

3. http://wuw-03.ibm.com/ibm/history/exhibits/mainframe/mainframe_PP7090.html
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Algorithme 4 : Rosenfeld 8C avec Union-Find

Input : I[[H][W]
Result: E[H]|[W], T
fori=0toH-1do

else

forj=0to W-1do

if I[i][j] # 0 then

e; «— E[i-1][j-1] ey « E[i-1][j] e3 « E[i-1][j+1] e4 < E[i][j-1]
if e, = ey = e3 = ¢4 = 0 then

e, < ne++

else

r; = Find(T,e;) r, = Find(T,e;) r3 = Find(T,e3) ry = Find(T,ey)
£ — min*(ry, ry, 13, 14)

if (r; # 0 and r; # ¢) then Union(T, ey, ¢)

if (r; # 0 and ry, # ¢) then Union(T, ey, ¢)

if (r; # 0 and r3 # ¢) then Union(T, e, €)

if (ry # 0 and ry # ¢) then Union(T, ey, ¢)

ey «— €

L ex <0
| E[D] < e

Algorithme 5 : Fermeture transitive (des racines de la forét)

Input : T avec e associée a son ancétre, nep,,, la plus grande étiquette de I'image
Result : T avec e associée a sa racine
1 for i = 0 to ney,,, do

2 | Tle] — T[T[e]]

Algorithme 6 : Réétiquetage selon la table d’équivalence

2

3

Input: E[H][W], T

Result: E[H][W]

1 fori=0toN-1do
forj=0toM-1do

L | E[0] « TIELIDT
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« Si le voisinage comporte une unique étiquette non nulle (fig. 1.16f, 1.16g, 1.16j), cette étiquette
est propagée au pixel courant.

« Si le voisinage comporte plusieurs étiquettes non nulles différentes (fig. 1.16h, 1.16i), la table
d’équivalence est modifiée selon I’algorithme Union-Find et la plus petite des racines (obtenue
en utilisant I'opérateur min*) est affectée au pixel courant.

0 0]0]0]0 0jJo0joj]o .
2
e |01 23 e |01 23 e (01 23 e (01 2 3
— - - “ “n,=0 1Y -2 2n,=0 1 -2 “pn,=1 17 -2 2 n,=2
Tle]o 1 23 ¢ Tle]lo 1 2 3 ¢ Tle]lo 1 2 3 ¢ Tle]lo 1 2 3 ¢
(a) Image binaire a étiqueter (b) Pixel de fond (c) Création de I'étiquette 1 (d) Création de I’étiquette 2
01J0jJo0]o0 0[{0]0]0 0[{0]0]0O0 0j]0]10]O
2101]3 2(0]13]0 2101310 210]13]0
2 212

e |01 23 e |01 23 e |01 23 e |01 2 3

— - - ° “n,=3 — - - ° “n,=3 — - - ° “n,=3 — - - ° “n,=3
Tle]lo 1 2 3 ¢ Tlello 1 2 3 ¢ Tle]lo 1 2 3 ¢ Tlello 1 2 2 ¢

(e) Création de I'étiquette 3 (f) Propagation de I’étiquette 1 (g) Propagation de I'étiquette 2 (h) Union des étiquettes 3 et 2 et

propagation de I’étiquette 2

0]o]o]o 0[o]o]o pfores, oy ofofofo]
2lo]3]o 2lo[3]o ¢ [ o 1] o |
21210 2|2 @

e (0123 e (0123 e (0123 e (0123

— 1 - 2 “n,=3 — n,=3 n,=3 n,=3
Tle]o 112 ¢ Tle]o 112 ¢ Tleo 111 ¢ Tleo 111 ¢

(i) Union des étiquettes 2 et 1 et  (j) Propagation de I’étiquette 1 (k) Fermeture transitive de T (1) Réétiquetage de I'image
propagation de I’étiquette 1

Fig. 1.16 — Rosenfeld : Etapes clefs du déroulement de I’étiquetage

Une fois la premiere passe terminée, ’algorithme 5 permet d’obtenir la table d’équivalence fermée
(fig. 1.16k). La seconde passe permet alors, par application de la table d’équivalence (Algo. 6 - T est
utilisée comme une LUT), d’obtenir I'image finale (fig. 1.161).

1.4.2 Haralick & Shapiro

La limitation de la quantité de mémoire sur les ordinateurs a poussé R. M. Haralick, a proposer en
1981 un algorithme d’étiquetage en composantes connexes itératif récursif [82]. L’idée est de n’utiliser
aucune structure supplémentaire a I'image des étiquettes et de réaliser I’étiquetage par une succession
de propagations utilisant un balayage direct et inverse.

Haralick utilise le terme récursif pour les algorithmes tenant compte des modifications précé-
dentes de I'image des étiquettes au sein d'une méme passe. Cette classe d’algorithmes est aussi connu
sous le terme «en place». Comme indiqué dans la section 1.2.2, I'image binaire I et I'image des éti-
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(a) Masque direct (b) Masque inverse

Fig. 1.17 — Masques d’Haralick 8C

quettes E sont deux structures différentes : c’est ce qui explique que 'algorithme n’est pas directement
exécuté dans I.

0[0]0]O 0jJ0joj]o . 01J0jJo0j]oO 0[0]0]0
2 21013 210[3]0
ne =1 Ne = 2 ne =3 ne =3
(a) Création de I'étiquette 1 (b) Création de I’étiquette 2 (c) Création de I’étiquette 3 (d) Propagation de I’étiquette 1
0[{0]0]0O0 0[{0]0]0O0 0[{0]0]0 0[0]0]0
2101310 2101310 2(0]13]0 2(0]13]0
2 212 21210 21210
ne =3 ne =3 ne =3 ne =3

(e) Propagation de I'étiquette 2 (f) Propagation de I’étiquette 2 (g) Propagation de I’étiquette 1~ (h) Propagation de I’étiquette 1

Fig. 1.18 — Haralick : Premiére passe - balayage direct

La figure 1.18 décrit le balayage direct de la premiére passe. Celui-ci est différent des autres passes
car il contient I'initialisation a la volée de I'image des étiquettes E. Pour chaque pixel de premier plan
de I'image, le minimum positif du voisinage passé (masque direct fig. 1.17a) est calculé et affecté au
pixel courant. La procédure est identique a celle proposée par Rosenfeld a 'exception de ’absence de
table d’équivalences. La relation d’équivalence «est connexe a» est donc perdue et seul les itérations
jusqu’a stabilisation garantissent la validité du résultat final. La premiere divergence apparait dans la
figure 1.18f. Lorsque les étiquettes 3 et 2 sont présentes dans le voisinage, 1’étiquette 2 est propagée
mais 'information de connexité entre 3 et 2 est négligée. Cette situation se répete dans la figure 1.18g.

La phase directe est suivie par une phase inverse (fig. 1.19) qui utilise le masque inverse (fig. 1.17b)
pour propager le minimum positif de la méme maniere. L’étiquette 3 est bien remplacée par I’étiquette
1 (fig. 1.19a) mais celle-ci ne peut étre propagée a I’étiquette 2 (fig. 1.19b) et la premiére passe se
termine sur le résultat incomplet de la figure 1.19c. L’'image des étiquettes ayant été modifiée dans
cette passe, le critére de stabilité n’est pas respecté et une passe supplémentaire doit étre exécutée.

Dans la seconde passe (fig. 1.20), la phase directe n’apporte qu’une propagation (fig. 1.20a) mais
celle-ci permet a la phase inverse de terminer I’étiquetage. Une troisiéme passe sera nécessaire pour
atteindre la stabilité et ’étiquetage sera alors terminé.

Pour cette image tres simple, seulement trois passes sont nécessaires. Pour des images plus com-
plexes, le nombre d’itérations peut croitre tres rapidement avec la taille de 'image jusqu’a rendre cette
classe d’algorithme inutilisable pour des images de grande taille. C’est le cas des spirales présentées
dans la section 6.2.2.

45



CHAPITRE 1. FONDAMENTAUX DE L’ETIQUETAGE EN COMPOSANTES CONNEXES
D’IMAGES BINAIRES

ololo]o ofofofo ololo]o
2| o 0 2| o 0 2| o 0
2l2]o0 2]2]o0 20210

(a) Propagation de I’étiquette 1~ (b) Propagation de I’étiquette 2 (c) Fin de la premiére passe

Fig. 1.19 — Haralick : Premiére passe - balayage inverse

0j]0]0]0 0jo0fofo
210 0 210 0
2 0 0

(a) Phase descendante : Pro- (b)Phase ascendante : Propagation (c) Phase ascendante : Propagation (d) Résultat de la phase as-
pagation de I’étiquette 1 de I’étiquette 1 de I’étiquette 1 cendante et de la troisiéme
passe : 'image est stabilisée

Fig. 1.20 — Haralick - deuxieme passe et stabilisation

Algorithme 7 : Haralick - premiére passe balayage direct 8C

Input : I une image binaire de taille H X W (0 pour le fond, 1 pour le premier plan)
Result : E I'image partiellement étiquetée de taille H x W

1 fori=0toH-1do

2 forj=0to W-1do

3 if I[i][j] # 0 then

4 e, <« E[i-1][j-1] ey « E[i-1][j] 3 « E[i-1][j+1] e4 < E[i][j-1]
5 if e; = ey = €3 = ¢4 = 0 then

6 ‘ ey < ne++

7

8

9

else
& — min* (e, ey, €3, €4)
ey — ¢
10 else
11 L e, —0
12 E[i][j] « ey

Algorithme 8 : Haralick - balayage inverse 8C

Input : E une image partiellement étiquetée de taille H X W résultant d’une phase directe
Result : E I'image partiellement étiquetée de taille H x W
1 fori=H-1to0do
forj=W-1to0do
e, — E[il[j]
if e, # 0 then
ey «— E[i][j+1] e3 « E[i+1][j-1] ey « E[i+1][j] € « E[i+1][j+1]
& — min*(ey, ey, e, €3, €4)

E[{][j] « ¢

NN G W N
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Algorithme 9 : Haralick : passes directes suivantes 8C

Input : E une image partiellement étiquetée de taille H X W résultant d’une phase inverse
Result : E 'image partiellement étiquetée de taille H X W
fori=0toH-1do
forj=0to W-1do
ex < E[i][/]
if e, # 0 then
e; <« E[i-1][j-1] ey « E[i-1][j] es3 <« E[i-1][j+1] ey « E[i][j-1]
£ — min*(ey, €1, €, €3, €4)

E[i][j] « ¢

N G W N

1.4.3 Lumia & Shapiro & Zuniga

En 1983, faisant le constat que les deux algorithmes précédents étaient inadaptés aux images de
grande taille car ils provoquaient des défauts de pages, Lumia & Shapiro & Zuniga [86] ont proposé
un algorithme deux passes hybride qui utilise T; une table d’équivalences locale a I’échelle de la ligne
courante.

(a) Masque direct (b) Masque remontant

Fig. 1.21 — Masques de Lumia

La premiere passe (fig. 1.22) est tres similaire a celles proposées par Haralick et Rosenfeld. Sa
spécificité est que, au cours du traitement d’une ligne, lorsqu’une opération d’union est nécessaire,
les deux étiquettes correspondantes sont stockées dans une petite table (figs. 1.22g et 1.22h). A la fin
de la ligne, on réalise la fermeture transitive de la table (fig. 1.22j) avant de réétiqueter la ligne avec les
racines des composantes connexes (fig. 1.22k). Tout comme pour la version originale de Rosenfeld, la
méthode de fermeture de la table n’est pas décrite dans I’article et sa réalisation demande de parcourir
plusieurs fois la table locale. Mais contrairement a ’algorithme de Rosenfeld, le caractére local de la
table ne permet pas de remplacer la méthode de gestion des étiquettes par une procédure Union-Find
globale.

Une seconde passe (fig. 1.23) remontante, utilisant le masque remontant spécifique de Lumia
(fig. 1.21Db), est alors réalisée.

Les auteurs indiquent que la ou leur algorithme étiquette une image 4096x2500 en une heure sur
un VAX 11/780*, celui proposé par Haralick en mettrait 17 heures et celui de Rosenfeld 167 heures. Cet
algorithme n’a pas connu de descendance directe du fait de cette table locale inadaptée a la procédure
Union-Find. L’algorithme original est donc fourni en annexe pour mémoire mais sa compréhension
fine n’est pas indispensable a la compréhension des algorithmes modernes. Dans le cadre de nos
travaux, I'apport principal de I'algorithme est justement ce principe de table locale permettant une
meilleure gestion de la mémoire. Cette table sera reprise et adaptée dans ’algorithme LSL (sec. 2.4.9)
et est une des clefs de son efficacité.

4. https://fr.wikipedia.org/wiki/VAX
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0o(0)0¢}]oO 0jJ]0jo07]o0 . 0jojofjo
2 21013
a a a a
TL7‘7 ne=0 TL7‘7 ne=1 TL7‘7 Ne = 2 TL7‘7 ne =3
(a) Etat initial (b) Création de I’étiquette 1 (c) Création de I’étiquette 2 (d) Création de I'étiquette 3
0(0)0¢}]oO 0j]0]l0]O 0(o0fo0]oO0 0j]0]l0]O
21013160 2101310 2101310 2(0]3]0
2 212 2|2
a a a|2 a2l
n,=3 n,=3 T; ne=3 T n,=3
L 7% ‘ L 7% ‘ L JT ‘ L JW ‘
(e) Propagation de I’étiquette 1 (f) Propagation de 1’étiquette 2 (g) Propagation de 'étiquette  (h) Propagation de I’étiquette
2 et ajout de 3 — 2 dans T} 1 et ajout de 3 — 1 dans Ty,
0(0)0]O0 T a2l 0(0)0]O0
L33
21013160 2101310

2| 2 ll ne =3

al|l21 aljli ajli

T, ne.=3 T, T n,=3
L7333 °° L eT32 L7322 °

(i) Propagation de I’étiquette 1 (j) Résolution de Ty, (k) Réétiquetage de la ligne

Fig. 1.22 - Etapes de I'algorithme de Lumia - passe sens direct

oJololo olofo]fo @l ofofo]o]
el23 n n
l
T — T T T

(a) Ajout de 2 — 1 dans Tj, (b) Ajout de 3 — 1dans T;  (c) Résolution de T;  (d) Réétiquetage de la ligne

Fig. 1.23 - Etapes de 'algorithme de Lumia - passe remontante
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1.4.4 Ronse & Devijver

Dans [87], C. Ronse & P.A. Devijver ont décrit le premier algorithme «segment» pour I’étiquetage
en composantes connexes. Plutot que de traiter I'image pixel a pixel, les auteurs considérent qu’ils
sont en possession d’une liste des segments horizontaux de I'image (tab. 1.24e et fig. 1.24b). Cette
liste est obtenue a partir d’'un matériel spécifique spécialisé dans I'extraction de segments. Pour les
images binaires, la représentation d’un segment par le couple formé par ses coordonnées ou par une
de ses coordonnées et la longueur du segment est I’équivalent du codage RLC (Run Length Coding). Le
fond étant le complément du premier plan toute 'information est contenu dans cette représentation.
A partir de cette liste, I'algorithme affecte une étiquette a chaque segment et produit la liste des
équivalences (tab. 1.24f) qu’il maintient a ’aide d’un systéme de listes chainées (non décrites ici car
n’ayant pas été réutilisée). Une passe de relecture des étiquettes des segments au travers de la table
contenant les équivalences permet de produire I'image finale des étiquettes. Cette seconde passe est
I’équivalent du réétiquetage de I’algorithme de Rosenfeld.

0 1 2 3 4

0 1
1 2 3 4 2 3
2 5 6 2
(a) Image d’origine (b) Image décomposée en (c)Segments étiquetés avant (d) Image étiquetée
segments résolution

l Ne ‘ Ligne ‘ Début ‘ Fin H Etiquette ‘

1 0 4 4 1
2 1 0 0 2
3 1 2 2 3
4 1 4 4 1
5 2 0 1 2 3—2
6 2 3 4 1 2—1

(e) Représentation segment + étiquettes avant réso-(f) Equivalences réso-
lution des équivalences lues

Fig. 1.24 — Représentation segment

La représentation en segments est I’apport principal de cet algorithme car elle permet dés que les
segments sont de taille supérieure a 2 de gagner en compacité et de gérer le voisinage et les connexités
a I’échelle du segment limitant ainsi la création d’étiquettes supplémentaires. Elle sera reprise dans
I’algorithme LSL (sec. 2.4.9).

1.5 Contraintes algorithmiques et architecturales

Le propos de nos travaux étant d’étudier ’adéquation entre les algorithmes d’étiquetage en com-
posantes connexes et les architectures modernes pour proposer les algorithmes et leurs implémenta-
tions les plus efficaces selon les architectures, nous nous intéressons dans cette section aux caractéris-
tiques en lien avec les performances. En posant les bases de I’étiquetage moderne, les précurseurs ont
défini les principales caractéristiques de I’étiquetage en composantes connexes qui restent valables
aujourd’hui.

+ Ces algorithmes sont basés sur une topologie hybride.
« Le ratio nombre de calculs / nombre d’accés mémoire (intensité arithmétique) est faible.

« Ils sont tous créateurs d’étiquettes supplémentaires.
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D’IMAGES BINAIRES

Ces caractéristiques sont la clef de compréhension des algorithmes modernes qui, chacun a leur
facon, contribuent a améliorer un point ou un autre.

1.5.1 Topologie des algorithmes d’étiquetage en composantes connexes : un mé-
lange de données éparses et denses

L’étiquetage en composantes connexes fait intervenir deux types de structures des données

« Une structure dense : les pixels de I'image sont par nature contigus et sont parcourus dans le
sens direct qui est le sens naturel pour le processeur et ses caches (fig. 1.25a).

« Une structure éparse : bien que la table d’équivalence soit ordonnée, les étiquettes rencontrées
peuvent étre trés distantes dans la table et a fortiori la nécessaire remontée dans I’arbre a la
recherche de la racine de la composante connexe n’est absolument pas linéaire et ne tire que
trés peu profit des caches de bas niveau car elle nécessite une remontée des étiquettes les plus
grandes vers les plus petites (fig. 1.25b).

| | | | | | Etiquettes | €0 | €1 [ x| €3 | es

Ancétres

(a) Topologie mémoire fortement connexe (b) Topologie mémoire dispersée

Fig. 1.25 - Topologies mémoires de I’étiquetage en composantes connexes

Il apparait clairement que ’étiquetage en composantes connexes est fortement dépendant des
données et qu’un enjeu des améliorations successives est de limiter entre autres I'impact de cette
dépendance.

1.5.2 Problématique de I'intensité arithmétique

En nous basant sur I’algorithme de Rosenfeld, il est possible de caractériser le nombre de cal-
culs, d’accés mémoire et de tests par pixel. Le but ici n’est pas de donner des valeurs exactes (qui
sont dépendantes des données) mais d’illustrer que les opérations de chargement et de contrdle sont
prépondérantes.

+ Si le pixel est un pixel de fond : un chargement, un test, un rangement dans un registre et un
rangement en mémoire sont nécessaires.

« Sile pixel n’a aucune étiquette dans son voisinage : il faut ajouter quatre chargements (le char-
gement du voisinage), quatre tests (les voisins sont-ils tous nuls?), un chargement (ne), une
incrémentation d’un registre.

« Sile pixel a un ou plusieurs pixels dans le voisinage :

— S’ils appartiennent tous a la méme composante connexe : il faut ajouter un nombre in-
déterminé de chargements et de tests pour atteindre la racine de la composante connexe
pour chaque pixel du voisinage, trois tests pour déterminer le minimum et huit tests pour
s’assurer qu’il n’y a pas de mise a jour a réaliser.

— Sinon il faut ajouter, pour chaque pixel dont la racine est supérieure au minimum des
racines, un nombre indéterminé de chargements et de tests ainsi qu'un rangement dans
un registre.
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I apparait que la majorité des actions sont des opérations de chargements/rangements et des
opérations de contréle pour tres peu de calculs. Les performances globales de I’algorithme de Ro-
senfeld sont donc liées a celles de la mémoire. L’enjeu des améliorations présentées dans le chapitre
suivant sera entre autres d’améliorer ce rapport pour diminuer 'impact des opérations de contrdle,
de chargements et de rangements.

1.5.3 Etiquettes supplémentaires

Dans le vocabulaire de I’étiquetage en composantes connexes, il existe trois types d’étiquettes :

« Les étiquettes finales qui sont les racines des arbres et qui représentent donc le nombre réel de
composantes connexes de I'image.

« Les étiquettes temporaires qui sont I’ensemble des étiquettes nécessaires a I’étiquetage complet
de I'image.

+ Les étiquettes supplémentaires qui sont toutes les étiquettes temporaires qui ne sont pas des
racines a la fin de I’étiquetage.

Selon I'image et I’algorithme, le nombre d’étiquettes supplémentaires peut étre tres élevé. Dans la
section 2.3, nous étudierons leur évolution en fonction de ’algorithme utilisé et de 'image considérée.
C’est Pexistence des étiquettes supplémentaires qui conduit a la nécessité de réaliser des opérations
d’Union et qui fait que les arbres ont une profondeur supérieure a 1. Réduire ce nombre et la hauteur
de l’arbre de chaque composante connexe aura un impact sur les performances des algorithmes.

A titre d’exemple, pour I’algorithme de Rosenfeld (et tous ceux qui utiliseront le masque corres-
pondant), deux formes minimales sont génératrices d’étiquettes supplémentaires : les marches d’es-
calier (fig. 1.26a) et le V (fig. 1.26b). Toute forme dérivant de ces formes minimales sera génératrice
d’étiquettes supplémentaires. Il est intéressant de remarquer que les algorithmes segment seront in-
sensibles aux marches d’escaliers car les équivalences sont évaluées pour I’ensemble du segment.

- -8

(a) Forme en marche d’escalier (b) Forme en V

Fig. 1.26 — Formes génératrices d’étiquettes supplémentaires pour le masque de Rosenfeld

1.6 Analyse en composantes connexes

Dans la mouvance de I’étiquetage en composantes connexes, I’analyse en composantes connexes
(ACC) est 'opération qui extrait des informations sur les différentes composantes connexes d’une
image binaire (fig. 1.27a et tab. 1.27b).

1.6.1 Descripteurs d’'une composante connexe

Dans un chaine de traitement d’images, I'image des étiquettes est la donnée d’entrée d’algorithmes
spécialisés capables d’analyser les composantes connexes pour en extraire des caractéristiques utiles
au traitement global. Par exemple dans une chaine d’O.C.R. ou de suivi d’objets, I’algorithme cherchera
a isoler les différentes composantes connexes et a en extraire une signature pour les identifier. Dans la
suite du manuscrit, nous nommerons ces caractéristiques des descripteurs d’'une composante connexe.

Les descripteurs usuellement recherchés (fig. 1.27a) sont :
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0 1 2 3 4 5 6 7 8 9
of1]1 11|11 2
1 101 | | |1 2
2 [aja] [3] |1 |2
j- i 1 1 1 1 1 1 2 2 cC BBmin BBmax S Si S]
1 (0,0) (5,6) 23 | 64 | 52
s | 11111 2|2 21 ©7) | G9 | 7 |20/ 56
6 4 3 (24 | @4 | 1] 2|4
7 41414 4 4 (6,2) (7,6) 5 |34 20
(a) Représentation des descripteurs (b) Descripteurs

Fig. 1.27 — Extractions des descripteurs des composantes connexes

« la boite englobante [i,,in, imax] X Umin>Jmaxls
« le moment d’ordre 0 : S,

+ les moments d’ordre 1: 5y et S,

1.6.2 Calcul des descripteurs

Calculer ces descripteurs, en méme temps que 'image des étiquettes se construit (a la volée), est
une solution a la problématique de la prédominance des opérations de controle et peut permettre de
s’affranchir de la phase de réétiquetage.

« laboite englobante : le calcul des coordonnées de la boite englobante repose sur la comparaison
entre les coordonnées de la boite englobante en cours de construction et entre les coordonnées
minimales (I, hpin) et maximales (145, Bimayx) de Uentité ajoutée (pour les pixels Iy = Ly
et hyin = hmax pour les segments by, = hyay €t Ly, = début du segment et [, = fin du
segment).

+ Le moment d’ordre 0 : le nombre de pixels de la composante connexe est obtenu en cumulant
le nombre de pixels de 'entité (pour les pixels 1, pour les segments la longueur du segment).

« Les moments d’ordre 1: §; et S; qui permettent d’obtenir les coordonnées du centre de masse
des composantes connexes.

1.7 Conclusion

Ce chapitre a mis en évidence la diversité des approches et la dépendance des différents algo-
rithmes aux données a traiter. Afin de réaliser une comparaison équitable et signifiante de ces al-
gorithmes et afin d’analyser lefficacité des différentes approches, il est nécessaire de disposer d’une
méthodologie d’évaluation permettant d’étudier les algorithmes dans le détail et de Iappliquer aux al-
gorithmes modernes les plus représentatifs. Les algorithmes directs seront abordés dans les chapitres
2 a5 et les algorithmes itératifs dans les chapitres 6 et 7.
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Mais le hasard est un allié aussi fugitif que mortel. Il te tue avec la méme
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2.1 Introduction

Le chapitre précédent a mis en évidence les fondements de I’étiquetage en composantes connexes
ainsi que les contraintes des premiers algorithmes. La nature de I’étiquetage en composantes connexes
impose que tous les algorithmes produisent les mémes données. Cela signifie que les pixels connexes
doivent étre groupés dans une méme classe d’équivalence et ce n’est pas sur ce point que les amé-
liorations peuvent survenir. Faire évoluer un algorithme ou en créer un nouveau doit donc conduire
a une progression des performances selon un critére précis dépendant de son contexte d’utilisation :
rapidité d’exécution, empreinte mémoire limitée, stabilité et prédictibilité du temps d’exécution.

La littérature est tres prolixe depuis le début des années 2000 en nouveaux algorithmes qui se
revendiquent tous comme étant les plus rapides mais qui se comparent rarement entre eux. Lorsque
des mesures de performance sont proposées dans les articles, elles le sont dans des cadres fortement
différents ce qui empéche toute comparaison directe.

Afin de comprendre I'influence des différentes optimisations présentées, il a donc été nécessaire
de proposer un jeu de données unifié et d’y soumettre chaque algorithme afin de fournir des résultats
directement comparables. Ce jeu de données et ses spécificités seront présentés dans la section 2.2.
Une fois cette procédure établie, nous présenterons une sélection des différentes améliorations algo-
rithmiques modernes dans la section 2.4 .
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2.2 Construction d’un jeu de données unifié

2.2.1 Images épreuves

Afin de proposer des comparatifs cohérents et pertinents des différents algorithmes et de mettre
en évidence les spécificités de chaque variante tout en permettant a ’ensemble de la communauté de
I’étiquetage en composantes connexes de comparer nos résultats aux leurs et afin aussi de mettre en
évidence ’adéquation des algorithmes aux architectures mises en ceuvre, nous avons fait le choix de
créer une procédure de tests de performance ayant quatre caractéristiques :

+ la procédure doit étre reproductible,

+ les parametres de la procédure doivent avoir une influence directe et lisible sur les performances
des algorithmes,

+ laprocédure doit mettre en évidence le comportement des algorithmes dans le cas d’applications
courantes comme dans des cas complexes.

+ laprocédure doit exprimer les résultats dans des unités permettant de rendre compte des perfor-
mances de I’algorithme plutét que de celles de la machine sur laquelle les tests ont été réalisés.

L’état de I’art concernant les jeux de données repose principalement sur la notion de bases de
données d’images. On retrouve SIDBA [88] dans de nombreuses contributions, ainsi qu'une quantité
non négligeable d’images réputées complexes qui n’apparaissent que dans une publication. Quelques
travaux se basent sur des images aléatoires aux propriétés (densité, modeéle de générateur, graine)
inconnues.

Afin de concilier a la fois la pertinence du test tout en offrant la possibilité aux équipes ayant déja
réalisé des travaux de comparer leurs résultats aux nodtres, nous avons choisi une approche double.
D’une part, les tests seront effectués sur la base de données la plus utilisée (SIDBA) pour une compa-
raison directe avec la littérature. D’autre part, des tests seront réalisés sur un systéme reproductible
et discriminant d’images aléatoires basé sur trois parameétres : la taille, la densité et la granularité.

2.2.2 Taille des images

La taille de I'image de test est un facteur qui permet de mettre en évidence le comportement de
chaque algorithme face a la gestion de la mémoire (gestion des différents niveaux de caches, empreinte
mémoire totale) et a limpact de celle-ci sur les performances. Dans 'ensemble du document, nous
avons fait varier la taille des images pour rester dans un cadre cohérent en fonction des architectures
utilisées. En effet une architecture 4 X 15 cceurs n’est pas employée dans le méme contexte qu’une
architecture 4 coeurs ou qu'un processeur embarqué. Selon les cas (séquentiel/parallele/embarqué/-
serveur), les images aléatoires varient donc de 1024 X 1024 a 8192 X 8192 pixels.

Le méme probléme se pose pour la base de données SIDBA. La taille des images utilisées dans
cette base est de 800 X 600. Cette taille ne permet pas d’évaluer avec pertinence les performances des
différentes parallélisations et ne sont pas ou plus représentatives d’une application moderne. Nous
avons fait le choix d’étendre la base SIDBA par homothétie. SIDBA4 sera donc la base d’images de
taille 3200 X 2400 issue d’une mise a I’échelle exacte de la base SIDBA (chaque pixel est remplacé par
un bloc 4x4).

Dans un environnement de production, la taille moyenne des images a traiter est variable selon
I’application considérée mais la tendance générale est a 'augmentation de celle-ci avec la diffusion a
grande échelle de capteurs de résolution supérieure a 16Mp via les smartphones, tablettes, appareils
photo. La table 2.1 recense quelques résolutions remarquables et donne un apercu de la variété des
résolutions auxquelles I’étiquetage en composantes connexes doit pouvoir étre appliqué.
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l Nom [ Hauteur(px) [ Largeur(px) [ Total(px) ‘
QVGA 320 240 307K
VGA 640 480 307K
SVGA 800 600 480K
XGA 1024 768 786K
HD 1280 720 921K
ARGUS-IS [89] 368 capteurs de 5Mpx 1,9M
FHD 1920 1080 2,1IM
WQHD 2560 1440 3,7M
UHD (4K) 3840 2160 8,3M
FUHD (3K) 7630 4320 33,2M
Nasa Gigapan Tile 7621 7391 56,3 M
Nasa Gigapan 7680 2,5M 19,1 G
QUHD (16K) 15360 8640 132,7M

TaBLE 2.1 — Résolutions remarquables et quantité de données correspondante

2.2.3 Meétriques

La figure 2.1a représente le temps de traitement d’une série d’images de taille croissante de N2 =
32 x 32 pixels 2 N2 = 8192 x 8192 (avec N la base de I'image) sur deux architectures Intel :

+ SDB - SandyBridge 17-2600 1x4 cceurs 3.4GHz - DDR3 1067MHz (un cceur utilisé ici)
« SKL - Skylake i7-6700 1x4 coeurs 4GHz - DDR4 3466 MHz (un coeur utilisé ici)

Chaque courbe met en évidence I’évolution affine du temps de traitement total de 'image en
fonction du nombre de pixels de I'image (ici N?) et permet de se rendre compte du caractére temps
réel ou non des résultats. Cependant la comparaison des deux courbes apporte plus d’informations sur
la différence de fréquence des deux architectures que sur leurs capacités intrinséques de traitement.
Deux campagnes de tests réalisés sur des architectures méme faiblement différentes ne donneront
donc pas de résultats comparables ce qui rend trés complexe la comparaison entre les travaux de
recherche des différentes équipes.

Afin de générer des résultats (courbes, tableaux) pertinents, nous proposons donc de mettre en
place deux métriques communes a tous les tests en exprimant a chaque fois que cela est possible
les résultats en termes de cycles par points (c¢pp) et si nécessaire en nombre de pixels traités par
seconde (débit) exprimé en Gp/s. L’intérét du cpp est qu’il permet de comparer les performances d’une
architecture au sein d’'une méme classe d’architectures. Tandis que le nombre de pixels traités par
seconde permet de comparer différentes classes d’architectures indépendamment de leur fréquence
ou de leur degré de parallélisme.

La figure 2.1b représente la méme campagne de tests que celle de la figure 2.1a avec comme mé-
trique le cpp (Gp/s pour la figure 2.1c). Ces représentations rendent plus simple la comparaison des
algorithmes pour une architecture fixée et celle des architectures pour un algorithme donné.

2.2.4 Reproductibilité des images aléatoires
Dans le cadre d’'une démarche de recherche reproductible [90], nous avons cherché a minimiser
les aléas sur la création des images aléatoires.

2.2.4.1 Choix du générateur pseudo-aléatoire

Pour chaque pixel de I'image, un générateur pseudo-aléatoire tire une valeur réelle entre 0 et 100.
Cette valeur est seuillée par la valeur de la densité recherchée pour déterminer si le pixel appartient
au premier plan («1») dans le cas ou la valeur est inférieure au seuil ou a l’arriére plan («0») sinon.
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Fig. 2.1 - Métriques et dépendance  la taille N? de I'image et 4 la fréquence du processeur

Afin d’assurer la reproductibilité des tests, il est nécessaire de fixer et de rendre publique la graine
d’amorcage du générateur pseudo-aléatoire. Cependant, selon les types et versions des systémes d’ex-
ploitation, selon les compilateurs et les architectures, le comportement du générateur peut varier. La
solution proposée ici est de se baser sur un générateur pseudo-aléatoire indépendant de 'environne-
ment : le générateur Mersene Twister [91].

Celui-ci a 'avantage d’avoir une période trés longue (2'°%7 - 1) et d’étre trés répandu dans la
communauté scientifique. Son code source est disponible en C (langage utilisé pour nos travaux) et il
est le générateur par défaut pour les langages Python, Ruby, R, PHP ainsi que pour 'environnement
MATLAB. 1l est disponible pour C++ depuis la version C++11.

2.2.4.2 Choix de la graine d’amorcage

La reproductibilité du test est nécessaire mais le choix de la graine ne doit pas biaiser les résultats.
Afin de s’assurer que le choix de la graine d’initialisation ne favorise pas un algorithme par rapport a
un autre, nous avons réalisé une étude sur 'influence de celle-ci sur les performances des algorithmes.
Cette étude a mis en évidence que la variabilité des résultats en fonction de la graine était en moyenne
inférieure a +1% et dans le pire des cas contenue dans une enveloppe de +2.5% autour de la valeur
moyenne. L’influence de la graine sur le temps moyen d’étiquetage est dans le pire des cas inférieure
a2%.

2.2.5 Densité

La densité d de I'image de test est le nombre de pixels de premier plan par rapport au nombre
total de pixels de 'image. La densité est de fait un élément qui contribue a la difficulté d’étiquetage de
I'image car dans la plupart des algorithmes, I’analyse du voisinage n’est effectuée que pour les pixels
de premier plan. Dans 'ensemble des tests de performance, nous avons fait varier la densité d de 0
a 100% avec un pas de 1%. La figure 2.2a représente ’évolution du nombre de cycles par pixel (cpp)
pour I'algorithme de Rosenfeld pour une taille d’image de 1024 x 1024 sur la machine SKL. L’évolution
du cpp en fonction de la densité est globalement symétrique par rapport a la densité d = 56%. Cela
met en évidence la difficulté que représente la gestion de la table d’équivalences. En effet pour une
densité nulle (d = 0%) la valeur du cpp est de 4,2 alors que pour une densité maximale (d = 100%)
la valeur du cpp est de 10,1. Entre ces deux valeurs, le cpp augmente fortement avec un maximum a
49,6. Le nombre de pixels a traiter n’est donc pas le seul facteur déterminant : c’est leur agencement
qui augmente la difficulté. La simple étude en densité est donc nécessaire mais non suffisante : c’est
pourquoi nous proposons en complément le parameétre de la granularité.
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2.2.6 Granularité
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Fig. 2.2 - Evolution du cpp en fonction de la densité pour g = 1, g = 4 et g = 16 et de cpp moyen sur
I’ensemble des densités en fonction de la granularité

La granularité g de I'image de test est la taille (base) du bloc utilisé pour la génération de 'image
aléatoire. Dans le cas d’'une image de granularité g=1, chaque pixel fait 'objet d’une détermination
pseudo-aléatoire de son état alors que dans le cas d’une image de granularité g=16, ce sont des blocs
de 16 X 16 = 256 pixels qui sont affectés a chaque fois.

La figure 2.3 représente les images de test pour une densité de 35% et une granularité g variant
entre 1 et 16

(@g=1 (b)g=2

Fig. 2.3 — Images aléatoires de densité 35% pour une granularité g € 1, 2,4, 8, 16 et une taille d’image
de 1024 x 1024

Le choix de faire varier la granularité g de 'image de test repose sur le caractére fortement topo-
logique des algorithmes. Pour une méme densité de pixels de premier plan dans I'image, la concen-
tration de ces points d’intérét dans un nombre réduit de composantes connexes a une implication
forte sur les performances des algorithmes. Les courbes des figures 2.2b et 2.2c représentent 1’évolu-
tion du cpp pour des granularités plus élevées. On constate que tres logiquement les valeurs pour les
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densités d = 0% et d = 100% sont inchangées mais que le cpp moyen décroit et que la courbe de cpp
se rapproche de la droite reliant cppys, et cppiggy. Cette diminution est continue mais son effet est
décroissant en fonction de la granularité. L’accélération moyenne obtenue en passant d’une image
de granularité g=1 une granularité g = k est représentée dans la figure 2.2e et montre que chaque
augmentation de la granularité augmente les performances. Nous avons limité notre jeu de données
aux granularités. On peut constater que le passage de g=1 a g=16 représente ~ 87% du gain de per-
formances obtenu lors du passage de g=1 a4 g=128 pour seulement ~ 12% de la plage de valeurs. Les
valeurs obtenues pour g=16 informent sur la tendance des performances pour des images plus struc-
turées. Afin de garder le jeu de données utilisable, nous nous limiterons dans la suite de nos travaux
a I’étude des granularité de 1 a 16.

Le role de la base SIDBA sera alors de confirmer les performances sur des images plus structurées.
Pour chaque élément de SIDBA, nous avons évalué la granularité équivalente g, de 'image. Il s’agit de
comparer le cpp de 'image avec les ¢pp des images aléatoires de densité équivalente. Pour les images
cityl et city2, 7 < g, < 8, pour home4, g, ~ 12, pour room1 g, n’est pas calculable car le c¢pp est plus
faible que pour toutes les images aléatoires utilisées. Pour les autres images, 16 < g, < 128.

2.3 Analyse des caractéristiques du jeu de données

Le jeu de données proposé est reproductible. Il fournit des images aléatoires trés complexes a
étiqueter (g = 1) qui permettent d’évaluer le comportement des algorithmes dans les pires cas mais
aussi des images aléatoires mettant en évidence le comportement des algorithmes pour des images
plus réalistes (g > 8) et des images réelles. Afin de comprendre les formes des courbes de cpp en

fonction de la densité ou de la granularité, il est important de connaitre I'influence des différents
parametres sur la structure des données.

2.3.1 Influence des parameétres du jeu de données sur le nombre d’étiquettes

Si la taille (N?), la densité (d) et la granularité (g) sont les paramétres commandables du jeu de
données, le nombre de pixels de premier plan (d x N?), le nombre de composantes connexes (na), le
nombre d’étiquettes temporaires (ne) et le nombre d’étiquettes « supplémentaires » (ns = ne — na)
sont des indicateurs de la difficulté d’étiquetage de I'image.

s Na m NE mmmm NS

S ;7 - 30 =07 —
<7 25 ~0.6 / /\
% 3} 3}
6 - % 20 405
= 5k \ e 5 \ 5 0.4 /—\
%4’ s L o 0.3 \
L3 \/ § 1.0 / )( E ’ /
T o N\ L z - / \\ <02
& 2.05 =l /
21 , - g0 go1 \C N\
= L : S~ Aol L = 0.0 e
0 10 20 30 40 50 60 70 80 90 100 "0 10 20 30 40 50 60 70 80 90 100 "0 10 20 30 40 50 60 70 80 90 100
densité (%) densité (%) densité (%)
(a) g=1 (b) g=2, ns augmente en proportion (c) g=4, homothétie de la courbe g=2 (rap-
port 1/4)

Fig. 2.4 — Mise en évidence de I’évolution du nombre de composantes connexes (na), du nombre d’éti-

quettes temporaires (ne) et du nombre d’étiquettes supplémentaires (ns = ne — na) en fonction de la
granularité

Afin de s’affranchir de la taille de 'image, les courbes de la figure 2.4 sont exprimées en nombre
d’étiquettes par pixel de 'image. L’algorithme de référence utilisé est ’algorithme de Rosenfeld.
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Pour une granularité g = 1 (fig. 2.4a), na,,, = 78022 composantes connexes, ce qui correspond a
~ 7,44% pour une image 1024 X 1024. Ce maximum est atteint pour une densité d = 16,5%. Le nombre
d’étiquettes temporaires est supérieur au nombre de composantes connexes du fait du caractére local
de I'algorithme alors que le probléme a traiter est global. Il atteint son maximum (= 8,25%) pour une
densité supérieure d = 20,4%. La courbe ns représente le nombre d’étiquettes qui n’ont plus d’utilité
a la fin de I'exécution de ’algorithme : c’est donc un indicateur de la surconsommation de ressources
(mémoire et opérations) introduite par I’algorithme lui-méme. Les algorithmes modernes présentés
dans ce chapitre vont chacun a leur maniere agir sur cet indicateur. Par exemple, la forme du masque
va influer sur la valeur de ns tandis que la méthode de gestion des équivalences va influer sur son
impact sur les opérations d’union. Le maximum ns,,, = 3,6% est atteint pour d ~ 41%.

Pour la granularité g=2 (fig. 2.4b), la forme des courbes différe. Le maximum de la courbe ne se
décale vers d ~ 26% et bien que la proportion d’étiquettes supplémentaires ns augmente significa-
tivement par rapport au nombre de composantes connexes de I'image, leur nombre diminue. Cette
augmentation de la proportion et cette diminution globale s’expliquent par deux phénomeénes conju-
gués. D’une part, ’augmentation de la taille des blocs divise le nombre de composantes connexes
et donc le nombre de connexions réellement aléatoires par g2 (la surface des blocs). D’autre part,
cette méme augmentation crée des configurations en marches d’escalier (sec. 1.5.3) supplémentaires
(fig. 2.5). Malgré ces modifications, le maximum des étiquettes supplémentaires est toujours atteint
pour d ~ 41%.

—

>
(a) Marche d’escalier non créatrice d’éti- (b) Marche d’escalier créatrice d’étiquettes supplémentaires car en
quettes supplémentaires car a 'échelle du dehors de la portée du masque

masque

Fig. 2.5 — Création de nouvelles étiquettes supplémentaires lors de I’augmentation de la granularité

Toutes les courbes pour des granularités g > 2 sont des homothéties des courbes obtenues pour g =
2 (fig. 2.4c) car aucune nouvelle cause d’étiquettes supplémentaires n’apparait et seule 'augmentation
de la surface des blocs influe (g2).

Quel que soit g, la courbe ns est maximale pour d ~ 41%. Cette valeur charniére est le seuil de
percolation. La théorie de la percolation de sites s’intéresse a la création d’amas (agglutination) dans
un milieu aléatoire (a I'origine en science des matériaux). Au dela d’une certaine densité, les amas sont
peu nombreux et de grande taille alors qu’en deca, les amas sont nombreux et de petite taille. Dans
[92], les auteurs mettent en évidence que ce seuil pour une maille carrée est de 40,77%. C’est autour
de ce point de percolation que se situe la difficulté maximum pour les algorithmes. En effet, ce point
conjugue a la fois des composantes connexes étendues et «fines» (peu de pixels comparativement
a Penveloppe de la composante connexe), ce qui favorise 'apparition de configurations en marche
d’escalier et en V. Cette évolution rapide de la structure des composantes connexes autour du point
de percolation est mise en évidence dans la figure 2.6.
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(@) d = 35% (b) d = 40% o) d = 41% d) d = 42%

Fig. 2.6 — Mise en évidence de I’évolution de la taille des composantes connexes

2.3.2 Cas des images des bases de données SIDBA et SIDBA4

La base de données d’images SIDBA a été développée par I'université de Tokyo [88] et est utilisée
par une majorité d’articles d’étiquetage depuis 2003. Les images en niveau de gris ont été binarisées
en utilisant 'algorithme de Otsu [93]. Elles sont de taille 800 x 600. Toujours dans un souci de repro-
ductibilité, le jeu d’images ainsi binarisé et son équivalent pour SIDBA4 sont disponibles en ligne !. La
figure 2.8a représente la densité de composantes connexes et d’étiquettes supplémentaires par pixel
de chacune des images de la base. On constate une forte variabilité entre les images, allant jusqu’a
Nacity1/NAfacer = 24,3. SIDBA4 étant obtenue en remplagant chaque pixel de SIDBA par un bloc de
taille 4x 4, le nombre de composantes connexes n’évolue pas et leur proportion par rapport au nombre
de pixels de I'image est donc divisée par 16. Pour les raisons décrites dans la figure 2.5, la proportion
d’étiquettes supplémentaires progresse par rapport au nombre de composantes connexes.

(a) autol (d = 53%) ‘(b) bear1 (d.; 65%) (c) city1l /(d = 32%) (d) ctilz d= 41%)‘ (e) desk1 (d =56%)

R

(f) facel (d = 92%) (g; home3 (d - 58%) (h) home4 (d = 74%) (i) room1 (d = 59%) ' (j) room7 (d = 63%)

Fig. 2.7 - Standard Image DataBAse

Pour faire le pont entre SIDBA et le jeu de données pseudo-aléatoire, il est intéressant de constater
qu’une image réelle est la combinaison linéaire d’images de granularité et de densité différentes et
comporte des zones trés homogénes et d’autres trés hétérogénes. Sur ce point, la différence entre
home3 et room1 est frappante : bien que de densité trés proche (58% contre 59%), le ratio entre leur
nombre de composantes connexes est de 100 : 1. Avec ’algorithme de Rosenfeld, le temps de traitement
de home3 est x1,38 plus long que celui de room1.

1. https://www.lri.fr/~cabaret/sidba.zip
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Fig. 2.8 — Densité de composante connexe et d’étiquettes supplémentaires par pixel

2.4 Améliorations algorithmiques

A la suite des pionniers, de nombreux algorithmes ont amélioré le domaine de I’étiquetage en
composantes connexes. Nous allons présenter dans cette section les modifications algorithmiques
notables.

2.4.1 Arbre de décision

2.4.1.1 Principe

L’arbre de décision est une procédure qui vise a réduire le nombre moyen de tests et d’acces a la
mémoire par pixel lors du calcul du min®. L’utilisation d’un arbre de décision permet en effet de ne
procéder au chargement d’un pixel que s’il est nécessaire de tester sa valeur[59].

| €].65.63.€4 H Action [ N [ Ch ‘
x1zxx Ajout(p, e;) 8 1
100 x Ajout(p, e;) 2 3
101 x || Ajout(p, Union(ej,e3)) | 2 3
0011 Ajout(p, Union(es,ey)) | 1 4
0010 Ajout(p, e3) 1 4
0001 Ajout(p, ey) 1 4
{Nouvclle(p)] {Ajout(p, Q)J[Ajout(p, 23)) {Ajout(p, Union(es, 24))} 0000 Nouvelle(p) 1 4
(a) Représentation en arbre, chaque cercle implique un chargement (b) Table de vérité de I’arbre de décision, avec N le nombre
et un test de cas et Ch le nombre de chargements

Fig. 2.9 — Arbre de décision, p est le pixel courant a étiqueter

La figure 2.9a représente I’arbre de décision sous forme graphique. Chaque cercle indique qu’il
faut charger le pixel correspondant et tester sa valeur (étiquette nulle ou non). Selon le résultat de
ce test, une action sur I’étiquette courante est prise ou une nouvelle étiquette est chargée. Selon la
configuration du pixel et de son voisinage, plusieurs parcours sont possibles impliquant 3 longueurs
de parcours différentes : 2, 3 ou 4 chargements (égal au nombre de tests). Si 'on étudie tous les cas

en fonction du voisinage, on obtient le tableau 2.9b. Le nombre moyen de chargement par rapport au

. .. 1X8+4X3+4x4
nombre de cas possibles dans un voisinage est donc de - 2,25.

2.4.1.2 Etude dans le contexte de notre jeu de données et portée réelle

Dans la littérature, 'impact de 'arbre de décision est envisagé par rapport au nombre d’acces
moyen théorique dans la phase de décision de I’étiquette a affecter au pixel courant. Ceci suppose de
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considérer I’équiprobabilité des configurations. Or la configuration du voisinage d’un pixel est couplée
a celle du pixel précédent et elle dépend de la densité de I'image. La valeur moyenne théorique est
donc peu représentative. Notre jeu de données va nous permettre d’étudier le nombre d’accés moyen
réel en fonction de la densité et de la granularité de I'image. Afin d’envisager 'impact de I’arbre de
décision sur les performances, il est nécessaire de le compléter. En effet, I'arbre tel que décrit ci-dessus
ne tient pas compte du chargement initial du pixel courant ni du test correspondant. La figure 2.10
présente la version incluant ce chargement (et ce test) ainsi que la table recensant les cas et le nombre
de chargements correspondants (Ch).

La figure 2.11 représente 1’évolution du nombre moyen de chargements en fonction de la densité
de 'image (les mesures ont été répétées avec 10 graines différentes et Iécart-type maximal mesuré
estde o = 1,5 1073).

Sans arbre de décision, ce nombre moyen suit une droite allant de 1 a 5 chargements quelle que
soit la granularité. Cette forme est a rapprocher de celles de la figure 2.2. On constate qu’avec I'aug-
mentation de la granularité et donc la diminution du nombre de composantes connexes, les courbes
réelles tendent a s’approcher de la courbe de la figure 2.11a.

La présence de 'arbre de décision (figs. 2.11b, 2.11c et 2.11d) diminue bien le nombre moyen de
chargements et de tests et ceci d’autant plus que la densité et la granularité augmentent. L’efficacité
de I'arbre de décision dépend donc de la densité et de la granularité de I'image, dans le cas d’une
granularité g=1, ce nombre moyen est m=1,91 et tend vers m=1,5 quand g augmente.

—
T

Action [ N [

Pixel suivant 16
Ajout(p, e;) 8
Ajout(p, e;) 2
Ajout(p, Union(e,e3) | 2
Ajout(p, Union(es,eq)) | 1
1
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[Nouvelle(p)] [Ajout(p, e4)][Ajout(p, 83)] [Ajout(p, Union(es, e4))]

(a) Représentation en arbre, chaque cercle implique un chargement (b) Table de vérité de I’arbre de décision, avec N le nombre
et un test de cas et Ch le nombre de chargements

Fig. 2.10 — Arbre de décision avec prise en compte du pixel courant
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Fig. 2.11 — Images aléatoires : Nombre moyen de chargements et tests par pixel avec le chargement
initial sans et avec arbre de décision
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Fig. 2.12 - Base de données SIDBA : Nombre moyen de chargements et tests par pixel sans et avec
arbre de décision

2.4.2 Gestion des équivalences : Suzuki

L’utilisation d’un arbre de décision permet de limiter le nombre de chargements et de tests pour
déterminer quelle opération de gestion des équivalences doit étre réalisée. Apres cette étape, il est
nécessaire de procéder aux opérations Nouvelle, Ajout et Union qui mettent en ceuvre les mécanismes
de gestion des équivalences. Dans la section 1.3.6, nous avons vu comment I’algorithme Union-Find
réalisait ces opérations. Cependant lors du mécanisme d’union, la hauteur de ’arbre de chacune des
deux composantes connexes peut conduire a un nombre indéterminé (mais fini) de chargements mé-
moires dispersés d’autant plus important que le nombre d’étiquettes temporaires est élevé par rapport
aux nombre réel de composantes connexes.

Afin de ne plus étre tributaire de ce comportement potentiellement cofiteux, les auteurs de [58]
ont proposé une nouvelle méthode de gestion des étiquettes dont I’objectif principal est de réaliser en
permanence la fermeture transitive de la table d’équivalences.

Cet algorithme que nous nommerons algorithme de Suzuki dans la suite de ce document remplace
la table T de 'algorithme Union-Find par un ensemble de trois tables :

+ R:latable des racines qui contient en permanence la racine correspondant a chaque étiquette.

« N :la table des successeurs (Next) qui contient les listes chainées (mais non ordonnées selon
la valeur des étiquettes) reliant toutes les étiquettes d’'une composante connexe.

« T :la table des fins de listes (Tail) qui indique 1’étiquette finale de la liste qui correspond a
chaque racine.

Algorithme 10 : Suzuki : recherche de la racine
Input : e une étiquette, R la table des racines
Result : r, la racine de e

1 r < R[e]

2 return r

Algorithme 11 : Suzuki : mise a jour des tables

Input : u et v deux racines a unir, avec u < v
1 i < v while ido
2 R[i] « i
3 L i «— N[i]
4 N[T[u]] « v
5 T{u] « T[v]
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Lorsqu’un pixel isolé est rencontré, il y a création d’une nouvelle étiquette qui est utilisée comme
nouvelle racine dans la table R et comme nouvelle fin dans la table T. La case correspondante de
la table N est alors initialisée avec la valeur 0 qui indique qu’il n’y a pas d’autre étiquette dans la
liste. Dans les autres cas, 'accés aux racines du voisinage est accéléré car la racine est obtenue par
lecture directe de la table R (Algo. 10). Cependant, lorsqu’une Union doit étre réalisée (Algo. 11), il faut
mettre a jour 'intégralité des tables R, N et T pour faire pointer la composante ayant la plus grande
racine vers la composante ayant la plus petite racine. Pour cela, il faut parcourir ’'ensemble de la liste
contenue dans N et, a chaque indice, faire correspondre la nouvelle valeur de la racine contenue dans
R. Enfin, il faut remplacer Iétiquette de fin de la composante connexe de la nouvelle racine commune
par celle de ’ancienne composante connexe de plus grande valeur. Cette procédure est plus cotiteuse
que celle de Union-Find, selon les cas, ce cotit est compensé par le gain réalisé pour toutes les autres
opérations, ce qui est d’autant plus vrai que le nombre d’étiquettes supplémentaires est faible.

Rl [N P[] iRl N [T
O | || O | ol 1 | ol 1
1[1—31 1[7] 113 1[@
2[o1—s| | 2[4 21 =] | 2
HLERH o> | [ 2E
a2 |»o] 4[] @ ||+[o] | 4[]
50 ] [_ 51 5[ [_ 5[]
6[2] 4] 6] 6 [T] |I53] | 6]
71 o]+ 7 7[1] B4z« 7]

Fig. 2.13 — Principe de la gestion d’une Union entre la classe 1 et la classe 2 avec les tables de Suzuki :
chaque étiquette contenue dans la classe 2 est mise a 1 (dans R), la liste des successeurs de la classe 2
est ajoutée a celle de la classe 1 et la nouvelle fin de la classe 1 est celle de la classe 2 (4)

2.4.3 Compression de chemin

La compression de chemin [94] est une modification de I’algorithme Union-Find qui minimise la
hauteur de I’arbre au fur et a mesure de sa construction. Son utilisation répond au méme souci que
la gestion des équivalences de Suzuki : réduire le cotit des opérations de remontée dans I’arbre. Dans
larticle [95], 'auteur a prouvé que, munie de cette modification, la hauteur de ’arbre de connexité
augmentait moins vite que 'inverse de la fonction d’Ackermann. Cette modification a cependant un
colit, car la compression de chemin consiste a remonter a la racine d’un arbre puis a affecter a chaque
étiquette rencontrée lors de cette remontée la valeur de la racine. Si une étiquette de la branche est
de nouveau rencontrée dans la suite de I’étiquetage, le gain est immédiat mais sinon, ces opérations
auront été superflues.

244 RCM

Les modifications précédentes avaient pour but d’agir sur le processus de décision ou la complexité
de gestion des étiquettes. Une autre évolution majeure est la modification du voisinage pris en compte
et donc de la forme du masque utilisé.

€4

Fig. 2.14 — Masque spécifique de RCM
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L’algorithme RCM pour Reduced Connectivity Mask [63] propose un masque réduit a quatre
éléments (fig. 2.14) afin de limiter le nombre de chargements mémoire a effectuer. Le ratio étiquettes
chargées / pixel étiqueté passe alors de 4 : 1 pour le masque de Rosenfeld a 3 : 1 pour RCM. Le nombre
total de chargements (pixel + étiquettes) passe alors de 5 a 4. Les auteurs ont évalué les performances
de ce masque avec les deux types de gestion des étiquettes Union-Find et Suzuki et en ont conclu que
leur implémentation était plus rapide avec la gestion Suzuki. Dans I’article, les auteurs ne proposent
pas d’utilisation d’arbre de décision ou ’emploi d’autres améliorations.

Cependant, cette baisse apparente du nombre de chargements cache en fait une augmentation du
nombre moyen de chargements. L’étude proposée en annexe (section A.1.4) détaille ce phénomeéne et
nous renforce dans notre démarche de test systématique des performances pour évaluer 'impact réel
de telle ou telle évolution.

2.4.5 HCS : un algorithme a machine d’états

L’algorithme HCS décrit dans [61] est un algorithme pixel dont le comportement se rapproche
de celui d’un algorithme segment. Dans la veine de 'utilisation d’un arbre de décision, le but de la
proposition est de réduire le nombre de tests et de chargements en tenant compte du contexte du
pixel. On distingue deux états que nous nommerons fond et segment.

(a) approche globale (b) Masque fond (c) Masque segment

Fig. 2.15 — Masque spécifique de HCS

Au début de la ligne I’état est fond, et on progresse pixel a pixel. Si le pixel est un pixel de fond,
on passe au suivant, si c’est un pixel de premier plan, le voisinage supérieur (fig. 2.15b) est testé
pour rechercher des Ajouts ou des Unions potentielles puis 1’état passe a segment. Ensuite, tant que
le pixel courant est de premier plan, c’est le masque de la figure 2.15¢ qui est utilisé car c’est la seule
configuration qui puisse déclencher des Unions. Si le pixel courant est a 0, on repasse alors dans I’état
fond.

Seul le premier pixel d’un segment nécessite 4 chargements (au maximum). Tous les autres pixels
sont traités en 1 chargement (hors segment) ou 2 chargements (dans un segment). Du fait de ce com-
portement, HCS peut-étre considéré comme un algorithme hybride pixel/segment.

2.4.6 HCS2

Fig. 2.16 — Masque spécifique de RCM

HCS?2 est un algorithme «bloc» qui propose de traiter deux lignes a la fois. A 'aide d’un arbre
de décision, ce masque est sensé traiter plus rapidement certaines configurations [62]. Le principal
avantage est la diminution du ratio étiquettes chargées / pixel étiqueté qui passe alors de 4 : 1 a
5 : 2. Le nombre de chargements passe alors de 5 & 7 pour deux écritures. Un des inconvénients est la
création d’un plus grand nombre d’étiquettes supplémentaires.
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Dans larticle, les auteurs utilisent la gestion des étiquettes Suzuki. D’autres travaux ont modifié
I’algorithme pour intégrer des méthodes de gestion alternatives.

2.4.7 ARemSP

Dans larticle [81], les auteurs ont étudié 35 variantes différentes de I’algorithme Union-Find et
ont déterminé que la variation Rem combinée a une procédure nommée Splicing (ARemSP) était 1’op-
timisation la plus efficace. L’idée est de ne pas remonter aux racines de chaque arbre mais de remonter
dans les deux arbres alternativement selon que 1’étiquette courante d’un arbre est supérieure ou non
a ’étiquette courante de 'autre arbre. Si dans un des deux arbres on atteint la racine, il suffit de re-
monter a une étiquette immédiatement inférieure a cette racine dans le second arbre (fig. 2.17) et de
réaliser 'union en ce point.

Algorithme 12 : ARemSP : Union(x, y)

Input : x and y two labels to merge
1 while T[x] # T[y] do

2 if T[x] > T[y] then
3 if x = T[x] then
" L T[x] = T[y]
5

return T[x]

6 z «— T[x], T[x] « T[yl,x « z
7 else

8 if y = T[y] then

9 L Tly] « T[x]

return T[x]

11 |z« T[yl, Tly] « Tlx],y « z

12 return T[x]

Dans larticle [64], les auteurs ont montré qu’en remplagant la gestion des équivalences Suzuki
par la procédure ARemSP dans I’algorithme HCS2 original, ils obtenaient de meilleures performances.

® ®

® ®
®

= &
S -

Fig. 2.17 — Union d’arbres avec ARemSP : lors de la rencontre de 1’équivalence entre 8 et 9, au lieu
de connecter 6 a 1, ARemSP se contente de connecter 6 et 8 a la premiere étiquette immédiatement
inférieure a 6 (étiquette 5)

2.4.8 Grana

L’algorithme dit de Grana tel que décrit dans [60] s’appuie sur I'idée d’optimiser la procédure
d’arbre de décision en agrandissant la taille du masque.

Chaque élément du masque de Rosenfeld se trouve remplacé par un macro-bloc de 2 X 2 pixels
(fig. 2.18). Le point clef est qu’au lieu de considérer les pixels indépendamment, il commence par
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cldl|lelf
S h|li|J||k]|!I
1
miln
q | r

Fig. 2.18 - Construction du masque spécifique de Grana

étudier la connexité de blocs 2 X 2 pour réaliser un premier étiquetage partiel avec un nombre limité
de chargements, suivi par une seconde passe qui se concentre sur la connectivité au sein des blocs. Il
est important de noter pour la suite que la seconde passe n’est pas un simple réétiquetage.

2.4.9 LSL:Light Speed Labeling
2.4.9.1 Principe et notations

En 2000, Lionel Lacassagne a proposé la premiére implémentation de I’algorithme Segment LSL
[53] dont 'objectif principal est d’adapter ’étiquetage aux spécificités des architectures RISC et donc
de tenir compte des caches et de limiter les suspensions de pipeline dues aux tests.

Le mécanisme de LSL repose sur 'utilisation des segments a la maniére de Ronse et d’une table
locale proche de celle proposée par Lumia. La ou Ronse disposait d'un matériel spécifique pour extraire
les segments, LSL génére lui-méme les segments (codage RLC) a partir de 'image binaire (X). Au fur
et a4 mesure de la génération des segments, ceux-ci sont étiquetés relativement a la ligne courante,
puis leur connexité est évaluée relativement a la ligne supérieure.

C’est donc par 'ajout d’étapes locales que LSL propose une accélération globale de I’étiquetage.

Cet algorithme est considérablement plus complexe a expliciter que I’algorithme de Rosenfeld.
Afin de bien appréhender son comportement et les modifications qui lui ont été apportées dans le
cadre des travaux de thése, il est nécessaire de présenter les étapes spécifiques et donc les notations
correspondantes.

« er, une étiquette relative,

« ea, une étiquette absolue,

e a,laracine de 'arbre de ea,

+ X; laligne courante de X, et X; { la ligne précédente de I'image X[H][W]

« EA, une image de taille H X W d’étiquettes absolues ea,

+ ER;, une table associative de taille W contenant les étiquettes relatives er pour la ligne courante
X;, ER;_1 I'équivalent pour la ligne précédente,

« ner, le nombre de segments de ER;,

+ RLC;, latable contenant le codage RLC de la ligne courante Xj, RLC;_; I’équivalent pour la ligne
précédente,

« ERA;, une table associative contenant les informations de correspondance entre er et ea : ea =
ERA[er], , ERA; 1 ’équivalent pour la ligne précédente,

+ T, la table contenant les classes d’équivalences avant la fermeture transitive,

« RLC, une table 2D de taille H X 2W contenant tous les segments de 'image,

« LEA, une liste 2D d’étiquettes absolues de toutes les lignes, utilisée par la version LSLgy g,

11 existe plusieurs versions de LSL. Dans le cadre de ce manuscrit, nous nous limiterons a I’étude
des deux principales :
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« LSLgrp : une version systématique concue avec I'objectif d’étre la plus indépendante possible
des données (pas de structure if-then-else).

o+ LSLg1E : Une version optimisée pour tirer parti des données les plus structurées en tirant profit

du codage RLC.

2.4.9.2 Génération des segments et étiquetage relatif a la ligne

Les segments sont construits par une détection des transitions fond — segment, segment — fond
que nous appellerons fronts. Considérons la figure 2.19a. Au début de la ligne X;, I’étiquette relative
est initialisée a 0 (e, = 0), I'état est fond (f=0) et le registre x; contenant I’état du pixel précédent est
mis a 0 (x; <0 - les bords extérieurs sont considérés comme du fond). Pour chaque pixel xy = X;[/]
(fond comme segment), on affecte a ER;[j] la valeur de I’étiquette relative courante ER;[j] < e, et on
recherche un front f = xy @ x;. Si un front est détecté (f=1), e, est incrémenté.

J 0 1 2 3 4 5 6 7 8 9 J 0 1 2 3 4 5 6 7 8 9

Xi | ] | ] femox L]0 ol1]1]of1]o]1]

x| | ] olof1]ofofolo]ofo]o

(a) X;, la ligne courante de I'image binaire et X;_ la ligne (b) f, vaut 1 a chaque transition entre le fond et les segments
précédente

Jj 0 1 2 3 4 5 6 7 8 9 J 0 1 2 3 4 5
ER; 2[3[3]a|4]8]6 RiCafo|2]a]5]s]s]
ER; O[O L1111 |1 ]|1][|]1 RIC; | 2|9

(c) ER; contient les étiquettes relatives de la ligne courante,  (d) RLC; contient les coordonnées des seg-
ER;_ celles de la ligne précédente ments de la ligne courante, RLC;_; celles pour
la ligne précédente

Fig. 2.19 — LSL : tables relatives et construction des segments

Au fur et & mesure de cette procédure, les coordonnées des segments sont enregistrées dans la
table RLC;. A chaque pixel pour LSLg7p (Algo. 13) et seulement lors des fronts pour LSLp; (test
supplémentaire en ligne 6 algo. 14). LSLstp est donc moins dépendant des données que LSLpyg. Par
construction, les fins de segments sont détectées avec un pixel de retard (fig. 2.19b). b joue donc le
role de correcteur pour obtenir les bonnes coordonnées.

L’étiquetage relatif assigne une étiquette a chaque segment (er impaire) mais aussi a chaque zone
de fond (er paire). Cette stratégie possede deux avantages : d’'une part I’étiquetage relatif est trés
rapide car il s’agit d’'une simple incrémentation a chaque front et il est réalisé dans la méme passe
que la création des segments (RLC;), d’autre part la détermination de la nature d’un pixel donné est
immeédiate tout comme les opérations de recherche des segments connexes, suivants et précédents.

2.4.9.3 Construction des équivalences

Une fois ER; et RLC; obtenues, il est possible de construire les équivalences (Algo. 15). Pour cela,
il faut aussi disposer de ER;_; ainsi que de ERA;_; et de la table d’équivalences T. A la fin de cette
étape, T sera mise a jour.

Pour chaque étiquette er impaire de la ligne courante (segments), on récupeére les coordonnées (jy,
J1) du segment correspondant par lecture de la table RLC; (jy « RLC;[er — 1], ji « RLC;[er]). Pour
déterminer la liste des étiquettes relatives de la ligne précédente qui lui sont connexes, il suffit de lire
ER; 1 aux coordonnées correspondantes, soit jj, — 1 et j; + 1 pour la 8C dans le cas général.

Si le début du segment (jy) est aussi le début de la ligne, le segment connexe minimal est a re-
chercher en ery < ER;_{(jy). Si la fin du segment (j;) est aussi la fin de la ligne, le segment connexe
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Algorithme 13 : LSL : détection de segment pour la version STD

Input : X; une ligne de largeur W
Result : ER;, RLC; et ner
X «—0;f <0
be—0;er<—20
forj=0to W -1do

xp < Xi[j]

f “— Xy ® X1
RLCi[er] —Jj- b
b—bef

er —er+f

ER;[j] « er

X1 < Xp

O 0 NG A W N -

=
=]

1 x5 < 0

12 [ — x®x

13 RLC;[er] « w-b
14 er—er+f

15 ner « er

Tables
S 2 ERA, 0] .2 0 0
'(.’5 ERi 2 4 6
N \ W
ERA; 0 1 Y

(a) Acces aux étiquettes connexes au segment courant  (b) Union des étiquettes connexes au segment courant

Fig. 2.20 — LSL : construction des équivalences a partir de I’étiquetage relatif

maximal est a rechercher er; « ER; 1(j;). Enfin en 4C, les étiquettes des segments connexes sont a
rechercher en ery «— ER;_{(jy) et er; < ER;_1(j;). La différence entre 8C et 4C ne réside que dans
cette étape pour les algorithmes LSL. Dans le cas ol une de ces étiquettes serait paire (fond), il fau-
drait la remplacer par I’étiquette de segment immédiatement supérieure pour le bord gauche (jy) et
immédiatement inférieure pour le bord droit (j;). Dans 'exemple (fig. 2.20a), jo «— RLC;[0] = 2 et
J1 < RLC;[1] = 9, et donc ery « ERA;_1[2-1] = 1 et er; « ERA;_1[9] = 6 (9 au lieu de 10 car j; est
au bord droit de la ligne). 6 étant une étiquette paire, er; est corrigée en er; < 5.

L’étape suivante est d’étudier le voisinage ainsi déterminé. Selon les valeurs relatives des éti-
quettes er et ery, trois cas sont possibles :

« er; < ery:il n’y a pas d’étiquette dans le voisinage ce qui entraine création d’une nouvelle
étiquette globale ERA;[er] « ne++.

« er; = erp : il n’y a qu'une étiquette dans le voisinage et 1’étiquette globale correspondante est
donc propagée au segment courant (global) ERA;[er] « ERA;[ery].

« ery > ery : il y a plusieurs étiquettes dans le voisinage et la procédure d’union des étiquettes est
alors utilisée.

La procédure d’union des étiquettes consiste a affecter ’étiquette globale de la premiére étiquette
du voisinage a I’étiquette courante globale ERA;[er] « ERA;[ery], puis & comparer chaque étiquette
globale des autres étiquettes du voisinage et a réaliser les opérations d’union de maniere classique.
Dans I'exemple (fig. 2.20b), étiquette 1 est propagée au segment courant et a tous les segments du
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Algorithme 14 : LSL : détection de segment pour la version RLE

Input : X; une ligne de largeur W
Result : ER;, RLC; et ner

1 x < 0;f«<0

2 b—0;er20

3 forj=0to W-1do
4 xp < Xi[j]

5 f e x®x

6 if f # 0 then

7 RLC;[er] «j-b
8 b—bal

9 er «—er+1
10 ER;[j] « er

11 X1 < Xp

12 x9 < 0

13 [ — x®x

14 RLC;[er] « w-b
15 er —er+f

16 ner « er

voisinage (2 et 3).

Originellement [53, 54], LSL utilisait la gestion des équivalences dite de Selkow [96] . Cette pro-
cédure réguliérement utilisée a 'ETCA consiste a remplacer la procédure Find du Union-Find par un
simple accés a 'ancétre de rang 2 d’une étiquette (a = T[T[e]]). [97] montre que la procédure n’est
pas fiable pour les algorithmes pixels car ’arbre correspondant peut croitre au-dela de cette hauteur
dans certaines configurations de pixels. Durant nos travaux de thése, nous avons mis en évidence
que LSL était lui aussi vulnérable a cette faille aux travers de formes spécifiques. En effet, si au sein
d’un segment, le comportement de Selkow est maitrisé, ce n’est pas le cas pour une succession de
segments. La section A.1.5 en annexe illustre ce phénomene.

La version actuelle de LSL est donc basée sur la procédure Union-Find classique. Dans le cadre de
nos travaux, une version utilisant la procédure Suzuki a été utilisée afin d’illustrer le comportement
de cette procédure dans un contexte paralléle.

2.4.9.4 Construction de 'image des étiquettes
C’est la derniére étape spécifique au LSL. L’image est parcourue entierement et chaque étiquette
EA,[j] est construite par le parcours de ER;[j] au travers de la table ERA; (Algo.16)

2.4.9.5 Fermeture transitive et réétiquetage

Les deux derniéres étapes sont identiques a 'algorithme de Rosenfeld. Aprés la fermeture transi-
tive de la table d’équivalences, I'image est réétiquetée.

2. Merci a Mme Montanvert pour le travail d’archéologie documentaire
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Algorithme 15 : LSL : construction des équivalences

Input : ER; ¢, RLC;, T, ERA;_1, ERA;, ner

Result : nea le nombre actuel d’étiquettes absolues, T et ERAi mises a jour

1 for er = 1 to ner step 2 do

2 Jo < RLC;[er - 1]
3 J1 < RLG;[er]
> 8C avec correction des bords
4 if jo > 0 then jj « j, - 1
5 ifjj <n-1thenj; « j; +1
6 er0 < ERi_1[jo]
7 €1 < ER;1[j1]
> Recherche des segments - étiquettes impaires

8 if e, pair then e,y «— e,q + 1
9 if e,1 pair then e,; «— ¢,1 - 1
10 if e,1 > €, then
1 eq < ERA; 1[ey]
12 a — T[e,]

> Recherche de la racine
13 while T[a] # a do
14 L a <« Tla]

> Recherche et propagation de I'étiquette minimale
15 for e, = e,y + 2 to ¢,1 step 2 do
16 eay < ERA;_{[ert]
17 ar «— Tleay]

> Recherche de la racine

18 while T[ay] # a; do
19 L ar «— Tlag]
20 if a < g then
21 L Tlag] « a
22 if a > a then
23 T(a] « ai
24 L a < ag
25 ERA;[er] < a > Minimum global
26
27 else

> Création d'une nouvelle étiquette
28 nea < nea + 1
29 ERAi[er] < nea

Algorithme 16 : Construction de I'image des étiquettes

1 fori=0toH-1do
2 forj=0to W-1do
3 | EAi[j] < ERA[ER;[j]]
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2.5 Calcul des descripteurs

Selon la nature de I'algorithme (pixel ou segment), le mode de calcul des descripteurs différe (cf.

sec. 1.6). Mais il peut aussi différer selon le moment ou il est calculé.

« A posteriori : dans un contexte classique ol I’analyse en composantes connexes succede a I’éti-

quetage en composantes connexes, le calcul des descripteurs ne s’appuie que sur I'image fina-
lisée des étiquettes. Il est alors nécessaire de réaliser une passe supplémentaire (une troisiéme
passe) en perdant toute la synergie entre 'affectation des étiquettes et le calcul des descripteurs.
A la volée : une autre solution est d’intégrer au cceur de l'algorithme, les tables de descripteurs
et de mettre a jour celles-ci pour chaque opération Nouvelle, Ajout ou Union. C’est la solution
retenue pour les algorithmes LSL deés leur création (Algo. 18).

Entrelacée ou par ligne : enfin il est aussi possible de ne pas modifier le cceur de I'algorithme,
mais de venir calculer les descripteurs entre chaque ligne traitée. C’est la solution retenue pour
les algorithmes pixels (Algo. 17).

Algorithme 17 : Calcul par ligne des descripteurs pour les algorithmes pixels

O ® N R W N e

Input : E L’image des étiquettes, Desc la structure de données contenant les descripteurs, i le numéro de

la ligne courante, W la largeur de la ligne

Result : Desc mise a jour
forj=0to W-1do

e — E[i][j]

if e # 0 then

if j < Desc[e].X,i,, then Desc[e] X, < Jj
if j > Desc[e].X 4y then Desc[e]. X0 < Jj
if i < Desc[e].Y,,;, then Desc[e].Y,;n < i
if i > Desc[e].Y,,4 then Desc[e].Y 0 < @
Desc[e].S « Desc[e].S + 1

Desc[e].S, < Desc[e].S, +j

Desc[e].S), « Desc[e].S), + i

Dans le cas du calcul a la volée ou du calcul entrelacé, les équivalences entre étiquettes évoluent au

fur et a mesure de la construction de I'image. Il est donc nécessaire de réaliser I'union des descripteurs
en méme temps que I'union des étiquettes (Algo. 19).
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Algorithme 18 : Calcul pour chaque segment des descripteurs

Input : e I'étiquette du segment courant, Desc la structure de donnée contenant les descripteurs, i le
numéro de la ligne courante, /,,,;, le début du segment, [,,,,, la fin du segment
Result : Desc mise a jour

1 if e est une nouvelle étiquette then

2 Desc[e].xmin < l,;;,; Desc[e].xmax « L,

3 Desce].ymin « i; Desc[e].ymax « i

4 S — lmax = lmin + 1

5 5x — (Imax * (max + 1) = lmin * (Ipin — 1))/2

6 Sy —ixS$S

7 Desc[e].S «— S

8 Desc[e].Sx <« Sx

9 Desc[e].Sy « Sy

10 else

11 Desc[e].ymax « i

12 if 1,,,;, < Desc[e].xmin then Desc[e].xmin « l;,
13 if I, > Desc[e].xmax then Desc[e].xmax « I,
14 S — lnax = lmin + 1

15 Sx — (max X (Imax + 1) = Lpin X (Imin — 1))/2

16 Sy < ixS

17 Desc[e].S « Desc[e].S+ S
18 Desc[e].S, < Desc[e].S, + Sx
19 Desc[e].S), « Desc[e].S, + Sy

Algorithme 19 : Union des descripteurs lors de 'union des racines

Input : | et ry, deux racines a unir, Desc la structure de données contenant les descripteurs
Result : Desc mise a jour

if Desc[ry].xmin < Desc[r;].xmin then Desc[r;].xmin « Desc[r;].xmin

if Desc[ry].xmax > Desc[r;].xmax then Desc[r;].xmax « Desc[ry].xmax

if Desc[ry].ymin < Desc[r;].ymin then Desc[r;].ymin < Desc[r;].ymin

if Desc[r,].ymax > Desc[r;].ymax then Desc[r;].ymax < Desc[r;].ymax

Desc[r].S < Desc[r{].S + Desc[r;].S

Desc[r{].Sx « Desc[r].S5x + Desc[r;].Sy

Desc[r{].Sx < Desc[r;].S5x + Desc[r;].Sy

IR Y N S R O

2.6 Conclusion

Nous venons de mettre en évidence la variété du paysage de I’étiquetage en composantes connexes
au travers des algorithmes et de leurs variations. Déterminer la performance d’un algorithme sans se
référer a I'architecture sur laquelle il est implémenté peut conduire a des contresens car certaines
optimisations algorithmiques peuvent étre néfastes du point de vue implémentation. Dans la suite de
nos travaux, nous allons sélectionner une série d’algorithmes représentatifs qui servira de socle pour
I’analyse et pour la construction des versions paralléles.
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La maturité de ’homme est d’avoir retrouvé le
sérieux qu’on avait au jeu quand on était enfant.

—La Horde du contrevent, Alain Damasio
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3.1 Introduction

Le chapitre précédent a permis d’établir que le paysage de I’étiquetage en composantes connexes
était composé d’'un grand nombre d’algorithmes différents et qu’il existait des briques de base qui
apportaient des améliorations potentielles mais dont le bien-fondé dépendait finalement des données.
Pour comprendre et évaluer leur impact, il est nécessaire de soumettre ces algorithmes a 1’épreuve
de tests réels. Dans ce chapitre, nous allons tout d’abord faire une analyse comparative des résultats
bruts des algorithmes selon le protocole de test décrit dans la section 2.2 puis, afin de comprendre
plus finement les écarts observés, nous analyserons les performances intermédiaires des différentes
parties des algorithmes que sont : la premiére passe, la fermeture de la table d’équivalences, la seconde
passe. Dans un second temps, nous nous pencherons sur les performances des algorithmes d’analyse
en composantes connexes dont I'importance grandit & mesure que les applications d’étiquetage en
composantes connexes évoluent vers des systemes de plus en plus intégrés ou I'intervention humaine
est inexistante ou réservée aux analyses de haut niveau.

Toutes les mesures ont été effectuées sur un cceur de i7-6700K (Skylake 4Ghz) avec 16 Go de
DDR4 3466Mhz (PC4-27700) sur une Debian 8 en utilisant le compilateur Intel C Compiler 16.1 avec
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le speedstep (changement dynamique de la fréquence d’horloge en fonction de la charge et de 'enve-
loppe thermique) désactivé et sans hyperthreading (création de deux processeurs logiques par coeur).
Comme indiqué dans le paragraphe 2.2.3, les résultats seront exprimés en cpp. La moyenne des cpp
sur les densités allant de 0% a 100% pour une granularité donnée sera nommée cpp, et la moyenne
des cppy sur les granularités allant de 1 a 16 sera nommée cpp,.

3.2 Constitution d’'un ensemble d’algorithmes de référence

La liste des algorithmes décrits au chapitre précédent est par nature incomplete. Il est d'une part
possible de créer de nouveaux algorithmes en associant plusieurs mécanismes appartenant a tel ou
tel algorithme. Et d’autre part, le domaine étant trés actif, de nombreux algorithmes sont proposés
chaque année et aucune liste aussi complete soit-elle ne peut le rester longtemps. Les algorithmes
ont été choisis pour leur représentativité au sein de la communauté, ce qui permet a tout nouvel
algorithme d’étre positionné par rapport a au moins 'un d’entre eux.

Afin de couvrir tout de méme au maximum de nos possibilités la diversité des algorithmes in-
termédiaires, nous avons généré de nombreuses variantes a partir des algorithmes originaux. Dans
cette section, nous avons comparé ces variantes entre elles afin de sélectionner un représentant dans
chaque famille. L’ensemble ainsi construit servira de base de comparaison dans les sections et cha-
pitres suivants.

3.2.1 Variantes de la famille Rosenfeld

3.2.1.1 Présentation des variantes

L’algorithme original décrit dans [73] est un point de départ trés légitime. En effet, parmi tous
les algorithmes pionniers, c’est de cette famille (2 passes avec table d’équivalences) dont dérivent les
algorithmes directs étudiés dans le chapitre 2 qui sont les plus adaptés aux architectures scalaires.

A partir de cet algorithme de base, nous avons construit les variantes suivantes :

 Rosenfeld classique,

« Rosenfeld + arbre de décision (DT),

« Rosenfeld + compression de chemin (PC),

+ Rosenfeld + arbre de décision + compression de chemin (DT + PC),

« Rosenfeld + arbre de décision + ARemSP Union-Find (DT + ARemSP).

3.2.1.2 Résultats pour les images aléatoires

granularité
‘ algorithmes g=1 \ g=2 \ g=4 \ g=8 \ g=16
Rosenfeld DT PC 20,18 | 11,87 | 8,30 6,64 6,00
Rosenfeld DT ARemSP | 19,81 | 12,03 | 8,56 6,98 6,19
Rosenfeld DT 20,19 | 12,21 | 8,72 7,08 6,26
Rosenfeld 31,06 | 19,70 | 13,16 | 10,06 | 8,69
Rosenfeld PC 35,05 | 22,88 | 14,70 | 10,73 | 8,87

TaBLE 3.1 — Comparatif des variantes de la famille Rosenfeld pour les images aléatoires : exprimées
en cpp pour des images de taille 1024 X 1024 et de granularité g € {1, 2, 4, 8, 16} sur un cceur Skylake

Les variantes se classent en deux catégories (fig. 3.1) : celles qui utilisent un arbre de décision et les
autres. Tous les algorithmes utilisant un arbre de décision sont trés proches avec toutefois un avantage
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Fig. 3.1 - Variantes de la famille Rosenfeld : exprimées en ¢pp pour des images de taille 1024 X 1024 et
de granularité g € {1, 4, 16} et cpp, en fonction de la granularité sur un cceur Skylake

constant pour les versions DT + PC et DT + ARemSP. La compression de chemin a un effet négatif
sur les performances de la version classique et positif sur la version DT. Dans la version classique,
lopération de compression de chemin est répétée systématiquement pour tous les pixels du voisinage
y compris ceux déja compressés dans le voisinage courant et dans celui du pixel précédent. Cela induit
des écritures inutiles dans la table d’équivalences qui n’existaient pas dans la version sans PC. Dans
la version DT, 'opération de compression ne s’applique que pour les étiquettes chargées par I’arbre
de décision dans les cas susceptibles de déclencher une procédure d’union.

Bien que meilleure du point de vue algorithmique, la compression de chemin n’apporte donc
pas un gain systématique, la hauteur du graphe n’étant pas le seul élément coliteux de I’algorithme.
Cela renforce notre conviction de la nécessité de soumettre toutes les améliorations a des mesures de
performance pour évaluer leur pertinence.

3.2.1.3 Résultats pour les images de SIDBA

t (ms) cpp
\ Algorithmes min \ moy \ max || min \ moy \ max
Rosenfeld DT 0,54 | 0,71 | 0,87 || 453 | 596 7,28
Rosenfeld DT ARemSP | 0,55 | 0,72 | 0,88 || 4,56 | 6,00 7,35
Rosenfeld DT PC 0,62 | 0,79 | 0,96 || 5,19 | 6,59 7,99
Rosenfeld 0,82 | 1,12 | 1,38 || 6,85 | 9,31 11,52
Rosenfeld PC 0,85 | 1,20 | 1,53 || 7,05 | 10,04 | 12,78

TaBLE 3.2 — Comparatif des variantes de la famille Rosenfeld pour la base de données SIDBA : expri-

mées en ms et cpp pour les valeurs minimale (min), moyenne (moy) et maximale (max) sur un coeur
Skylake

Pour la base de données SIDBA, Rosenfeld DT est le plus rapide suivi par Rosenfeld DT ARemSP
et Rosenfeld DT PC. Comme pour les images aléatoires, Rosenfeld classique et Rosenfeld PC sont bien
plus lents (X0,63). L’utilisation de PC a un impact négatif sur les performances dans tous les cas.
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3.2.1.4 Conclusion

L’inversion du rang de Rosenfeld DT et Rosenfeld DT PC entre les images aléatoires et SIDBA
met en évidence l'intérét de disposer des deux référentiels.

Afin de représenter la famille Rosenfeld, nous avons décidé d’utiliser Rosenfeld + DT + PC car
il appartient au groupe le plus rapide et il permettra de mettre en évidence I'intérét ou non de la
compression de chemin dans les chapitres suivants lors de la parallélisation de ces algorithmes.

3.2.2 Variantes de la famille HCS,

3.2.2.1 Présentation des variantes

La famille HCS, est composée de l'algorithme original et de la version ARemsP [64]. Afin de
compléter les variantes autour du masque HCS, nous avons modifié I’algorithme original pour utiliser
Union-Find avec un arbre de décision sans la modification ARemSP. Cet ajout nous permet d’évaluer
I'impact de la modification ARemSP [64].

La comparaison pour cette famille a donc été faite pour :

+ la version originale HCS,, basée sur la gestion des équivalences de Suzuki et sur l'utilisation
d’une table de vérité pour déterminer les équivalences,

« HCS, + Union-Find (UF) + arbre de décision (DT),
« HCS, + Union-Find (UF) + arbre de décision (DT) + ARemSP [64].

3.2.2.2 Résultats pour les images aléatoires
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Fig. 3.2 — Variantes de la famille HCS, : performances exprimées en cpp pour des images de taille
1024 % 1024 et de granularité g € {1,4,16} et cppyen fonction de la granularité sur un ceeur Skylake

Tout comme pour les variantes de la famille Rosenfeld, la modification la plus significative est
I’arbre de décision (fig. 3.2). Sila version HCS, UF DT ARemSP a bien I’avantage sur la version HCS,
UF DT pour les images peu structurées, celui-ci disparait avec ’augmentation de la granularité.
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granularité
] Algorithmes g=1 \ g=2 \ g=4 \ g=8 \ g=16
HCS, UF DT ARemSP | 13,60 | 8,52 | 6,25 | 5,22 | 4,73
HCS, UF DT 14,47 | 8,81 | 6,32 | 5,22 | 4,72
HCS, 20,60 | 11,89 | 8,16 | 6,29 | 5,55

TaBLE 3.3 — Variantes de la famille HCS, : exprimées en cpp pour des images de taille 1024 X 1024 et
de granularité g € {1, 2, 4, 8, 16} sur un coeur Skylake

3.2.2.3 Résultats pour les images de SIDBA

Les résultats pour la base de données SIDBA confirment ceux des images aléatoires. HCS, UF DT
ARemSP et HCS, UF DT ont des performances trés proches. HCS; UF DT ARemSP est plus rapide
que la version originale de HCS, d’un rapport X1,33. La variabilité des résultats (cppmax — cPPmin) €St
a 'avantage de la version HCS, UF DT ARemSP.

t (ms) cpp
‘ Algorithmes min ‘ moy ‘ max || min ‘ moy ‘ max
HCS, UF DT ARemSP | 0,53 | 0,63 | 0,72 || 4,40 | 5,24 | 6,01
HCS, UF DT 0,53 | 0,63 | 0,73 4,38 | 5,28 | 6,12
HCS, 0,64 | 0,84 | 1,02 || 5,30 | 6,97 | 847

TaBLE 3.4 — Comparatif des variantes de la famille HCS, pour la base de données SIDBA : exprimées
en ms et cpp pour les valeurs minimale (min), moyenne (moy) et maximale (max) sur un cceur Skylake

3.2.2.4 Conclusion

HCS, UF DT ARemSP et HCS, UF DT sont trés similaires. La variation ARemSP diminue la va-
riabilité des résultats selon les images et la version originale de HCS, est dans tous les cas la plus
lente.

Afin de représenter la famille HCS,, nous avons décidé d’utiliser HCS, UF DT ARemSP car elle
permettra de mettre en évidence I'intérét ou non de ARemSP dans les chapitres suivants lors de la
parallélisation des algorithmes.

3.2.3 Variantes de la famille Suzuki

La gestion des équivalences de Suzuki a pris une place trés importante dans la littérature. Du fait
de I'impact de 'arbre de décision sur les algorithmes précédents, nous évaluerons :

« la version originale de Suzuki qui utilise le masque de Rosenfeld et la gestion des équivalences
avec trois tables de Suzuki,

« la version précédente + arbre de décision (DT),

3.2.3.1 Résultats pour les images aléatoires

Une fois encore, I'arbre de décision améliore significativement les résultats (tab. 3.5 et fig. 3.3) et
tend a symétriser les courbes autour de la valeur maximale. En considérant c¢ppy, Suzuki DT est plus
rapide que la version classique d’un rapport allant de X1,5 a X2 selon la granularité.
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Fig. 3.3 — Variantes de la famille Suzuki : exprimées en cpp pour des images de taille 1024 X 1024 et de
granularité g € {1,4, 16} et cppy en fonction de la granularité sur un cceur Skylake

granularité

’ Algorithmes | g=1 \ g=2 \ g=4 \ g=8 \ g=16
Suzuki DT 19,75 | 12,00 | 8,49 6,77 6,09
Suzuki 29,46 | 19,98 | 15,32 | 13,34 | 12,58

TABLE 3.5 — Variantes de la famille Suzuki : exprimées en cpp pour des images de taille 1024 x 1024 et
de granularité g € {1, 2, 4, 8, 16} sur un coeur Skylake

3.2.3.2 Résultats pour les images de SIDBA

L’étude sur la base SIDBA renforce encore ’avantage de Suzuki DT qui devient en moyenne plus
rapide d’un rapport X2,5. L’intérét de I’arbre de décision est encore plus flagrant que pour les familles
HCS, et Rosenfeld.

t (ms) cpp
’ Algorithmes | min \ moy \ max || min \ moy \ max
Suzuki 1,43 | 1,70 | 2,04 11,92 | 14,16 | 16,96
Suzuki DT 0,51 | 0,68 | 0,84 4,25 5,63 6,96

TABLE 3.6 — Comparatif des variantes de la famille Suzuki pour la base de données SIDBA : exprimées
en ms et cpp pour les valeurs minimale (min), moyenne (moy) et maximale (max) sur un cceur Skylake

3.2.3.3 Conclusion

L’arbre de décision s’utilise aussi bien avec le mécanismes Union-Find classique qu’avec les tables
de Suzuki. Encore une fois, il vient diminuer le nombre d’accés inutiles a 'image des étiquettes ainsi
qu’aux trois tables qui gérent les équivalences. Dans la suite du manuscrit, la famille Suzuki sera
représentée par Suzuki DT .
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3.2.4 Algorithmes de références pour la suite des expérimentations

Suite a cette étude préalable, nous proposons le jeu d’algorithmes suivant que nous nommerons
a partir de ce point algorithmes directs de référence.

« Rosenfeld : le masque de Rosenfeld [73] (5 pixels) avec la gestion des équivalences Union-Find
(UF) améliorée avec I’arbre de décision (DT) et la compression de chemin (PC).

« Suzuki : le masque de Rosenfeld avec la gestion des équivalences Suzuki [58] améliorée avec
Iarbre de décision (DT),

« Grana : le masque bloc de Grana (20 pixels) avec un arbre de décision a 128 étages [60] utilisant
la gestion des équivalences de Suzuki,

« RCM : le masque réduit de RCM (4 pixels) [63] avec la gestion des équivalences Suzuki,

« HCS, UF DT ARemSP : le masque HCS, avec la gestion des équivalences Union-Find (UF) amé-
liorée avec 'arbre de décision (DT) et 'optimisation Rem+Splicing (ARemSP) [64],

« HCS : algorithme a machine d’états hybride pixel/segment [61] a masque variable utilisant la
gestion des équivalences Suzuki,

« LSL : algorithme segment avec la gestion des équivalences Union-Find (UF) (une variante utili-
sant la gestion des équivalences Suzuki sera utilisée a partir du chapitre 4 et 5). Deux variantes
sont utilisées : LSLgrp congue avec lobjectif d’étre le plus systématique possible et LSLgi g

congue pour tirer parti des segments les plus longs par une utilisation intensive du codage
RLC.

3.3 Confrontation des algorithmes de référence au jeu de données

3.3.1 Comportement vis-a-vis de la densité

La figure 3.4 met en évidence le comportement des courbes représentant les algorithmes du jeu de
données. Pour g=1, elles sont symétriques par rapport a leur valeur maximale. L’abscisse des maxi-
mum étant comprise entre [45%; 55%] selon I’algorithme.

L’augmentation du cpp pour les densités autour de 50% est due a ’action conjuguée de plusieurs
phénomeénes. D’une part, comme vu dans la section 1.5.3, les concavités et les marches d’escalier
(fig. 1.26) entrainent la création d’étiquettes supplémentaires et par conséquent plus d’opérations
d’union d’étiquettes. D’autre part, ces mémes structures sont responsables de 'augmentation du
nombre de tests dans 'arbre de décision car la création d’une étiquette est la conséquence d’un par-
cours de taille maximale de I’arbre (sec. 2.4.1).

3.3.2 Comportement vis-a-vis de la granularité

La table 3.7 et la figure 3.4 décrivent le comportement des algorithmes en fonction de la granularité
des images. La tendance principale est que lorsque g croit, le cpp décroit. Rapidement pour g € {1,2},
puis lentement pour g € [2 :16].

On peut remarquer que LSLyy g est le plus accéléré quand la granularité croit tandis que LSLgp
est le plus constant des algorithmes. C’est bien dans cet esprit qu’ils ont été concus (cf. 2.4.9).

Au-dessus de g=4, LSLyy g est le plus rapide de tous les algorithmes et LSLgp est le plus régulier
en cpp. Un point notable est que tous les algorithmes a 'exception de LSLg  tendent a se stabiliser en
fonction de la granularité de 'image (X1.1 entre g=8 et g=16) alors que LSLg; g continue d’accélérer
(X1.3 entre g=8 et g=16).
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Fig. 3.4 — Algorithmes directs de référence : cpp pour des images de taille 1024 X 1024 et de granularité
g € {1,4,16} et cpp moyen en fonction de la granularité sur un coeur Skylake

granularité
‘ Algorithmes g=1 ‘ g=2 ‘ g=4 ‘ g=8 ‘ g=16
LSLyip 2431 | 11,58 | 6,40 | 4,07 | 3,05
Grana 21,66 | 9,99 | 6,53 | 4,94 | 4,32
HCS, UF DT ARemSP | 13,60 | 8,52 | 6,25 | 5,22 | 4,73
HCS 16,88 | 9,86 | 6,78 | 5,57 | 4,98
LSLsTp 10,99 | 7,61 | 6,55 | 6,16 | 6,00
Rosenfeld DT PC 20,18 | 11,87 | 8,30 | 6,64 | 6,00
Suzuki DT 19,75 | 12,00 | 8,49 | 6,77 | 6,09
RCM 20,73 | 13,21 | 9,48 | 7,52 | 6,69

TaBLE 3.7 — Algorithmes directs de référence : cpp moyen pour des images de taille 1024 x 1024 en
fonction de la granularité sur un coeur Skylake

3.3.3 Résultats par rapport aux images de SIDBA

Les mesures sur la base de données d’images confirment les conclusions générales issues des
images aléatoires mais introduisent des variations notables.

La table 3.8 donne les résultats en ms et en cpp (minimum, moyen et maximum). En moyenne,
LSLgig est le plus rapide suivi par HCS, UF DT ARemSP, Suzuki DT, HCS, Grana, LSLsTp Rosenfeld
DT PC et RCM. L’ algorithme Suzuki DT est plus performant sur la base d’images que sur les images
aléatoires.

Du point de vue de la stabilité, LSLgrp (fig. 3.5 et tab. 3.8) est le plus performant. Sa variation est
de 1.00 cpp tandis que le second le plus stable (HCS, UF DT ARemSP) varie de 1,54 cpp.
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t (ms) cpp
] Algorithmes min \ moy \ max || min \ moy \ max
LSLgig 0,28 | 0,54 | 0,82 || 2,36 | 4,49 | 6,86
HCS, UF DT ARemSP | 0,50 | 0,60 | 0,69 || 4,19 | 5,03 | 5,73
HCS 0,48 | 0,62 | 0,76 || 4,02 | 5,16 | 6,31
Suzuki DT 0,48 | 0,65 | 0,79 || 4,03 | 5,39 | 6,61
Grana 0,47 | 0,66 | 0,85 || 3,92 | 5,52 | 7,09
LSLsTp 0,66 | 0,73 | 0,78 || 5,52 | 6,05 | 6,52
Rosenfeld DT PC 0,59 | 0,77 | 0,94 || 4,94 | 6,40 | 7,84
RCM 0,63 | 0,77 | 0,93 || 5,26 | 6,46 | 7,77

TaBLE 3.8 — Algorithmes directs de référence : résultats pour SIDBA exprimés en ms et c¢pp pour les
valeurs minimale (min), moyenne (moy) et maximale (max) sur un coeur Skylake

cpp
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LSLRLE HCS2UF  HCS Suzuki Grana LSLSTD Rosenfeld  RCM
DT ARemSP DT DT PC

Fig. 3.5 — Algorithmes directs de référence : cpp moyen et variabilité (cpp,,qx €t cppmin) sur la base de
données SIDBA sur un cceur Skylake

3.3.4 Conclusion sur le comportement général des algorithmes de référence vis-a-
vis du jeu de données

Les objectifs fixés au jeu de données du point de vue de sa capacité a soumettre les algorithmes a
des cas de figures simples comme complexes sont atteints.

+ Les images aléatoires de granularité variable nous renseignent sur I’évolution des algorithmes
en fonction de la densité et de la granularité et mettent en évidence le comportement des algo-
rithmes dans des cas trés complexes (g=1) comme dans des cas plus structurés (g=16).

« Les images de la base SIDBA complétent cette information en illustrant le comportement des
algorithmes pour des images dont la granularité interne est variable et nous permettent de
classer les algorithmes dans des conditions réalistes bien qu’elles ne puissent rendre compte de
tous les cas de figures. Dans le cas d’une application spécialisée, une base de données métier
sera utilisée pour valider ce classement.

On peut constater que les images de SIDBA sont globalement plus rapides a traiter que les images
aléatoires (en cpp). Mais la granularité équivalente (cf. 2.2.6) des images de la base SIDBA est variable
selon I'algorithme. Pour trouver un cpp identique entre les données aléatoires et SIDBA, il faut at-
teindre g ~ 6 pour LSLgy g et Grana, g ~ 9 pour HCS, UF DT ARemSP , g ~ 12 pour HCS, LSLgp,
Rosenfeld DT PC et g > 16 pour Suzuki DT et RCM. Cette information ne renseigne pas sur la qualité
des algorithmes, mais sur la nécessité d’utiliser les deux référentiels pour évaluer les performances
d’un algorithme donné.

Ce que les différentes mesures confirment est :
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« que dans le cas d’applications réelles (SIDBA ou g > 8), LSLgy g est le plus rapide d’un facteur
compris entre X1,12 par rapport au second et X1,43 par rapport au plus lent.

« qu’il est aussi tres dépendant de la structure des images du fait de I'utilisation intensive du
codage RLC,

+ que LSLgp est le plus stable de tous les algorithmes, ce qui peut-étre utile lorsqu’il s’agit de
limiter I’aléa sur le temps de traitement pour des applications embarquées.

Ces renseignements sur le comportement global cachent la disparité entre les différentes opéra-
tions. Pour comprendre les comportements de chacune des étapes, il faut décomposer le cpp. Cest
lobjet de la section suivante.

3.4 Parts des étapes intermédiaires dans la composition de la perfor-
mance globale de I’étiquetage en composantes connexes

La mesure brute des cpp ne permet pas de rendre compte du cotit des différentes étapes que sont la
premiére passe, la fermeture transitive et réétiquetage. Afin de mieux les comprendre et les évaluer,
le code a été instrumenté pour obtenir le cpp correspondant a chaque partie. Le cas de Grana est
spécifique car la seconde passe y réalise bien plus qu'un réétiquetage. Pour simplifier la lecture des
résultats suivants et éviter les confusions, les deux passes de Grana ont été intégrées sous I’appellation
premiere passe.

3.4.1 Résultats pour les images aléatoires

Pour des images aléatoires de granularité g=1 (fig. 3.6), la premiere passe représente la trés grande
majorité du temps de traitement global (> 90%) pour tous les algorithmes a ’exception de LSLgr g (>
55%). Le cotit de la gestion des étiquettes est négligeable. Le réétiquetage est constant et peu impactant
pour tous les algorithmes a I'exception de LSLgy g. Celui-ci doit décompresser tous les segments pour
pouvoir générer I'image des étiquettes et cette opération est trés dépendante de la taille et du nombre
de segments. Or pour g=1, la table contenant le codage RLC ([jy,j;]) est plus grande que I'image.

Pour des images aléatoires de granularité plus élevée (g=4fig. 3.7 et g=16 fig. 3.8), le colit de I’étape
de réétiquetage augmente relativement a 'ensemble (a I’exception de LSLgy g) car il reste constant en
cpp et alors que la premiére passe s’accélére. Du fait de la baisse du nombre de composantes connexes
et d’étiquettes supplémentaires il n’est plus possible de distinguer le cotit de la gestion des étiquettes.
Pour LSLy g, le colit de I’étape de réétiquetage ne fait que diminuer car il tire alors pleinement parti
du codage RLC.

L’accélération progressive de la premiere passe, commune a tous les algorithmes en fonction de
la granularité, s’explique par I’amélioration de la localité temporelle et spatiale des caches lorsque
g augmente, conjuguée avec 'avantage d’'un nombre réduit d’étiquettes et des parcours plus courts
dans 'arbre de décision qui tendent a aplatir les courbes.

3.4.2 Résultats pour les images de SIDBA

Les résultats pour les images de la base de données (tab. 3.9) nous confirment trois informations :
la premiére passe est 'opération la plus coliteuse de I’étiquetage, la fermeture transitive est une opé-
ration dont le temps est négligeable devant les autres opérations et le réétiquetage est une opération
tres stable en temps qui est identique pour tous les algorithmes a I’exception de LSLg; k.

De plus, sil’on compare le cpp moyen de la premiére passe pour les images SIDBA avec celui pour
les images aléatoires, il place celles-ci dans l'intervalle g € [8 — 16] pour les algorithmes pixels et
g € [12 — 16+] pour les versions LSL.
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Fig. 3.6 — Composition du cpp global par rapport a la densité (%) pour des images aléatoires de taille

1024x1024 et g = 1 sur un cceur Skylake
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Fig. 3.7 — Composition du cpp global par rapport a la densité (%) pour des images aléatoires de taille

1024x1024 et g = 4 sur un cceur Skylake
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Fig. 3.8 - Composition du cpp global par rapport a la densité (%) pour des images aléatoires de taille

1024x1024 et g = 16 sur un cceur Skylake
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CHAPITRE 3. PERFORMANCE DES ALGORITHMES SEQUENTIELS D’ETIQUETAGE ET
D’ANALYSE EN COMPOSANTES CONNEXES

Premieére passe Fermeture transitive Réétiquetage
Algorithmes min | moy | max || min | moy | max min | moy | max
LSLgig 1,87 | 2,88 | 4,00 || 0,00 | 0,02 0,05 0,49 | 1,59 | 2,81
HCS 2,50 | 3,61 | 4,83 0f 1,52 | 1,64 | 1,72
HCS, UF DT ARemSP || 2,66 | 3,45 | 4,13 || 0,00 | 0,03 0,08 1,52 | 1,62 | 1,72
LSLstp 3,97 | 4,47 | 4,95 || 0,00 | 0,02 0,05 1,55 | 1,63 | 1,74
Suzuki DT 2,51 | 3,84 | 5,09 0f 1,52 | 1,64 | 1,72
Rosenfeld DT PC 3,41 | 4,71 | 6,02 || 0,00 ‘ 0,03 ‘ 0,08 1,52 | 1,62 | 1,72
RCM 3,75 | 4,93 | 6,27 0f 1,52 | 1,64 | 1,72
Grana 3,90 | 5,46 | 7,072 0! 0° \

! Les algorithmes utilisant Suzuki n’ont pas besoin de la fermeture transitive.
2 La seconde passe de Grana n’est pas un réétiquetage, elle a été comptée ici dans la premiére passe.

TaBLE 3.9 — Algorithmes directs de référence : résultats sur SIDBA exprimés en cpp pour les valeurs
minimale (min), moyenne (moy) et maximale (max) sur un cceur Skylake

3.4.3 Conclusion pour I’étiquetage en composantes connexes

LSLgy g confirme ses performances. L'utilisation des segments offre un avantage décisif. De son
cbté, la fermeture transitive du graphe apres étiquetage ne représente pas un enjeu d’amélioration
et seul le comportement de la méthode de gestion des étiquettes au sein de la premiére passe a un
impact sur la performance globale. Dans la suite du chapitre, nous ne ferons donc plus apparaitre
le cpp correspondant a la fermeture transitive qui sera intégré a la premiere passe sauf précision
contraire.

L’utilisateur final de I’étiquetage en composantes connexes est ’humain, en ce sens que le rééti-
quetage n’est pas utile a un algorithme qui dispose de toutes les informations nécessaires dans 'image
des étiquettes et la table d’équivalences. Dans la suite du chapitre, nous étudierons la version dédiée
aux chaines de traitement intégrées : I'’analyse en composantes connexes.

3.5 Analyse en composantes connexes

Les chaines de traitement qui intégrent des opérations d’étiquetage doivent disposer ou construire
les descripteurs des composantes connexes (cf. sec. 1.6). Dans I’étiquetage en composantes connexes,
une fois la premiere passe terminée, il est nécessaire de procéder a la fermeture transitive puis au ré-
étiquetage de I'image bien que cette derniére étape ne soit pas nécessaire aux calculs des descripteurs.
En supprimant I’étape de réétiquetage, le temps de traitement peut diminuer en moyenne (plus pour
LSLg(g et rien pour Grana) de 1,6 cycles par pixel (cf. figs. 3.6, 3.7 et 3.8).

Une étape supplémentaire dans 'intégration du calcul des descripteurs est de réaliser les calculs en
méme temps que la premieére passe. Cette possibilité est intégrée par construction dans les algorithmes
LSL qui de plus tirent parti du codage RLC pour accélérer ces opérations (comme détaillé dans [98]
et [99]). Aucun article concernant les algorithmes de la base de référence n’a abordé le calcul des
descripteurs et les algorithmes autres que LSL ne sont donc pas prévus pour une telle opération. Pour
permettre de comparer tout de méme les performances des algorithmes dans le cadre de I’analyse
en composantes connexes, nous avons pourvu tous les algorithmes d’une opération de calcul des
descripteurs par ligne (double ligne pour HCS, et Grana). Pour Grana, la seconde passe ne peut pas
étre retirée car elle réalise plus d’opérations qu’un simple réétiquetage et le calcul des descripteurs ne
peut donc étre réalisé qu’apres chaque double ligne de la seconde passe.

Dans la suite du chapitre, la passe de réétiquetage est donc supprimée et celle du calcul des des-
cripteurs ajoutée. Il n’y a donc plus qu’une passe comportant deux opérations distinctes. C’est donc
un algorithme une passe au sens des catégories (cf : sec 1.2.4.1). Par souci de clarté, le terme premiere
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3.5. ANALYSE EN COMPOSANTES CONNEXES

passe est utilisé pour les opérations équivalentes de I’étiquetage en composantes connexes et le terme
descripteurs est utilisé pour la phase de calcul des descripteurs. La valeur du cpp spécifique au calcul
des descripteurs est obtenue par différence entre le traitement avec et sans calcul des descripteurs.

3.5.1 Résultats pour les images aléatoires

mmm RCM = HCS me== Grana === Syzuki DT Rosenfeld DT PC
mmm HCS, UF DT ARemSP = [ S, RLE ~ wssm [ S[, STD

i i i i i i i

0 1 1 1 1 0 L L L L L L L
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Densité (%) Densité (%)

35
30
25

& 20
© 15
10

5

o 10

=1

cpp-8

)

I I I I I I I I I I

1 1 0 L L L L L L L L L L L
0 10 20 30 40 50 60 70 80 90 100 12 3 45 6 7 8 9 1011121314 1516
Densité (%) Granularité

(=]

Fig. 3.9 — Analyse en composantes connexes : cpp pour des images de taille 10241024 et de granularité
g € {1,4,16} et cpp moyen en fonction de la granularité sur un cceur Skylake

La mesure du cpp pour ’analyse en composantes connexes (fig. 3.9) met en évidence la supériorité
intrinséque des algorithmes segments par rapport aux algorithmes pixels pour le calcul des descrip-
teurs. En effet, 1a ou le nombre de cycles par pixel augmente pour les algorithmes pixels, il diminue
fortement pour les algorithmes LSL qui tirent profit de la suppression du réétiquetage et du calcul des
descripteurs a la volée.

Des g > 2, LSLpg est plus rapide que LSLgrp et dans tous les cas, il est plus rapide que les
algorithmes pixels. La figure 3.10 représente le ratio entre LSLg g et le plus rapide des algorithmes
pixels. Le ratio moyen est de 1,66 pour g=1, de 2,49 pour g=4 et de 3,21 pour g=16.

granularité
‘ Algorithmes g=1 ‘ g=2 ‘ g=4 ‘ g=8 ‘ g=16
LSLrig 17,36 8,52 5,04 3,61 2,77
LSLstp 12,06 | 7,24 | 552 | 483 | 452
HCS, UF DT ARemSP | 27,12 | 16,79 | 11,99 9,73 8,67
HCS 29,95 | 18,13 | 12,50 | 10,12 8,95
Grana 34,96 | 19,14 | 13,68 | 11,00 9,89
Rosenfeld DT PC 32,46 | 20,04 | 13,97 | 11,12 9,90
Suzuki DT 32,72 | 20,79 | 14,41 | 11,45 | 10,07
RCM 35,66 | 22,34 | 15,80 | 12,38 | 10,80

TaBLE 3.10 — Algorithmes directs de référence : cpp moyen pour des images de taille 1024 X 1024 en
fonction de la granularité sur un coeur Skylake
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(o)

ratio
S = DN W R G

Fig. 3.10 — Analyse en composantes connexes :

algorithme pixels sur un coeur Skylake

0 10 20 30 40 50 60 70

Densité (%)

3.5.2 Résultats pour les images de SIDBA

80 90

100

ratio entre le ¢pp de LSLyrg et le ¢pp du meilleur

t (ms) cpp
] Algorithmes min \ moy \ max || min \ moy \ max
LSLp g 0,24 | 0,38 [ 0,56 || 1,97 | 3,20 | 4,65
LSLsTp 0,50 | 0,58 | 0,65 || 4,20 | 4,82 | 5,45
HCS, UF DT ARemSP | 0,97 | 1,20 | 1,41 8,11 | 9,97 | 11,73
HCS 097 | 1,23 | 146 || 8,11 | 10,28 | 12,17
Rosenfeld DT PC 1,05 | 1,33 | 1,57 || 8,75 | 11,10 | 13,06
Grana 1,11 | 1,42 | 1,67 || 9,27 | 11,80 | 13,88
Suzuki DT 1,09 | 1,48 | 1,80 || 9,12 | 12,34 | 15,03
RCM 1,15 | 1,58 | 1,87 || 9,56 | 13,17 | 15,61

TaBLE 3.11 — Algorithmes directs de référence
valeurs minimale (min), moyenne (moy) et maximale (max) sur un coeur Skylake

: résultats sur SIDBA exprimés en ms et c¢pp pour les

14
12 +

cpp

S N RO
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DT ARemSP
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Fig. 3.11 — Analyse en composantes connexes : cpp moyen et variabilité (cppp,qx €t CPPmin) sur la base

de données SIDBA sur un cceur Skylake

Les résultats pour la base de données SIDBA confirment ceux pour les images aléatoires. LSLg g
est en moyenne plus rapide que le meilleur des algorithmes pixels (ici HCS, UF DT ARemSP) d’un

PPLsL

CPPpixel

facteur

> 3.1. Le cpp le plus élevé pour LSLpy g et LSLgp est toujours plus faible que le plus

faible des cpp pour le meilleur des algorithmes pixels. L’algorithme le plus stable est LSLgp (cppmax —
¢PPmin = 1,25) suivi par LSLRLE (¢pPmax = cPPmin = 2,68).
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3.6. PART DES ETAPES INTERMEDIAIRES DANS LA COMPOSITION DE LA PERFORMANCE
GLOBALE DE L’ANALYSE EN COMPOSANTES CONNEXES

3.5.3 Conclusion

Les algorithmes de la famille LSL sont trés adaptés a ’analyse en composantes connexes du fait du
calcul des descripteurs a la volée et du codage RLC. Le cpp pour le traitement total est tres proche du
cpp obtenu pour la premiére passe de ’étiquetage en composantes connexes. Les algorithmes pixels
sont quant a eux ralentis d’un facteur proche de 2 par rapport a leur équivalent pour ’étiquetage.
La conjugaison de ces deux phénomeénes fait des algorithmes LSL le meilleur choix pour I’analyse en
composantes connexes.

Comme pour I’étiquetage en composantes connexes, une connaissance fine du coit des étapes
intermédiaires pourra nous renseigner sur les causes de ce constat.

3.6 Part des étapes intermédiaires dans la composition de la perfor-
mance globale de ’analyse en composantes connexes

Afin de comprendre I'influence de la nouvelle composition premiére passe + calcul des descripteurs
(la fermeture transitive ayant été intégrée dans la premiere passe) dans les variations des résultats
globaux, nous avons réalisé I’étude du cotit relatif des différentes phases de ’analyse en composantes
connexes.

3.6.1 Résultats pour les images aléatoires

Pour g=1 (fig. 3.12), le calcul des descripteurs pour les algorithmes pixels représente une part
importante du cpp total : entre 34% (Grana) et 47% (RCM) dans le pire cas. Pour les algorithmes LSL,
cette part est de 27% pour LSLgTp et de 17% pour LSLgig. Bien que cette proportion soit similaire
entre Grana et LSLgTp, il faut prendre en compte que LSLgrp est globalement plus rapide que Grana
d’un facteur x2,8 .

Pour les granularités supérieures (figs. 3.13 et 3.15), tous les algorithmes pixels tendent a avoir un
CPPdescripteurs identique et dont la part progresse du fait de I'accélération de la premiere passe jusqu’a
atteindre 74% dans le pire cas pour g=16. Dans le méme temps, du fait du codage RLC, cette part
diminue et passe a 5% pour LSLgp avec g=16 et 8% pour LSLyy g avec g=16.

3.6.2 Résultats pour les images de SIDBA

Sur la base SIDBA, le calcul des descripteurs est 'opération la plus cotiteuse pour les algorithmes
pixels et représente en moyenne entre 52% et 64% du cpp total. Il ne représente que 3,9% pour LSLg; g
et 4,6% pour LSLgp.

Premiére passe Descripteurs
Algorithmes min | moy | max || min | moy | max
LSLpi g 1,97 | 3,08 | 4,29 |[ 0,00 | 0,12 | 0,35
LSLsTp 4,16 | 4,59 | 4,97 |[ 0,05 | 0,23 | 0,48
HCS, UF DT ARemSP || 2,80 | 3,64 | 4,42 || 5,31 | 6,33 | 7,57
HCS 2,89 | 4,01 | 5,11 || 5,22 | 6,27 | 7,52
Rosenfeld DT PC 3,46 | 4,85 | 6,27 || 5,29 | 6,26 | 7,45
Suzuki DT 3,70 | 5,04 | 6,32 || 5,42 | 7,29 | 9,17
Grana 4,02 | 5,63 | 7,37 || 5,25 | 6,16 | 7,36
RCM 391 | 541 | 7,15 || 5,51 | 7,76 | 9,76

TaBLE 3.12 — Analyse en composantes connexes : résultats sur SIDBA exprimés en ¢pp pour les valeurs
minimale (min), moyenne (moy) et maximale (max) sur un cceur Skylake
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CHAPITRE 3. PERFORMANCE DES ALGORITHMES SEQUENTIELS D’ETIQUETAGE ET

D’ANALYSE EN COMPOSANTES CONNEXES

mmm Premiére passe
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Fig. 3.12 — Analyse en composantes connexes : composition du cpp global par rapport a la densité (%)
pour des images aléatoires de taille 1024x1024 et g = 1 sur un cceur Skylake

mesm Premiére passe  mmmm Descripteurs

20 ‘

20 40 60

(a) RCM

15
10
5
0

(b) Grana (c) Suzuki DT

0 20 40 60 80 100

(d) Rosenfeld DT PC

20 40 60

(e) HCS

40

60 80 100

(h) LSLprg

Fig. 3.13 — Analyse en composantes connexes : composition du cpp global par rapport a la densité (%)
pour des images aléatoires de taille 1024x1024 et g = 4 sur un coeur Skylake
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Fig. 3.14 — Analyse en composantes connexes : composition du cpp global par rapport a la densité (%)
pour des images aléatoires de taille 1024x1024 et g = 16 sur un coeur Skylake
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3.7. EVOLUTION DES PERFORMANCES AVEC LES GENERATIONS D’ARCHITECTURES

3.6.3 Conclusion

L’analyse des cpp intermédiaires nous indique que le calcul des descripteurs pour les algorithmes
LSL est une opération dont le colit est trés faible. D’une part, les calculs sont masqués par les opéra-
tions de controle et d’autre part, utilisation du codage RLC permet de tirer parti de la structure des
images et rend le calcul des descripteurs symétrique vis-a-vis de la densité 50%.

L’analyse en composantes connexes est bien plus rapide lorsqu’elle est basée sur les segments
que sur les pixels. L’ensemble des algorithmes pixels présente des résultats trés proches. La forme du
masque, la méthode de gestion des étiquettes, et le nombre de passes, sont des éléments bien moins
différenciants que 'utilisation des segments au lieu de pixels. Les algorithmes LSL sont donc sans
conteste, les plus adaptés a ’analyse en composantes connexes.

3.7 Evolution des performances avec les générations d’architectures

Afin de comprendre les liens entre les algorithmes et les architectures, nous avons validé nos
résultats sur d’autres familles de processeurs. Nous avons mené les tests d’analyse en composantes
connexes sur plusieurs machines différentes (machine de bureau, portable et serveurs). Le tableau 3.13
récapitule les architectures testées et leurs caractéristiques. Chaque algorithme représente un choix
d’équilibre entre le nombre d’accés a la mémoire, les opérations de contréle et de calcul. D’un autre
cbté, chaque famille de processeur est aussi un équilibre entre des caractéristiques telles que : les
capacités de calcul, la bande passante mémoire, la quantité de cache, les mécanismes de prédictions,
etc. La figure 3.15 présente le cpp des différents algorithmes sur toutes les architectures sélectionnées
pour les images de SIDBA. Les architectures récentes sont en moyenne plus efficaces avec des varia-
tions selon les algorithmes. L’évolution la plus marquante date de I’arrivée de la famille Nehalem qui
coincide avec la présence d’un cache L3 et 'augmentation significative de la bande passante mémoire
due au remplacement du FSB (Front Side Bus) par le lien QPI (Quick Path Interconnect). LSLyig a
progressé a chaque génération, il est plus rapide d’un facteur x2,4 sur le SKL que sur le CNR. Dans
le méme temps LSLgTp, a progressé d’un rapport X1,4 et les algorithmes pixels d’un rapport compris
entre X1,3 et X1,6.

Alias Famille Identifiant fréquence | Mémoire ]?anc.le passa‘nte Date de
(GHz) Cache mémoire maximale lancement
CNR Conroe E6600 2,4 4Mo L2 8,4 Go/s Q3’06
PNR Penryn SU9400 1,4 3Mo L2 6,4 Go/s Q3’08
NHM Nehalem W3530 2,8 8Mo L3 25,6 Go/s Q1’10
SNB Sandy Bridge 17-2600K 3.4 8Mo L3 21,0 Go/s Qri1
HSW Haswell 17-4770K 3,5 8Mo L3 25,6 Go/s Q2’13
IVB Ivy Bridge E5-2695 v2 2,4 30Mo L3 59,7 Go/s Q3’13
SKL Skylake i7-6700K 4,0 8Mo L3 34,1 Go/s Q3’15

TaBLE 3.13 — Familles de processeurs ayant servi de base pour évaluer I’évolution des performances
de I'analyse en composantes connexes comparativement a I’évolution des processeurs

Dans le méme temps, le nombre de coeurs des processeurs a augmenté (de 2 pour CNR a 12 pour

IVB) mais les algorithmes de référence ne sont pas prévus pour travailler sur plusieurs coeurs et une
adaptation est donc nécessaire. Ce sera I'objet du chapitre suivant.
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=== RCM === HCS m== Grana === Syzuki DT Rosenfeld DT PC
mm=m= HCS, UF DT ARemSP === [S[, RLE === [ S, STD

Conroe Penryn =~ Nehalem SandyBridge IvyBridge  Haswell Skylake

Fig. 3.15 — Analyse en composantes connexes : cpp moyen pour les algorithmes de référence sur la
base de données SIDBA sur 7 architectures du Conroe (2006) au Skylake (2015)

3.8 Conclusion

Ce chapitre a permis de mettre en évidence le comportement des algorithmes directs dans un
contexte séquentiel et de faire le point sur la hiérarchie des algorithmes modernes. Il apparait que les
algorithmes segments sont plus rapides pour I’étiquetage en composantes connexes et que cet avan-
tage augmente dans le cadre d’applications réelles d’analyse en composantes connexes. LSLgr g est
donc le plus efficace des algorithmes d’étiquetage en composantes connexes et d’analyse en compo-
santes connexes.

La problématique de ’étiquetage comme celle du traitement d’image est plus que jamais orienté
vers la rapidité et vers ’autonomie par deux phénomeénes conjugués.

+ Le passage a un paradigme de données massives induit par la croissance continue de la quantité
d’images nécessite de traiter les images rapidement et sans intervention humaine. Par exemple,
la base de données ImageNet [24] qui regroupe des images et les données associées propose
plus de 14 millions d’images dans 21841 catégories. Mais dans le méme temps, le nombre de
photos partagées par jour sur les réseaux sociaux dépasse les 500 millions (en 2013) et double
tous les ans)

« L’avénement d’applications nécessitant un traitement temps réel d’images dont la résolution
augmente d’année en année : robotique autonome, voiture intelligente, vidéosurveillance, drones,
smartphones.

Dans le contexte d’autonomie de traitement vis-a-vis de ’humain, ’analyse en composantes connexes
est a privilégier et sera donc mise en avant dans la suite du manuscrit. Cependant, son caractére sé-
quentiel ne permet pas de tirer pleinement parti des performances des processeurs modernes. Pour
faire progresser 1’étiquetage il faut envisager la parallélisation des algorithmes.
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Moins que d’autres, je ne savais si le but de notre vie avait un sens. Mais je
savais, plus que quiconque, qu’elle avait une valeur. Par elle-méme,
directement, hors de toute réussite ou déroute. Cette valeur venait du combat.

—La Horde du contrevent, Alain Damasio

Etiquetage en composantes connexes
pour les architectures multi-coeur
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4.1 Introduction

Depuis les années 80 jusqu’au début des années 2000, les générations successives des technologies
MOS puis CMOS ont permis une croissance exponentielle, de I'ordre de 25% par an, de la fréquence
d’horloge des processeurs (fig. 4.1). La combinaison de cette augmentation des fréquences et des pro-
gres microarchitecturaux (superscalaires dans I’ordre puis non ordonné, prédicteurs de branchement,
hiérarchie de caches, nouvelles instructions, etc.) a permis des gains de performance de 'ordre de
50% par an pour les générations successives de processeurs, permettant de réduire les temps de trai-
tement d’une application, ou de traiter des applications de plus grande taille. C’est a cette période
quHerb Sutter fait référence sous 'appellation « free lunch » dans article [100]. Pour obtenir plus
de performance, il suffisait d’attendre la prochaine génération de processeurs d’une famille donnée,
éventuellement en recompilant le programme pour utiliser les nouvelles instructions. Le début des
années 2000 a vu la fin de la croissance des fréquences d’horloge, limitée depuis a 4 GHz maximum
pour limiter la densité de puissance dissipée a ce que peuvent supporter les boitiers couramment
utilisés. Ces problemes thermiques, se combinant avec les limites du « parallélisme d’instructions »
exploitable par un monoprocesseur (cceur) a conduit aux architectures multi-coeur, qui sont mainte-
nant la norme dans toutes les gammes de processeurs, des processeurs des smartphones et tablettes
aux superordinateurs en passant par les PC et les serveurs.

Dans le cadre de la thése, nos travaux ont porté sur deux catégories de plateforme : les multi-
cceur pour lesquels nous proposons une implémentation des algorithmes directs dans ce chapitre
ainsi qu’une analyse des résultats dans le chapitre 5 et les many-core (Xeon Phi et GPU) pour lesquels
nous proposons des algorithmes spécifiques dans les chapitres 6 et 7.
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CHAPITRE 4. ETIQUETAGE EN COMPOSANTES CONNEXES POUR LES ARCHITECTURES
MULTI-CEUR
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Fig. 4.1 — Courbes tendancielles issues de «The Free Lunch Is Over A Fundamental Turn Toward
Concurrency in Software» [100] (mise a jour en 2009)

4.2 Découpage des données pour le multi-cceur

4.2.1 Principe

L’utilisation de plusieurs coeurs implique de réécrire les programmes pour implémenter les ver-
sions paralleles des algorithmes. Selon la nature des algorithmes, le travail a effectuer est tres différent,
allant du simple découpage des données a la refonte compléte des algorithmes.

Il est tout a fait possible pour I'étiquetage comme pour I'analyse en composantes connexes de
traiter en méme temps différentes images sans modification algorithmique. Cela ne correspond pas
a Pensemble des applications d’étiquetage. Dans le cadre de nos travaux, nous avons fait le choix
d’analyser la parallélisation du traitement d’une image sur plusieurs cceurs pour proposer un nouvel
algorithme permettant a la fois de traiter plus de données mais aussi de produire plus rapidement
I’analyse en composantes connexes d’une image, ce qui est indispensable par exemple dans le cas
d’applications embarquées.

Une fagon d’aborder ’adaptation d’un algorithme dans le cadre d’une utilisation multi-cceur est
de suivre le schéma de la figure 4.2 :

« un découpage des structures de données (homogéne ou non),

« un traitement en paralléle de ces données avec d’éventuelles barriéres de synchronisation ainsi
que des mécanismes de verrous sur les données pour gérer la concurrence d’acces,

« enfin une éventuelle étape de fusion / réconciliation des données.

Ce découpage peut se répéter et varier plusieurs fois au sein de ’algorithme, par exemple pour
chaque passe.
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Barriéres de
synchronisation

/N

Algorithme

A
\\1/

séquentiel

Algorithme
paralléle

Fig. 4.2 — Parallélisation sur des coeurs

4.2.2 Structures de données
4.2.2.1 Granularité de la décomposition

La décomposition efficace des structures de données pour un traitement paralléle est tres dé-
pendante de I'algorithme et résulte d’'un compromis entre les dépendances de données internes et
I’équilibrage désiré de la charge de calcul entre les processeurs. Nous présentons ici quelques décom-
positions et équilibrages qui seront discutés dans la section suivante en fonction de leur application
potentielle dans le cadre de Iétiquetage et de I’analyse en composantes connexes.

Fil 1
Fil 2
Fil 1
Fil 2
Fil 1
Fil 2
(a) Décomposition en pixels a priori : les pixels pairs sont  (b) Décomposition en lignes a priori : les lignes paires sont
traités par le thread 1 et les pixels impairs par le thread 2 traitées par le thread 1 et les lignes impaires par le thread

Thread 1 i Thread 2

(c) Décomposition étendue en tuiles : les tuiles paires sont  (d) Systéme de pile de tuiles (farming) : le thread traite la

traitées par le thread 1 et les tuiles impaires par le thread  tuile suivante dans la pile des tuiles a traiter
2

Fig. 4.3 - Exemples de découpages en blocs élémentaires pour 2 threads : pixels, lignes, tuiles avec
ordonnancement a priori ou par pile

Le principe est de déterminer, d’une part la taille et la forme de ’élément de base qui sera distribué
entre les différents threads (figs. 4.3a, 4.3b et 4.3c), et d’autre part 'ordonnancement de attribution
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des données aux différents threads.

L’ordonnancement dépend de la variabilité du temps de traitement des éléments de base et de la
dépendance de données entre ces éléments. En effet, dans I'exemple des figures 4.3a, 4.3b et 4.3¢ qui
représentent une répartition a priori de la charge, un thread peut avoir traité ’ensemble des données
prévues avant 'autre et se retrouver inactif. Cela représente une perte du point de vue de la répartition
de la charge de travail. Une solution est donc que chaque thread récupére de nouvelles données dés
qu’il est disponible (figs. 4.3d).

4.2.2.2 Verrous

Si dans le cadre d’un programme, plusieurs threads souhaitent accéder en méme temps a une
donnée (ne), pour par exemple I'incrémenter et enfin réécrire la nouvelle valeur en mémoire (fig. 4.4a),
il est impossible de garantir la valeur de ne a la fin de I'opération. En effet, si toutes les lectures ont
lieu avant la premiere écriture, il n’y aura qu’une incrémentation effective. Selon le décalage entre les
threads le résultat, sera ne + 1, ne + 2, ne + 3 ou ne + 4. Afin d’éviter cette incertitude, le mécanisme de
verrou vient interdire 'accés a ne a tous les autres threads lorsqu’une opération est en cours (fig. 4.4b).
Dans tous les cas, le résultat sera ne + 4 mais les trois autres threads auront dans ce cas été bloqués
durant le travail du premier.

Thread 1 Thread 2 Thread 1 Thread 2

ne = ne +1 ne = ne +1 ne = ne +1 ne = ne +1

AN
27
Thread 4 st Thread 3 Thread 4 Thread 3
ne = ne +1 ne = ne +1 ne = ne +1 ne = ne +1
(a) Accés simultanés par plusieurs threads (b) Sérialisation des accés par verrou : aucun thread

ne peut lire ne tant que le thread 2 n’a pas libéré la
ressource. Ensuite, le thread suivant posera a son tour
un verrou sur ne

Fig. 4.4 — Principe du verrou

4.2.3 Cas de de I’étiquetage et de ’analyse en composantes connexes

Comme nous I’avons vu dans les chapitres précédents, plusieurs structures de données sont a
considérer :
. s
+ L’image binaire a étiqueter.
« L’image des étiquettes.
+ Le graphe de connexité (sous la forme d’une ou plusieurs tables d’équivalence).

« Les structures qui permettent de calculer les descripteurs.

4.2.3.1 Décomposition de I'image binaire a étiqueter

Le chargement de I'image binaire a étiqueter ne présente aucune dépendance de données et celle-
ci peut donc étre découpée selon tous les modes présentés dans la section 4.2.2.1. Il est donc aussi
possible d’étendre la taille des tuiles au maximum pour obtenir des bandes verticales ou horizontales
(fig. 4.5). Cela a ’'avantage de découper I'image de base en sous-images et de se retrouver dans une
configuration proche des algorithmes séquentiels.
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®° 0%,/ o

(a) Image binaire (b) Image binaire découpée en 2 (c)Image binaire découpée en 2 bandes
bandes horizontales a traiter en paral-  verticales a traiter en paralléle
lele

Fig. 4.5 — Découpage de taille maximale pour deux threads

4.2.3.2 Décomposition de I'image des étiquettes

Dans le cas des algorithmes d’étiquetage en composantes connexes et d’analyse en composantes
connexes, la dépendance de données due au masque et au balayage direct rend tres cotiteux la pa-
rallélisation par découpage en éléments d’un pixel ou d’une ligne. En effet, dans le cas du masque
de Rosenfeld (fig. 4.6), le traitement de e, dépend du pixel précédent e, et des trois pixels de la ligne
précédente ey, e5, e3. Dans le cas d'un découpage a I’échelle d’un pixel, aucun traitement ne pourrait
débuter sans que ces 4 étiquettes n’aient été attribuées. Dans le cas d’'un découpage en lignes, c’est
toute la ligne précédente qui devrait avoir été traitée en plus du pixel précédent. De plus, plus le
nombre d’éléments est élevé, plus le nombre de fusions a réaliser pour I’étape de réconciliation des
données est élevé.

€1 €] e

€4 | ex

Fig. 4.6 — Masque de Rosenfeld

Le chapitre 6 explorera des mécanismes pour diminuer la dépendance entre les données. Dans ce
chapitre, I'approche choisie est de limiter les évolutions par rapport aux algorithmes séquentiels. En
suivant cette logique, la dépendance des données ne pouvant pas étre supprimée, une solution est de
maximiser la taille de I’élément de base et de minimiser le nombre de fusions. Le découpage en bandes
répond a ces criteres. Il a de plus 'avantage de respecter les acces successifs aux lignes de caches et
d’éviter les interactions entre les threads via le cache (false-sharing).

4.2.3.3 Décomposition du graphe des connexités

En considérant un découpage en bandes horizontales et en considérant chaque bande comme une
image a part, plusieurs variantes sont envisageables.

« Un version naive utilisant deux structures séparées et indépendantes de table d’équivalences
donnerait deux sous-images étiquetées et deux graphes indépendants. Lors de la fusion des
bandes, les graphes ayant des étiquettes identiques, des erreurs d’étiquetage seraient générées.
Dans I'exemple de la figure 4.7b, la composante 3 du graphe 1 n’est pas connexe avec celle du
graphe 2, mais suite a la fusion, elle sera considérée comme telle. Cette solution n’est donc pas
correcte et illustre que le découpage et la fusion correspondante doivent étre envisagées en
tenant compte de I'image des étiquettes et du graphe de connexité.
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OJO.

® © DY 56
® y £ O

(a) Image des étiquettes (b) Version naive : 'image des étiquettes est découpée en
2 bandes horizontales avec deux graphes de connexité
indépendants : I'étape de fusion provoquera des erreurs

©¥ 7 00 @

OO >E OB
® ® @ ® @

(c) Image des étiquettes découpée en 2 bandes horizontales avec un graphe de connexité
unique : I’étape de fusion sera correcte mais les accés au graphe seront concurrents pendant

la phase d’étiquetage des bandes
@ @ OJO,
AL 00

(d) Image des étiquettes découpée en 2 bandes horizontales avec un graphe de connexité

unique a plages d’étiquettes disjointes (ici1a 9 et 10 a 19) : I'étape de fusion sera correcte
et les accés au graphe seront indépendants

>

Fig. 4.7 - Découpages en bandes horizontales de 'image des étiquettes et structures de graphes cor-

respondantes

« En utilisant une structure unique de table d’équivalences avec un partage de I’accés au compteur
des étiquettes (ne) entre les deux threads, on obtient bien un résultat cohérent apres fusion des
deux bandes. Mais un mécanisme de verrou est nécessaire sur ne pour s’assurer que la méme
étiquette n’est pas attribuée a 2 composantes connexes et que le compteur des étiquettes n’est

pas incrémenté 2 fois (cf. 4.2.2.2).

« En utilisant une structure unique de table d’équivalences mais avec des plages de ne différentes
et des compteurs d’étiquettes indépendants, on obtient bien un résultat cohérent aprés union

des deux bandes sans pour autant avoir a partager ’acces entre les threads.

4.2.3.4 Mécanisme de fusion des bandes

Le découpage, quelle que soit la forme des éléments, impose un mécanisme supplémentaire pour
obtenir un résultat correct. Les sous-images obtenues et leur graphe doivent étre fusionnés en fonction
de la connexité entre les pixels des bandes. Cette information est contenue aux frontiéres des bandes. Il
est nécessaire de réaliser une lecture du voisinage des pixels de frontiéres et de réaliser les opérations
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d’unions correspondantes (fig. 4.8). Cette étape doit étre faite apres le traitement des deux bandes a
fusionner.

Dernicre ligne delabandel | O] 0|00 [0 [3[3[3]3]0]0]J01414]0/(0
0

Premiére ligne de la bande 2 | 0 | 0 0 310[010 11111010

3 6 7 8 9 10111213
3 6 7

1 2 4 5
Tle]l1 2 3 4 5 8 9 3 41213
Fig. 4.8 — Fusion des deux bandes avec deux compteurs d’étiquettes, la séparation des plages d’éti-
quettes permet une union correcte (les étiquettes non utilisées sont grisées dans la table d’équiva-

lences)

La figure 4.8 donne un exemple d’union basé sur le découpage de la figure 4.7d.

[Union(ex,el)J [Union(ex,eg)J [Union(ex, Union(el,eg))J

(a) Masque pixel de fusion des (b) Arbre de décision pour la fusion des bandes
bandes

Fig. 4.9 — Fusion des bandes : masque et arbre de décision correspondant

4.2.3.5 Ordonnancement des fusions

La figure 4.10 présente 3 mécanismes d’ordonnancement des fusions :

« Une méthode séquentielle ou en cascade (fig. 4.10a), qui par construction ne nécessite pas de
mécanisme de verrou sur les données contenues dans les graphes. En effet, une fusion n’est
possible que si la fusion précédente est terminée. Cette méthode réalise les n-1 étapes de fusion
en n-1 unités de temps (variables selon les données).

« Une méthode paralléle (fig. 4.10b), ou toute les fusions sont réalisées simultanément. Afin de
rester valide, cette solution nécessite de mettre en place des verrous sur les données du graphe
pour s’assurer que le graphe n’est pas cassé lors des mises a jour simultanées.

+ Une méthode pyramidale (fig. 4.10c), ol les bandes sont fusionnées deux a deux, puis les bandes
produites sont fusionnées deux a deux jusqu’a obtenir toute 'image des étiquettes. Cette solu-
tion ne nécessite aucun verrou sur les données car les ensembles d’étiquettes sont deux a deux
disjoints mais une fusion ne peut cependant démarrer que lorsque les deux bandes a fusionner
sont correctement étiquetées ou fusionnées. Cette méthode réalise les n-1 étapes de fusion en
log,(n) unité de temps (variables selon les données).

4.2.3.6 Calcul des descripteurs

Le calcul des descripteurs est réalisé dans les bandes et n’est donc pas affecté directement par
le découpage en bandes. Cependant, lors de I’étape d’union des bandes, il est nécessaire d’utiliser le
mécanisme d’union des descripteurs tel que décrit en section 2.5. Pour la validité des résultats, il est
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(a) Unions en cascade : aucun risque d’accés  (b) Unions simultanées : une seule (c) Unions en structure pyramidale : pas
concurrent aux données mais n-1 étapes suc-  étape mais un accés concurrent aux  d’accés concurrent aux données et logy(n)
cessives données étapes

Fig. 4.10 — Exemples de découpage d’ordonnancement des unions de bandes

nécessaire de s’assurer que I'union de deux étiquettes n’est réalisée qu’une seule fois. Considérons le
masque de la figure 4.9a. Si e; = 3, e3 = 3 et e, = 13, la premiére union de 13 et 3 doit empécher la
seconde, sinon les descripteurs de I’étiquette 13 seront comptés deux fois. Une remontée systématique
a la racine avant toute union permet d’éviter cette configuration.

4.2.3.7 Conclusion

1l existe plusieurs solutions viables pour le découpage des données mais toutes ne sont pas effi-
caces. Les solutions sans verrou sur les données seront plus indépendantes de I’'ordonnancement réel
des opérations sur le processeur. La section suivante fera le point sur les travaux antérieurs sur la
parallélisation d’algorithmes directs existants dans la littérature et abordera les travaux réalisés sur
des architectures non généralistes.

4.3 Travaux antérieurs de parallélisation de I’étiquetage en compo-
santes connexes

Peu de travaux présentent des parallélisations d’algorithmes directs sur processeurs multi-coeur
généralistes et aucun ne prend en compte le calcul des descripteurs. Nous présentons ici trois articles
qui ont proposé des adaptations ainsi que des travaux sur des architectures spécialisées.

4.3.1 Travaux sur architectures modernes généralistes
4.3.1.1 Niknam et al.

[101] présente la parallélisation de I’algorithme Suzuki sur une machine 16 coeurs AMD Opteron
885. L’image est découpée en bandes verticales (fig. 4.11). Lorsque un thread termine une ligne, il
permet au thread suivant de démarrer et peut continuer de son c6té. Ainsi une fois la premiere ligne
étiquetée, tous les coeurs sont actifs. Cette méthode introduit une dépendance a chaque ligne et pour
chaque thread (sauf le dernier). Selon I’équilibre de I'image a traiter, les dépendances ralentiront ou
non le processus.

L’accélération maximale atteinte est X2,5 sur 4 threads pour des images 256 X 256. Avec le méme
nombre de threads, ’accélération tombe a x1,3 pour des images de taille 512 X 512. Avec 16 threads,
l'accélération est de X1,2 pour des images 256 X 256 et x1,25 pour des images 512 X 512. Pour les
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Attente Attente Attente
1/2 2/3 3/4
Flt | w®mlz | w13 | Fil4

Fig. 4.11 — Découpage en bandes verticales de Niknam et al : le thread 2 attend la fin de chaque ligne
du thread 1 (1/2), idem pour 2/3 et 3/4

auteurs, I'explication de cette contre performance est a imputer aux accés aléatoires non uniformes
(NUMA) ainsi qu’aux nombreux défauts de cache pour les images de grande taille (512 X 512).

4.3.1.2 Chen et al.

[102] présente la parallélisation de I’algorithme Suzuki sur le processeur Tile64 (Tilera). Le décou-
page est une nouvelle fois vertical mais chaque bande empiéte d’une colonne sur les bandes voisines.
Les zones frontiéres sont donc étiquetées deux fois. Deux mécanismes d’'union de frontiéres sont
étudiés : en cascade ou de maniére pyramidale. La meilleure accélération est d’environ x11,4 avec 48
coeurs pour des images de taille 2000 x 1500. L’accélération maximale n’atteint que x4,2 avec 16 coeurs
pour des images 256 X 256 et X5,1 avec 24 cceurs pour des images 512 X 512.

4.3.1.3 Gupta et al.

[64] met en ceuvre la version paralléle de ’algorithme HCS, + PARemSP. PARemSP est la version
parallele de ARemSP. Le découpage se fait en bandes horizontales et ’étape de fusion des frontiéres
se fait en paralléle avec des verrous OpenMP [103] pour assurer la validité des opérations en situation
de concurrence. La machine est un 2 X 12 coeurs AMD Magnycours. La meilleure accélération est
d’environ x10 avec 24 threads pour les images issues d’'une base de données de taille et de propriétés
variables. Afin d’atteindre un niveau de performance plus élevé, les auteurs doivent utiliser une image
465,20 Mo (dimensions non renseignées) avec laquelle ils ont atteint une accélération de x20,1 sur les
24 cceurs.

4.3.2 Travaux sur d’autres architectures

D’autres travaux traitent de la parallélisation de I’étiquetage pour des architectures spécialisées.

4.3.2.1 Connection Machine 5

Bader et Jaja [66] ont proposé une implémentation sur Connection Machine CM5, le découpage
de I'image étant réalisé en tuiles avec un mécanisme pyramidal de gestion des unions. Dans I’article,
les auteurs proposent un récapitulatif des algorithmes sur machines paralléles entre 1986 et 1994. La
conversion en nombre de pixels traités par seconde des résultats de ’article indique 0,87Mp/s pour le
I’étiquetage en composantes connexes sur 32 processeurs élémentaires.

4.3.2.2 FPGA

Les FPGA sont trés adaptés a la création d’architectures spécialisées. Les travaux de Bailey [68,
104] qui ciblent spécifiquement les FPGA et les caméras intelligentes approchent I’étiquetage par le
biais des mécanismes spécifiques a ce genre de plateforme. Le but n’est pas améliorer de maniére
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statistique le nombre d’accés et de tests a effectuer, mais de minimiser le temps de traitement du pire
cas afin de maximiser la fréquence de fonctionnement du processus global. Cela exclut les structures
de longueur indéterminée manipulées par des algorithmes ayant des boucles de type while(). Si
la structure Union-Find est bien utilisée pour maintenir les équivalences, cet algorithme utilise une
table locale interne a chaque ligne (pile) afin d’éviter de recourir a I'implémentation classique et non
déterministe de la fonction FindRoot (). L’étiquetage en composantes connexes qui nécessite un
stockage complet de 'image des étiquettes afin de réaliser le réétiquetage est peu présent sur FPGA.
Les algorithmes sont donc des algorithmes d’analyse en composantes connexes.

Les algorithmes de Bailey ont été optimisés et parallélisés par Klaiberet al. dans [69, 70]. Le dé-
bit obtenu est de 0,1Gp/s par canal. En utilisant une caméra spécialisée capable de fournir 32 flux
paralleles correspondants aux différentes bandes de I'image, le débit maximal obtenu est de 3,2Gp/s.

4.3.2.3 GPU

Des algorithmes ont été développés pour des GPU et seront étudiés dans le chapitre 6.

4.4 Parallel Light Speed Labeling : LSL adapté au multi-cceur

4.4.1 Principe général

La philosophie retenue pour PLSL[105, 106] est de réaliser un algorithme sans verrou sur les
données avec un nombre limité de synchronisations tout en minimisant I'impact des modifications
par rapport a I’algorithme séquentiel. Trois étapes sont nécessaires :

+ Une étape de découpage en bandes qui génére et initialise les structures de données pour chaque
bande. Si les images sont de taille constante, seule U'initialisation doit étre répétée.
« L’étiquetage parallele des bandes sur chaque ccoeur (parallélisme total).

« La fusion pyramidale des bandes (parallélisme partiel).

4.4.2 Un découpage en bandes

LSL est un algorithme fondamentalement pensé pour travailler sur des lignes et tirer parti de la
longueur des segments internes aux lignes. Faire le choix de découper I'image binaire a étiqueter en
bandes permet d’avoir un mécanisme d’union lui aussi pensé pour travailler sur des lignes. De plus,
dans les structures internes de LSL, les lignes de fin et de début de bande ont déja subi un étiquetage
relatif et I'opération de fusion est donc trés proche de 'opération classique d’étiquetage d’une ligne.

L’algorithme 20 présente la construction de la structure Bd qui décrit les bandes et le partitionne-
ment de la table d’équivalences :

» Bd.iy, qui représente I'index de début de la bande dans I'image,

» Bd.ij, quireprésente I'index de fin de la bande dans I'image,

« Bd.ey, qui représente 'index de début de la bande dans la table d’équivalence,
« Bd.e;, quireprésente I'index de fin de la bande dans la table d’équivalence,

+ Bd.ney qui est le compteur d’étiquettes de la bande,

Le modéle de division des données retenu (fig. 4.12a) est le découpage de I'image I[H][W] en
autant de bandes de taille I;.[h][W] (avec h = H/P) que de threads (P). Chaque bande sera étiquetée
comme une image indépendante (fig. 4.12b) mais le graphe de connexité sera inscrit dans une table
d’équivalences commune avec une plage d’étiquettes dédiée (fig. 4.12c). Dans chaque bande, le nombre
maximal d’étiquettes est h = W/4 en 8C (h * W/2 en 4C), h étant la hauteur de la bande.
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(a) Image binaire I[H][ W] découpée en 8 bandes (b) Image des étiquettes E[H][ W] découpée en 8 bandes
traitées en paralléle par 8 threads
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(c) Table d’équivalences T[H x W/4] découpée en 8 bandes de taille h*W/4 correspondant a des plages d’étiquettes allant de Bd.e,
a Bd.e;, . Chaque bande posséde un compteur d’étiquettes indépendant Bd.ney

Fig. 4.12 - Découpage en bandes horizontales de 'image des étiquettes et structure de graphes corres-
pondante

Algorithme 20 : DecoupageBandes

ISR OO

10
11
12
13
14
15

Input : H la hauteur totale de 'image a étiqueter, P > 1 le nombre de threads
Result : Bdy, la structure de données décrivant chacune des bandes
h « E(H/(P)) » Avec E la partie entiére
z «— E(hx W/4)
fork=0toP-2do
if k = 0 then
Bdo.io «— 0 BdO'il — h
Bdy.eg <~ 0 Bdy.e; < z
Bdo.ne « 1> 0 est I'étiquette du fond : le compteur commence en 1
else
Bdy.ig < Bdj_1.iy +1  Bdj.iy < Bdp.ip+ h-1
Bdy.ey <« Bdi_1.e; +1 Bdy.e; <« Bdi.eg+z-1
Bdj..ne < Bdy.e

BdP*l'iO — de,z.il +1

Bdp_1.i, , < H — 1> La derniére bande doit atteindre la fin de I'image
h «— BdP—l'ilp,l - BdP—l'iO

z «— E(hx W/4)

de_1.€0 — de_z.el +1

Bdp_1.e; < Bdp_1.ey + 2

4.4.3 Etiquetage d’une bande

Une fois le découpage réalisé, chaque bande est étiquetée par un numéro de thread. La spécifi-

cité par rapport a 'algorithme séquentiel est que chaque bande est constituée d’une premiére ligne
qu’il faut traiter séparément. Cette procédure consiste a étiqueter la ligne en considérant que la ligne
précédente ne contient aucun segment.

nément. Rapport- gm?‘w‘?‘.cam @

L’instruction ParallelFor indique qu'un mécanisme exécute I’étiquetage des P bandes simulta-
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Algorithme 21 : EtiquetageBandes

Input : I I'image binaire H X W, Bdy, Desc la structure qui contient les descripteurs
Result : E 'image étiquetée et T prétes a étre fusionnées par bande

1 ParallelFor k=0to P-1do

2 Bdy..ne = EtiquetageLigneZero(I, E, T, W, Bdy.iy, Desc)

3 for i = Bdy.ij + 1 to Bdy.i; do

4 L Bdy..ne = EtiquetageLigneCourante(I, E, T, W, i, Bdy.ne, Desc)

5 FermetureTransitive(T, Bdy.ey, Bdy.ne)

4.4.4 Fusion pyramidale

Le principe de la fusion pyramidale a été présenté en section 4.2.3.5. Une adaptation est nécessaire
pour les architectures dont le nombre de coeurs n’est pas une puissance de deux.

Algorithme 22 : FusionPyramidale

Input : P, Bdy, E et T prétes a étre fusionnées par bande
Result : E 'image étiquetée

1 if Logy(P) = E(log,(P)) then

2 ‘ NbEtapes «— log,(P)

3 else

4 L NbEtapes « logy(P) + 1 » si P n’est pas une puissance de 2

5 pas < 1

6 debut «— 0

7 for [Etape = 1 to NbEtapes do

8 pas < pas X 2

9 ParallelFor k = 0 to max(0, P/pas - 1) do

10 L FusionBande(E, FinsBande[k X pas + debut])

11 debut < pas -1

4.4.5 FusionBande

Dans le cas de LSL, la fusion de bande est la méme opération que I’étiquetage d’une ligne pour
laquelle on a supprimé I’étape d’affectation globale pour la remplacer par la gestion des équivalences.

4.5 Implémentation de PLSL

4.5.1 Utilisation d’OpenMP et alternatives

L’implémentation d’un algorithme paralléle peut se faire a différents niveaux de granularité : en
utilisant directement des pThreads [107], en utilisant une bibliothéque spécialisée (TBB [108]) ou des
extensions de langages (OpenMP [103], Intel CilkPlus [109]). Notre choix s’est porté sur OpenMP
car il est le plus répandu, il est pensé pour simplifier la parallélisation d’applications existantes et il
correspond au besoin. Le découpage choisi et I'absence de verrous sur les données nous permettent
d’utiliser OpenMP dans sa version 2. L’intérét d’OpenMP est que la distribution des données et leur
décomposition sont gérées automatiquement via les directives OpenMP. Il est de plus utilisable sur les
processeurs X86 ainsi que le Xeon Phi et sur processeurs ARM et PowerPC. Les directives proposées
par OpenMP permettent d’implémenter tous les mécanismes nécessaires a notre proposition de paral-
lélisation des algorithmes directs. Dans 'exemple du code 4.1, la directive #pragma omp parallel
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for indique que la boucle doit étre répartie sur les différents threads. Le nombre de threads peut étre
fixé par la variable d’environnement OMP_NUM_THREADS.

#pragma omp parallel for
for(int k = 0; k < P; k++) {
ne = Bd[k] .ne;

i0 = Bd[k].iO;
il = Bd[k].i1;
ne = BandLabeling(iO, il, ne);

Code 4.1 - Etiquetage paralléle des bandes avec OpenMP

4.5.2 Descripteurs

Les descripteurs sont calculés de la méme facon que pour 'algorithme séquentiel et nécessitent,
lors de la fusion des étiquettes, de gérer les mises a jour en s’assurant de ne pas compter deux fois des
pixels. Une fois encore, c’est le mécanisme pyramidal qui permet ceci car les ensembles d’étiquettes
sont deux a deux disjoints.

4.6 Evaluation de la performance de PLSL

4.6.1 Un modéle unifié

Afin de pouvoir comparer la performance de PLSL par rapport aux algorithmes séquentiels mais
aussi aux versions parallélisées de tous les algorithmes directs, nous avons adapté le modele de pa-
rallélisation a tous les algorithmes directs. Pour cela, il a été nécessaire de :

« construire des bandes de taille paire pour les algorithmes HCS, et Grana,
« construire I'étiquetage de la premiére ligne sur deux lignes pour HCS, et Grana,

« écrire des algorithmes de fusion en accord avec chaque algorithme (avec ou sans DT, avec UF
ou Suzuki).

Pour mieux évaluer I'impact de la gestion des équivalences de Suzuki, les algorithmes LSL ont été
modifiés pour utiliser I'une ou I'autre des méthodes de gestion des équivalences.
Dans le chapitre suivant, le jeu d’algorithmes directs de référence sera donc :

« Rosenfeld : Le masque de Rosenfeld (5 pixels) avec la gestion des équivalences Union-Find (UF)
amélioré avec l'arbre de décision (DT) et la compression de chemin (PC).

« Suzuki : Le masque de Rosenfeld avec la gestion des équivalences Suzuki amélioré avec I’arbre
de décision (DT),

« Grana : Le masque bloc de Grana (20 pixels) avec un arbre de décision a 128 étages utilisant la
gestion des équivalences de Suzuki,

« RCM : Le masque réduit de RCM (4 pixels) avec la gestion des équivalences Suzuki,

« HCS,; UF DT ARemSP : Le masque HCS, avec la gestion des équivalences Union-Find (UF)
amélioré avec I’arbre de décision (DT) et optimisation Rem+Splicing (ARemSP),

« HCS : algorithme a machine d’états hybride pixel/segment a masque variable utilisant la gestion
des équivalences Suzuki,

o LSLRIE Rosenfeld : 1a version de LSL congue pour tirer parti de segments les plus longs par une
utilisation intensive du codage RLC basée sur Union-Find,
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o LSLR1E-Suzuki : la version de LSL concue pour tirer parti de segments les plus longs par une
utilisation intensive du codage RLC, basée sur la gestion des équivalences de Suzuki,

o LSLoTD-Rosenfeld : 12 version de LSL congue avec l'objectif d’étre le plus systématique possible
basée sur Union-Find,

o LSLsTD-Suzuki : la version de LSL congue avec 'objectif d’étre le plus systématique possible,
basée sur la gestion des équivalences de Suzuki.

4.6.2 Métriques

Trois métriques sont utilisées pour évaluer la performance des algorithmes ainsi parallélisés.

+ Le cpp, qui nous donnera la performance brute. Tout comme dans le chapitre 3, la moyenne des
cpp sur les densités allant de 0% a 100% pour une granularité donnée sera nommée cppy et la
moyenne des cppy sur les granularités allant de 1 & 16 sera nommée cppg.

+ L’accélération A qui sera le rapport entre le cpp de la version séquentielle et celui de la version
parallélisée.

« La portion de code séquentiel 7.

La portion de code séquentiel, sera calculée a partir de 'accélération (eq. 4.2) en nous basant sur
la loi d’Amdahl [110](eq. 4.1).

1
sp = T (4.1)
T+—
T
T sp
=— 4.2
! spX (r—1) (42

avec :

« 7, la portion de code séquentiel (non parallélisé),
« 1, le parallélisme d’exécution qui est P (le nombre de cceurs) dans notre cas,

+ sp (speedup), ’'accélération entre le programme séquentiel et le programme paralléle

4.7 Conclusion

Les deux contributions présentées dans ce chapitre, PLSL et 'infrastructure de parallélisation pour
les algorithmes directs, ont été concues pour éviter les conflits dus aux accés concurrents aux données
(images et table d’équivalence) tout en maximisant I'utilisation de chaque cceur. Afin d’évaluer la
pertinence de ces propositions selon différents degrés de parallélisme, nous les avons soumises a
la procédure de test décrite au chapitre 2 sur plusieurs architectures. Le chapitre 5, présentera les
résultats obtenus.
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Chapitre

Nous n’étions pas forcément plus athlétiques qu’eux, mais nous étions un bloc,
avec a chaque poste les meilleurs ou peu s’en fallait, en tout cas mentalement
les plus solides, ...

—La Horde du contrevent, Alain Damasio
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5.1 Introduction

La parallélisation des algorithmes directs proposée dans le chapitre précédent est maintenant éva-
luée du point de vue de ses performances réelles. Dans ce chapitre, nous mesurerons ces performances
sur trois classes de machines (tab. 7.1) : machine de bureau, station de travail et serveur de calculs. Les
algorithmes n’utilisant pas les instructions SIMD, le seul parallélisme () considéré sera le nombre de
cceurs disponibles.

. . . Nombre de Fréquence Mémoire Bande passante Parallélisme
Alias Famille | Identifiant .. .
processeurs (GHz) Cache mémoire maximale T
SKL 54 Skylake 17-6700K 1 4,0 8Mo L3 34,1 Go/s 1x4=4
VB, || Ivy Bridge | E5-2695 v2 2 2.4 2 x 30Mo L3 2% 59,7Go/s 2x12=24
IVByys || Ivy Bridge | E7-8890 v2 4 2,8 4% 37,5Mo L3 4% 85,0Go/s 4x15=60

TaBLE 5.1 — Machines de mesure des performances des algorithmes paralleles

Ces trois classes de machines correspondent a des usages différents. Chaque machine est testée
pour des images de tailles 20482048, 4096x4096 et 8192x8192, afin de mettre en évidence I'influence
du nombre de cceurs mais aussi de la quantité de données a traiter. La base SIDBA4 est utilisée pour
évaluer I'impact de la parallélisation pour des images structurées.
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5.2 Machine de bureau - 4 coeurs

5.2.1 Résultats pour les images aléatoires
5.2.1.1 Images 2048 X 2048

Pour la machine SKL{x4 (7 = 4), le nombre d’étages de I’étape de fusion des bords est de 2. Le
comportement des algorithmes paralléles sur les 4 cceurs pour des images 2048 X 2048 (fig. 5.1) est
similaire a celui des algorithmes séquentiels sur un seul cceur pour des images 1024 X 1024 (cf. chap. 3)
accéléré d’un rapport proche de 4.

== RCM s HCS wesm Grana === Syzuki DT Rosenfeld DT PC === HCS, UF DT ARemSP
mmm [ S|, RLE-Rosenfeld === [ SI, STD-Rosenfeld wmmm]SI, RLE-Suzuki === [SI, STD-Suzuki

[ /AT T T R B B |

I I I I I I I I I

10 20 30 40 50 60 70 80 90 100 0 10 20 30 40 50 60 70 80 90 100
Densité (%) Densité (%)

123 45 6 7 8 9 1011121314 1516

07710 20 30 40 50 60 70 80 90 100
Densité (%) Granularité

Fig. 5.1 — Parallélisation multi-cceur : cpp pour des images de taille 2048 x 2048 et de granularité

g €{1,4, 16} et cppy en fonction de la granularité sur les 4 cceurs de la machine SKLy4

Granularité
Algorithmes ‘ g=1 ‘ g=2 ‘ g=4 ‘ g=8 ‘ g=16 ‘ cppg ‘
LSLR1 E-Rosenfeld 448 [ 2,26 [ 1,28 [ 0,84 [ 0,62 [ 1,17
LSLgTD-Rosenfeld 322 | 1,86 | 1,40 | 1,22 | 1,14 || 1,40
LSLR1 £-Suzuki 445 | 2,24 | 1,27 | 083 | 0,61 || 1,17
LSLSTD-Suzuki 321 | 1,84 | 1,39 | 1,21 | 1,14 || 1,39
HCS, UF DT ARemSP 7,03 | 4,32 | 3,07 | 2,53 | 2,28 2,96
HCS 7,93 | 4,66 | 3,14 | 2,48 | 2,19 3,01
Suzuki DT 8,17 | 4,92 | 3,21 | 2,59 2,27 3,10
Rosenfeld DT PC 8,35 | 5,21 | 3,68 | 2,95 2,57 3,47
Grana 9,11 | 4,96 | 3,59 | 2,93 | 2,60 3,50
RCM 8,90 | 5,47 | 3,92 | 3,18 2,77 3,71

TaBLE 5.2 - Parallélisation multi-cceur : cppy pour les granularités g € {1,2,4,8, 16} et cpp, pour des
images 2048x2048 sur la machine SKL{y4

Un point remarquable est que les algorithmes basés sur la gestion des équivalences de Suzuki
sont ralentis pour les densités proches de 41% pour g=1. Ce phénomeéne disparait pour les images de
granularité g > 4. L’implication directe de la gestion des équivalences de Suzuki est mise en évidence
par la comparaison des algorithmes LSL dans leurs versions Rosenfeld ou Suzuki. Pour g=1, si pour
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les densités d inférieures a 40% la version Suzuki est plus rapide que la version Rosenfeld, ses perfor-
mances sont dégradées pour 40% < d < 60% et équivalentes pour d > 60%. La zone de dégradation
correspond aux densités génératrices du plus grand nombre d’étiquettes supplémentaires. Pour les
granularités g > 1, les deux versions (Rosenfeld ou Suzuki) sont équivalentes.

La table 5.2 présente le cpp; (moyenne des cpp sur les densités allant de 0% a 100% pour une
granularité donnée) pour les granularités g € {1,2, 4, 8, 16} ainsi que cpp, (moyenne des cpp, sur les
granularités allant de 1 a 16 - cf. 4.6.2). Le LSLyyg est le plus rapide quelle que soit la version de
lalgorithme de gestion des équivalences, Le LSLgp est le deuxiéme, suivi par les algorithmes HCS,
UF DT ARemSP, HCS, Suzuki DT, Rosenfeld DT PC, Grana et RCM.

5.2.1.2 Impact de la quantité de données

Afin d’évaluer 'impact de la quantité de données, des mesures équivalentes ont été menées pour
des images de taille 4096 X 4096 et 8192 X 8192. La table 5.3 récapitule les cppy, I'accélération cor-
respondante (comparées aux résultats obtenus avec I’algorithme séquentiel sur des images de méme
taille), ainsi que 7 la portion de code séquentiel calculée via la loi d’Amdahl (sec. 4.6.2).

PPy sp ren%
| Algorithmes 2048 [ 4096 | 8192 || 2048 | 4096 | 8192 || 2048 | 4096 | 8192
LSLRLE-Rosenfeld 1,17 | 1,18 | 1,20 || x3,75 [ x3,77 | x3,76 [[ 2,20 [ 2,04 [ 2,12
LSLgTD-Rosenfeld 140 | 142 | 144 || x4,00 [ x3,94 | x3,89 [| 0,04 | 052 [ 0,95
LSLRLE-Suzuki 1,17 | 1,17 | 1,19 || x3,98 [ x3,99 | x3,97 [[ 0,15 | 0,10 [ 0,24
LSL$TD-Suzuki 1,39 [ 1,41 | 143 || x4,03 | x396 | x3,90 || -0,25" | 030 | 0,87
HCS, UF DT ARemSP | 2,96 | 2,95 | 2,94 [[ x3,85 | x3,88 [ x3,88 || 1,26 [ 1,02 | 0,99
HCS 3,01 | 3,02 | 3,02 [ x393 | x3,95 [ x396 || 058 | 044 | 038
Suzuki DT 3,10 | 3,12 | 3,14 [[ x3,88 | x3,90 [ x3,90 || 1,02 | 0,84 | 0,84
Rosenfeld DT PC 347 | 347 [ 347 || X376 | x3,78 | x3,78 || 2,11 [ 1,97 | 191
Grana 350 | 348 | 3,51 |[ x3,85 | x3,89 | x3,85 || 1,27 [ 092 | 132
RCM 371 | 371 | 371 [[ x3.84 | x385 [ x3.86 || 141 | 1,26 | 1,19

TABLE 5.3 - Parallélisation multi-cceur : cppy, accélération moyenne sur les granularitésde 1a 16 et 7 la
portion de code séquentiel pour des tailles d’images 2048x2048, 4096x4096, 8192x8192 sur la machine
SKL1x4

7 7 7
6 6 6
€5 X5 &5
(=] (=} —
S 4 Sl % 4
93 93 93
g2 g2 g2
1 1 1} 1 1} 1
0 Il Il Il Il Il Il Il Il Il 0 1 1 1 1 1 1 1 1 1 0 Il Il Il Il Il Il Il Il Il
0 10203040 50 60 70 80 90100 0 10203040 50 60 70 80 90100 0 10203040 50 60 70 8090100
Densité (%) Densité (%) Densité (%)

Fig. 5.2 — Analyse en composantes connexes : ratio entre le cpp de LSLyr g et le minimum des cpp des
algorithmes pixels sur la machine SKL{4 pour les granularités g=1 (rouge), g=4 (vert) et g=16 (bleu)

Le cpp, évolue tres peu avec la taille des données, et le rang des algorithmes est donc conservé.
L’accélération est proche de 4, le cas idéal sur cette architecture (tab. 7.1). Les versions Suzuki de LSL
ayant des performances séquentielles en retrait par rapport aux versions Rosenfeld, 'accélération
obtenue est meilleure pour les versions Suzuki alors que leur cpp est trés proche pour les versions
paralleles. Pour les images 2048 x 2048, la version LSLgTp_suzuki @ méme une accélération supérieure

1. Le 7 négatif calculé correspond a I’accélération surlinéaire de LSLgTp_suzuki pour cette taille d’image
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a 4 que 'on peut attribuer a la simplification de ’arbre de connexité par le découpage de I'image. En
effet, chaque bande posséde son sous-graphe de connexité dont la hauteur maximale est limité par la
taille de la bande et qui est dans le cas présent le quart de la taille de 'image.

Le ratio entre le cpp minimum de ’ensemble des algorithmes pixels et le cpp de LSLr1 g -Rosenfeld
(fig. 5.2) est peu dépendant de la taille des images. Il confirme que LSLpy g Rosenfeld Profite plus de
laugmentation de la granularité que les algorithmes pixels et qu’il est plus rapide pour toutes les
densités des g=1.

5.2.2 Résultats pour les images de SIDBA4

Pour I’évaluation des algorithmes paralleles, nous avons utilisé les images de la base SIDBA4 qui
représente plus fidélement les résolutions usuelles modernes que la base SIDBA. En effet, c’est I’évolu-
tion de la taille des images qui pousse a I'utilisation du multi-coeur pour conserver des performances
compatibles avec les applications temps réel.

La table 5.4 et la figure 5.3 illustrent les performances obtenues. Les algorithmes LSLg; g sont les
plus rapides d’un rapport x4,7 par rapport au plus rapide des algorithmes pixels (HCS). Les algo-
rithmes LSLgrp sont les plus stables.

4.0

351
25| + '} +
2.0
9]
1.5]
1.0} . o
05 o ;
0.0

ISLRLE LSL.RLE LSL.STD LSL.STD HCS HCS, UF  Suzuki Rosenfeld Grana RCM
Suzuki Rosenfeld Suzuki  Rosenfeld DT ARemSP DT DT PC

Fig. 5.3 — Parallélisation multi-cceur : cpp moyen et variabilité (cpp,qx €t cPPmin) Sur la base de données
SIDBAA4 sur les 4 coeurs de la machine SKLjy4

‘ Algorithmes H cpp ‘ sp ‘ T ‘ ratio ‘
LSLRI E-Suguki 0,53 | x3,68 | 2,95 | x1.0
LSLRLE—Rosenfeld 0,53 | X3,52 | 4,59 | X1.0
LSLsTD-Suzguki 111 | x3,99 [ 0,11 | x2.1
LSLSTD—Rosenfeld 1,11 | X3,98 | 0,17 | x2.1
HCS 2,49 | X3,37 | 6,19 | x4.7
HCS, UF DT ARemSP || 2,56 | X3,36 | 6,30 | x4.8
Suzuki DT 2,62 | X3,36 | 6,34 | X4.9
Rosenfeld DT PC 2,78 | X3,39 | 6,02 | X5.2
Grana 2,88 | X3,43 | 5,56 | X5.4
RCM 2,89 | X3,63 | 3,43 | X5.5

TABLE 5.4 — Parallélisation multi-coeur : cpp moyen, sp I’accélération par rapport a la version séquen-
tielle, 7 la portion de code séquentiel mesuré pour la base SIDBA4 et le ratio entre le cpp de I’algorithme
et celui de LSLy1E-Rosenfeld SUr la machine SKL;y4

A Texception des LSLgrp qui atteignent une efficacité supérieure a 99%, I’accélération obtenue
n’est pas aussi bonne que pour les images aléatoires. La portion de code séquentiel est donc elle
aussi en augmentation et est comprise entre 2,95% et 6,34%. Une des explications est le caractére non
homogene des images. En effet, par construction, les images aléatoires sont homogénes en granularité
et en densité. Les images de la base peuvent présenter de grandes variations de ces parameétres dans
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chaque bande. Si une bande est plus complexe a étiqueter que les autres, elle ralentit le processus
global. La trés bonne performance des algorithmes LSLgTpy est due a leur régularité quelle que soit la
densité et a la granularité qui les rendent moins sensibles au déséquilibre de charge entre les threads.

5.2.3 Parts des étapes intermédiaires
5.2.3.1 Images aléatoires

L’analyse des différentes parties des algorithmes : premiére passe, calcul des descripteurs, gestion
des frontieres, est représentée dans les figures 5.4, 5.5 et 5.6. La premiére passe et le calcul des descrip-
teurs sont tres proches de la version séquentielle accélérée d’un rapport 4. La gestion des frontiéres
est responsable de la dégradation des performances dans la zone 40% < d < 60% qui a été observée
pour g=1 pour les algorithmes utilisant la gestion des équivalences de Suzuki. L’algorithme RCM est
le plus affecté (le cpp des fusions aux frontiéres représente 18% du cpp total) du fait d’'un nombre plus
important d’étiquettes supplémentaires que les autres algorithmes. Pour g > 4, le cpp des fusions aux
frontieres n’est plus perceptible pour les algorithmes pixels, et le ¢pp des descripteurs représente la
majorité du cpp total. Alors que pour les algorithmes LSL, comme dans leur version séquentielle, la
premiére passe représente la majorité du cpp total.

5.2.3.2 Images de la base SIDBA4

L’analyse des étapes pour les images de la base SIDBA4 (tab. 5.5) confirme trois points :

« pour les algorithmes pixels, le cpp des descripteurs est prédominant sur celui de la premiere
passe la ou ce calcul est dans tous les cas inférieur a 10% de celui de la premiére passe pour les
algorithmes LSL.

+ la gestion des frontieres est négligeable devant les deux autres parties.

« l'accélération est comprise entre x3,00 dans le pire cas (HCS, UF DT ARemSP) et X4,04 LSLsTD-Suzuki-

Premiere passe Descripteurs Frontieres sp
’ Algorithmes min \ moy \ max || min \ moy \ max || min \ moy \ max || min \ moy \ max
LSLR1E-Suzuki 0,41 | 0,50 | 0,60 || 0,01 | 0,03 | 0,04 || 0,001 | 0,002 | 0,003 || 3,28 | 3,68 | 3,89
LSLR1E-Rosenfeld 0,41 | 0,50 | 0,60 || 0,01 | 0,03 | 0,05 || 0,001 | 0,002 | 0,004 || 3,12 | 3,52 | 3,82
LSLSTD-Suzuki 1,08 [ 1,09 | 1,11 [[ 0,00 [ 0,02 | 0,04 || 0,001 | 0,002 | 0,003 [[ 3,91 | 3,99 | 4,04
LSLsTD Rosenfeld 1,07 | 1,09 | 1,11 || 0,01 | 0,02 | 0,03 || 0,001 | 0,002 | 0,003 || 3,88 | 3,98 | 4,03
HCS 0,741 0,77 | 0,81 || 1,34 | 1,71 | 1,96 || 0,004 | 0,007 | 0,012 || 3,04 | 3,37 | 3,83
HCS, UF DT ARemSP | 0,78 | 0,81 | 0,85 || 1,34 | 1,74 | 1,96 || 0,010 | 0,012 | 0,014 || 3,00 | 3,36 | 3,84
Suzuki DT 0,74 | 0,77 | 0,81 || 1,50 | 1,84 | 2,32 || 0,004 | 0,007 | 0,012 || 3,07 | 3,36 | 3,98
Rosenfeld DT PC 0,93 0,99 | 1,11 || 1,41 | 1,78 | 1,97 || 0,009 | 0,012 | 0,014 || 3,03 | 3,39 | 3,85
Grana 1,20 | 1,26 | 1,33 || 1,23 | 1,62 | 1,82 || 0,005 | 0,007 | 0,012 || 3,11 | 3,43 | 3,85
RCM 0,93 | 1,10 | 1,41 || 1,40 | 1,78 | 2,46 || 0,005 | 0,007 | 0,011 || 3,33 | 3,63 | 3,96

TABLE 5.5 — Parallélisation multi-coeur : cpp de la premiere passe, cpp du calcul des descripteurs, cpp des
frontieres et accélération globale par rapport a la version séquentielle sur la base de données SIDBA4
sur la machine SKL;y4

5.2.4 Conclusion pour la machine de bureau

Sur une machine quatre cceurs de derniére génération, les algorithmes paralleles LSL sont les plus
rapides (d’un facteur x4,7 sur SIDBA4, X1,7 pour g=1, X2,5 pour g=4 et X3,6 pour g=16) et ceux qui

111



CHAPITRE 5. PERFORMANCE DES ALGORITHMES PARALLELES D’ANALYSE EN
COMPOSANTES CONNEXES SUR ARCHITECTURES MULTI-CEUR

Fig. 5.4 — Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des

=== Premiére passe

=== Descripteurs

Frontiéres
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présentent le moins de variations dans le temps de traitement. Sur ce type de machine et quelle que
soit la taille de données, l'efficacité de la méthode de parallélisation est comprise entre 94,2% et 100,7%
pour les images aléatoires et 75,0% et 100,7% pour les images de la base SIDBA4.

Dans le cadre d’une application de traitement d’images sur ce type de machine, la parallélisation
apporte un gain important et la portion de code séquentiel est faible. L’augmentation du nombre
d’étapes de fusion avec le nombre de coeurs peut dégrader cette performance. C’est 'objet des sections
suivantes.

5.3 Station de travail - 2x12 coeurs

5.3.1 Résultats pour les images aléatoires

5.3.1.1 Images 2048 X 2048
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Fig. 5.7 — Parallélisation multi-cceur : cpp pour des images de taille 2048 X 2048 et de granularité
g €{1,4, 16} et cpp moyen en fonction de la granularité sur les 24 coeurs de la machine IVB,y 1,

Pour la machine IVB,y 5 (7 = 24), le nombre d’étages de I’étape de fusion des bords passe de 2
a 5. Le phénoméne de dégradation des performances pour les algorithmes basés sur la gestion des
équivalences de Suzuki s’amplifie et reste visible pour la granularité g=4 (fig. 5.7). Les algorithmes
LSL dans les versions Rosenfeld sont plus rapides que ceux utilisant la gestion des équivalences de
Suzuki. Pour cette taille d’image, les algorithmes LSLgy i et les algorithmes LSLgp sont en moyenne
(cppg - tab. 5.6) tres proches. Avec I'augmentation de g, LSLgi g continue de progresser et est x1,4
plus rapide que LSLgp pour g=16.

5.3.1.2 Impact de la quantité de données

Sur la station de travail, 'effet de ’évolution de la quantité de données est tres significatif de
I'importance des échanges avec la mémoire dans I’étiquetage.

Pour LSLgrg, que ce soit dans sa version Rosenfeld ou Suzuki, cpp, diminue (X0,96) en passant
d’une image 2048x2048 a une image 8192x8192. Tandis que tous les autres algorithmes voient leur
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Granularité
’ Algorithmes ‘ g=1 ‘ g=2 ‘ g=4 ‘ g=8 ‘ g=16 ‘ cppy ‘
LSLRI E-Rosenfeld 0,87 [ 0,46 [ 0,29 [ 0,21 | 0,18 [[ 0,27
LSLR1 E-Suzuki 1,02 | 050 | 0,30 | 0,21 | 0,17 || 0,29
LSLSTD-Rosenfeld 0,68 | 0,41 | 0,30 | 0,26 | 0,24 || 0,30
LSLsTD-Suzuki 0,83 | 045 | 0,31 | 0,26 | 0,25 || 0,32
HCS, UF DT ARemSP 1,38 | 0,93 | 0,70 | 0,59 | 0,54 0,68
HCS 1,70 | 1,08 | 0,73 | 0,59 | 0,53 0,70
Rosenfeld DT PC 1,60 | 1,05 | 0,77 | 0,64 | 0,57 0,73
Grana 191 | 1,08 | 0,81 | 0,66 | 0,60 0,78
Suzuki DT 1,86 | 1,23 | 0,84 | 0,66 | 0,60 0,79
RCM 2,15 | 1,24 | 0,89 | 0,75 0,70 0,88

TaBLE 5.6 — Parallélisation multi-coeur : cppy pour les granularités g € {1,2,4,8,16} et cppy sur la
machine IVB,y 1, pour des images 2048x2048

performance chuter avec une augmentation de cppg comprise entre X1,56 et x3,44.

L’accélération de lalgorithme LSLpig progresse avec la taille des images et atteint x23,58 et
%20,56 respectivement pour LSLg1 g Rosenfeld €t LSLRLE-Suzuki- Pour les autres algorithmes, ’accéléra-
tion chute avec la taille de I'image et est inférieure a 12,03 pour les images 8192x8192.

cppy sp Ten%
| Algorithmes 2048 | 4096 | 8192 [| 2048 | 4096 | 8192 || 2048 | 4096 | 8192
LSLRLE-Rosenfeld 0,27 | 0,25 [ 0,26 [[ x20,9 [ x23,1 | x23,6 || 0,64 [ 0,16 | 0,08
LSLRLE-Suzuki 0,29 | 0,27 | 0,27 || x18,1 | x20,0 | x20,6 || 1,41 | 087 | 0,73
LSLSTD-Rosenfeld 0,30 | 0,87 | 1,01 || x21,2 | x7,7 | x6,3 || 0,58 | 9,12 | 12,18
LSLSTD-Suzuki 032 | 0,89 | 1,03 || x20,6 | x7.2 | x6,2 || 0,72 | 10,40 | 12,55
HCS, UF DT ARemSP | 0,68 | 0,93 | 1,28 [[ x19,3 [ x14,1 | x10,3 [[ 1,05 | 3,06 | 575
HCS 0,70 | 0,94 | 1,33 || x20,1 | x15,1 | x10,3 || 0,84 | 254 | 577
Rosenfeld DT PC 0,73 | 0,94 | 1,32 || x20,9 | x16,1 | x11,4 || 0,64 | 2,13 | 4,81
Suzuki DT 0,79 | 0,98 | 1,35 || x19,7 | x15,6 | x11,2 || 0,94 | 2,34 | 4,95
RCM 0,88 | 1,12 | 1,38 || x19,4 | x15,0 | x12,0 || 1,03 | 2,58 | 4,33
Grana 0,78 | 1,30 | 1,87 || x20,2 | x12,1 | x8,7 || 0,81 | 4,24 | 7,68

TABLE 5.7 — Parallélisation multi-coeur : cpp moyen sur les granularités de 1 a 16, sp 'accélération
moyenne sur les granularités de 1 a 16 et 7 la portion de code séquentiel pour des tailles d’image
2048%2048, 4096x4096, 8192x8192 sur la machine IVBy o

La figure 5.8 illustre ce phénomeéne. Dés g=5, les algorithmes pixels et les algorithmes LSLgrp
atteignent leurs limites respectives. Pour les images de taille 8192x8192, Grana est le plus lent avec
1,8¢cpp, puis tous les autres algorithmes pixels se regroupent et stagnent a 1,25c¢pp suivis par les al-
gorithmes LSLgp avec 1,0cpp. Dans le méme temps, les courbes des LSLg; g sont identiques quelle
que soit la taille des images. Le nombre d’accés a la mémoire (mimimal dans le cas de LSLgg) né-
cessaire a un algorithme est donc prépondérant sur toutes les autres variations. Pour les images de
taille supérieure a 4096x4096, quelle que soit la granularité, le LSLgy g est l'algorithme d’analyse en
composantes connexes le plus rapide.

Le ratio entre le cpp minimum de ’ensemble des algorithmes pixels et le cpp de LSLr1 g Rosenfeld
(fig. 5.9) est trés sensible a la taille des images. Pour les images de taille 4096x4096 et 8192x8192, le
cpp des algorithmes pixels est limité par la bande passante mémoire et le ratio augmente fortement
atteignant en moyenne X8,5 pour g =16 sur les images 8192x8192.
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Fig. 5.8 — Parallélisation multi-coeur : cppy en fonction de la granularité sur les 24 cceurs de la machine
IVByx12 pour des images de taille 40964096 (gauche) et 8192x8192 (droite)
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Fig. 5.9 — Analyse en composantes connexes : ratio entre le cpp de LSLgr g et le minimum des cpp des
algorithmes pixels sur la machine IVB,, 15 pour les granularités g=1 (rouge), g=4 (vert) et g=16 (bleu)

5.3.2 Résultats pour les images de SIDBA4

Comme l'indiquent la figure 5.10 et la table 5.8, 'algorithme LSLg; i est le plus rapide, d’un facteur
%3,7 pour HCS et x4,7 pour RCM. L’écart s’est réduit par rapport a la machine de bureau. LSLgp est
le plus stable en temps de traitement, mais il est toujours plus lent que le LSLyrg. Sur les images de
la base, il n’y a pas de différence entre les versions Rosenfeld et Suzuki des algorithmes LSL.
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Fig. 5.10 - Parallélisation multi-cceur : ¢pp moyen et variabilité (cppmax €t cPPmin) sur la base de
données SIDBA4 sur les 24 coeurs de la machine IVBoy

L’accélération entre les versions séquentielles et les versions paralléles, est comprise entre X14,03
(3,09% de code séquentiel) pour LSLyg et X22,82 (0,23% de code séquentiel) pour LSLgrp. Les al-
gorithmes pixels ont une accélération moyenne comprise entre xX16,75 (1,88% de code séquentiel) et
%x18,40 (1,32% de code séquentiel). La portion de code séquentiel mesurée est plus faible que pour les
4 coeurs de la machine SKLjyy.
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] Algorithmes H cpp \ sp \ T \ ratio ‘
LSLRLE—Suzuki 0,15 | x15,13 | 2,55 | X1.0
LSLRLE Rosenfeld 0,15 | x14,03 | 3,09 | x1.0
LSLsTD-Suguki 0,23 | x22,82 | 0,23 | X1.5
LSLSTD-Rosenfeld 0,23 | xX22,61 | 0,27 | X1.5
HCS 0,55 | X17,34 | 1,67 | X3.7
HCS, UF DT ARemSP || 0,60 | x16,75 | 1,88 | X4.0
Suzuki DT 0,61 | xX17,51 | 1,61 | X4.1
Rosenfeld DT PC 0,64 | X1837 | 1,33 | x4.3
Grana 0,65 | X18,40 | 1,32 | xX4.3
RCM 0,70 | xX18,39 | 1,33 | x4.7

TaBLE 5.8 — Parallélisation multi-coeur : cpp, sp l'accélération par rapport a la version séquentielle,
7 la portion de code séquentiel mesuré sur la base de données SIDBA4 et le ratio entre le c¢pp de
lalgorithme et celui de LSLRy g-Rosenfeld SUr les 24 cceurs de la machine IVB,, ¢,

5.3.3 Parts des étapes intermédiaires
5.3.3.1 Images aléatoires 2048 x 2048

L’analyse des différentes parties des algorithmes : premiére passe, descripteurs, frontiéres, est
représentée dans les figures 5.11, 5.12 et 5.13 pour les images de taille 2048x2048.

Pour d=41%, le c¢pp de la fusion des frontiéres des algorithmes basés sur la gestion des étiquettes
de Suzuki est tres élevée. L’algorithme RCM est encore une fois le plus affecté et le cpp des fusions
aux frontieéres représente 60% du cpp total. Pour g > 4, il représente toujours plus de 20% du cpp total.
Pour g > 16, il représente en moyenne de 7% du cpp total.

Pour les algorithmes RCM et LSLgTp, la forme de la premiere passe s’aplatit révélant un impact
trés faible du nombre d’étiquettes supplémentaires et donc une indépendance de I’algorithme vis-a-vis
des données.

5.3.3.2 Images aléatoires : impact de la quantité de données

Pour simplifier la lecture du document, seuls RCM et les algorithmes LSL ont été représentés dans
les figures (fig. 5.12 et 5.13). Les courbes pour tous les algorithmes ont cependant été reportées en
annexes (fig. A.8, A.9 et A.10).

Pour les images de taille 4096x4096 et les algorithmes hors LSLgy g, a partir de g=4 (fig. 5.12) la
part de la premiére passe tend a devenir constante et la part du cpp des descripteurs diminue. Le cpp
du calcul des descripteurs étant calculé par différence entre le cpp de la premiére passe avec et sans
calcul des descripteurs, cela met en évidence que le cpp de la premiére passe converge vers une valeur
qui ne dépend pas du calcul mais bien des échanges avec la mémoire. De plus, le ¢pp est constant
quelle que soit la densité et illustre en fait que les algorithmes sont devenus indépendants du nombre
d’étiquettes supplémentaires et donc des données.

Pour les images de taille 8192x8192, I’écart s’amplifie entre les algorithmes LSLpy g et les autres.
Du fait de 'usage de la compression RLC a toutes les étapes de I’algorithme LSLgy g, la quantité de
données a échanger entre les coeurs est minimale.

5.3.3.3 SIDBA4

Par rapport a SKL{y4, le point notable est 'augmentation d’un facteur X4 du temps de fusion des
frontiéres. C’est ce qui explique I’écart d’accélération entre les algorithmes. La premiére passe et le
calcul des descripteurs étant trés rapides pour les algorithmes LSLgy g, I'impact de 'augmentation du
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Fig. 5.11 — Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 2048%x2048 et g = 1 sur les 24 cceurs de la machine IVB,, 1,
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Fig. 5.12 — Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 2048x2048 et g = 4 sur les 24 cceurs de la machine IVB,y 19
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Fig. 5.13 — Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 2048x2048 et g = 16 sur les 24 cceurs de la machine IVB,y 19
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Fig. 5.14 - Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 4096x4096 et g=1 (haut), g=4 (milieu) et g = 16 (bas) sur les 24 coeurs de la
machine IVB,y 15
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Fig. 5.15 - Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 8192x8192 et g=1 (haut), g=4 (milieu) et g = 16 (bas) sur les 24 coeurs de la

machine IVByy 12
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temps de fusion des frontiéres est maximal. Comparativement, LSLgp est moins sensible aux fusions
car sa premiére passe est plus lente. Pour les algorithmes pixels, bien que le temps de fusion des
frontiéres soit significativement plus long que pour les algorithmes segments, il I'est moins que la
somme de la premiére passe et du calcul des descripteurs.

Premiére passe Descripteurs Frontieres sp
‘ Algorithmes min ‘ moy ‘ max || min ‘ moy ‘ max || min ‘ moy ‘ max || min ‘ moy ‘ max
LSLR1E-Suzuki 0,09 | 0,13 | 0,16 || 0,00 | 0,01 | 0,01 || 0,008 | 0,012 | 0,016 || 11,85 | 15,13 | 16,60
LSLRIE-Rosenfeld 0,09 [ 0,13 [ 0,16 || 0,00 [ 0,01 | 0,02 [ 0,010 [ 0,011 | 0,013 |[ 11,04 | 14,03 | 15,51
LSLsTD-Suzuki 0,20 | 0,21 | 0,21 || 0,00 | 0,01 | 0,02 || 0,008 | 0,012 | 0,017 || 21,61 | 22,82 | 24,04
LSLSTD-Rosenfeld 0,20 [ 0,21 | 0,21 [[ 0,00 [ 0,01 [ 0,02 [ 0,010 [ 0,011 | 0,012 || 21,26 | 22,61 | 23,49
HCS 0,24 | 0,26 | 0,28 || 0,24 | 0,27 | 0,34 || 0,018 | 0,028 | 0,036 || 14,72 | 17,34 | 21,20
HCS, UF DT ARemSP | 0,27 | 0,30 | 0,34 || 0,21 | 0,26 | 0,31 || 0,036 | 0,045 | 0,053 || 14,79 | 16,75 | 19,80
Suzuki DT 0,24 | 0,25 | 0,26 || 0,33 | 0,36 | 0,41 || 0,019 | 0,028 | 0,036 || 15,31 | 18,37 | 22,91
Rosenfeld DT PC 0,23 | 0,25 | 0,28 || 0,30 | 0,32 | 0,36 || 0,033 | 0,041 | 0,048 || 15,53 | 17,51 | 21,15
Grana 0,25 | 0,26 | 0,28 || 0,33 | 0,36 | 0,38 || 0,018 | 0,028 | 0,035 || 16,13 | 18,40 | 21,87
RCM 0,50 | 0,51 | 0,52 || 0,09 | 0,16 | 0,23 || 0,019 | 0,028 | 0,036 || 16,01 | 18,39 | 22,30

TaBLE 5.9 — Parallélisation multi-coeur : ¢pp de la premiére passe, cpp du calcul des descripteurs, cpp des
frontiéres et accélération globale par rapport a la version séquentielle sur la base de données SIDBA4
sur la machine IVByy 12

5.3.4 Conclusion pour la station de travail

Sur une machine 24 cceurs, les algorithmes paralléles LSL sont les plus rapides (d un facteur x3,7
sur SIDBA4, X1,7 pour g=1, X2,5 pour g=4 et X3,0 pour g=16 en 2048 X 2048) et ceux qui présentent
le moins de variations dans le temps de traitement. Sur ce type de machine, 'efficacité de la méthode
de parallélisation est comprise entre 75,5% et 88,3% pour les images aléatoires de taille 20482048
et 46,0% et 100,2% pour les images de la base SIDBA4. Avec 'augmentation de la taille des données,
seul 'algorithme LSLp; g tient la charge et 'efficacité de sa parallélisation augmente passant pour
LSLR1E-Rosenfeld d€ 87,3% pour les images 2048 X 2048 a 96,4% pour les images 4096x4096 et 98,3%
pour les images 8192x8192. Le ratio entre LSLyy g-Rosenfeld €t les algorithmes pixels passe a X2,7 pour
g=1, X5,3 pour g=4 et X8,5 pour g=16 en 8192x8192.

5.4 Serveur de calculs - 4xX15 coeurs

5.4.1 Résultats pour les images aléatoires
5.4.1.1 Images 2048 X 2048

Sur les 60 coeurs du serveur de calcul, le nombre d’étages de I’étape de fusion des bords passe de
5a6.

Pour g=1 (fig. 5.16), la dégradation des performances due a la gestion des équivalences de Suzuki
prend des proportions considérables. Pour g=4, elle est encore trés présente. Dés g=7, les courbes
fusionnent et se répartissent en quatre groupes (fig. 5.16 et tab. 5.16) : RCM est le plus lent (cppy = 0,55
pour g=16), suivi par Grana et HCS, UF DT ARemSP (cppy = 0,5 pour g=16), suivis par HCS, Suzuki
DT et Rosenfeld DT PC (0,45 < cppy < 0,47 pour g=16) et le dernier groupe qui comprend tous les
algorithmes LSL (0,14 < cppy < 0,18 pour g=16).

Ces quatre groupes correspondent en fait a des formes de masque différentes :
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Fig. 5.16 — Parallélisation multi-coeur : cpp pour des images de taille 2048 X 2048 et de granularité
g €{1,4,16} et cppy en fonction de la granularité sur les 60 coeurs IVB4y 15

Granularité
Algorithmes ‘ g=1 ‘ g=2 ‘ g=4 ‘ g=8 ‘ g=16 ‘ cppg ‘
LSLRI E-Rosenfeld 0,49 [ 0,30 [ 0,22 [ 0,18 [ 0,15 || 0,21
LSLsTD Rosenfeld 041 | 027 | 0,22 | 0,19 | 0,18 || 0,21
LSLRI E-Suguki 0,67 | 035 | 0,23 | 017 | 0,14 || 0,22
LSLSTD-Suzuki 0,60 | 033 0,23 0,19 | 017 [[ 0,23
Rosenfeld DT PC 0,85 | 0,61 | 0,50 | 0,48 0,47 0,51
HCS 1,05 | 0,70 | 0,52 | 0,47 | 045 0,53
HCS, UF DT ARemSP || 0,77 | 0,60 | 0,54 | 0,52 | 0,50 0,54
Suzuki DT 1,12 | 0,76 | 0,55 | 0,48 | 0,46 0,55
Grana 1,12 | 0,72 | 0,61 | 0,53 | 0,51 0,59
RCM 1,40 | 0,78 | 0,62 | 0,57 | 0,55 0,64

TABLE 5.10 - Parallélisation multi-cceur : cpp, pour les granularités g € {1,2,4,8, 16} et cpp, pour des
images 2048x2048 sur la machine IVB 15
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« RCM dispose d'un masque réduit mais qui impose un chargement du voisinage pour tous les
pixels,

Grana et HCS, UF DT ARemSP travaillent tous les deux sur plusieurs lignes a la fois,
« HCS, Suzuki DT et Rosenfeld DT PC ne travaillent que sur une ligne,
enfin les algorithmes LSL travaillent sur des segments.

Un point remarquable est que I'algorithme LSLsTp Rosenfelds €St plus rapide que tous les algo-
rithmes pixels et ceci quelle que soit la granularité.

5.4.1.2 Impact de la quantité de données

Pour les images de taille 2048x2048, I'efficacité de la parallélisation est dans tous les cas inférieure
a 50% (tab. 5.11). Le passage a des images de taille 4096x4096 est bénéfique a tous les algorithmes.
L’écart se creuse entre les algorithmes pixels et les algorithmes LSL mais la distribution des résultats
reste inchangée. Le passage a des images de taille 8192X8192 n’est bénéfique pour pour les versions
RLE. Tous les autres algorithmes voient leur performance chuter. Grana est le plus lent avec ses deux
passes sur I'image, suivi des LSLgp qui différent des algorithmes LSLgy g par une écriture systéma-
tique en mémoire. HCS; UF DT ARemSP, Rosenfeld DT PC, HCS, Suzuki DT sont trés proches. Le
LSLgg est plus rapide que le plus rapide des algorithmes pixels d’un facteur x6,6 et l'efficacité de la
parallélisation passe a 91% avec une portion de code séquentiel 7 = 0,16%.

Cppg sp Ten %
| Algorithmes 2048 | 4096 | 8192 || 2048 | 4096 | 8192 || 2048 | 4096 | 8192
LSLRLE-Rosenfeld 021 | 0,13 | 0,11 [[ x26,7 | x44,5 | x54,8 || 2,11 [ 0,59 | 0,16
LSLRLE-Suzuki 022 | 0,15 | 0,13 || x23,2 | x36,8 | x46,0 || 2,68 | 1,07 | 0,51
LSLSTD-Rosenfeld 021 | 0,14 | 0,85 || x29,1 | x48,0 | x9,8 || 1,79 | 0,42 | 8,71
LSLSTD-Suzuki 023 | 0,16 | 0,87 || x28,2 | x49.8 | x7,6 || 1,91 | 0,35 | 11,71
HCS 0,53 | 0,51 | 0,73 |[ x25,8 [ x29,7 | x19,0 || 225 | 1,72 | 3,66
Rosenfeld DT PC 0,51 | 0,49 | 0,71 || %293 | x31,0 | x21,3 || 1,78 | 1,58 | 3,08
HCS, UF DT ARemSP | 0,54 | 051 | 0,73 || x24,1 | x26,3 | x18,1 || 2,53 | 2,17 | 3,93
Suzuki DT 0,55 | 0,51 | 0,74 || x27,8 | x29,9 | x20,7 || 1,96 | 1,70 | 3,22
RCM 0,64 | 059 | 0,76 || x26,2 | x28,8 | x22,0 || 2,19 | 1,83 | 2,92
Grana 0,59 | 0,54 | 1,17 || x26,1 | x29,6 | x13,7 || 2,19 | 1,73 | 5,75

TaBLE 5.11 — Parallélisation multi-coeur : cpp moyen sur les granularités de 1 a 16, sp 'accélération
moyenne sur les granularités de 1 a 16 et 7 la portion de code séquentiel pour des tailles d’image
2048x2048, 4096x4096, 8192x8192 sur la machine IVB 5

Sur la station de travail, la dégradation des performances pour les algorithmes hors LSLg; p était
visible dés 4096x4096. Sur le serveur de calculs (fig. 5.17), les performances sont toujours correctes
pour 4096x4096 et bien que trés dégradées en 8192x8192, elle restent supérieure a celles de la station
de travail.

Tout comme pour la station de travail, le ratio entre le ¢pp minimum de ’ensemble des algorithmes
pixels et le cpp de LSLyg-Rosenfeld (fig- 5-18) est trés sensible a la taille des images, passant pour g=16
d’un rapport minimal de X2,5 pour les images 2048x2048 a un rapport X8 pour les images 8192x8192.

5.4.2 SIDBA4

L’algorithme LSLg; g est le plus rapide, d’'un facteur x4,2 par rapport a HCS et X5,1 par rapport a
RCM (fig. 5.19 et tab. 5.12). L’écart entre les algorithmes pixels et le LSLgr g s’est donc accentué par
rapport a la station de travail.
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Fig. 5.17 — Parallélisation multi-cceur : cppy en fonction de la granularité sur les 60 cceurs de la machine
IVB4x15 pour des images de taille 40964096 (gauche) et 8192x8192 (droite)
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Fig. 5.18 — Analyse en composantes connexes : ratio entre le cpp de LSLgy g et le minimum des cpp des
algorithmes pixels sur la machine IVB4y 5 pour les granularités g=1 (rouge), g=4 (vert) et g=16 (bleu)

LSLgtp est le plus stable en temps de traitement, mais il est toujours plus lent que le LSLgi g ce
qui est normal du fait de sa conception (une opération supplémentaire pour améliorer le détermi-
nisme). Sur les images de la base, il n’y a pas de différence entre les versions Rosenfeld et Suzuki des
algorithmes LSL.

L’accélération entre les versions séquentielles et les versions paralléles, est comprise entre x20,4
(3,29% de code séquentiel) pour LSLyr g et X40,1 (0,84% de code séquentiel) pour LSLgrp. Les algo-
rithmes pixels ont une accélération moyenne comprise entre x21,5 (3,02% de code séquentiel) et X27,6
(1,98% de code séquentiel).
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Fig. 5.19 - Parallélisation multi-cceur : ¢pp moyen et variabilité (cppmax €t cPPmin) sur la base de
données SIDBA4 sur les 60 cceurs de la machine IVB 45
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] Algorithmes H cpp \ sp \ T \ ratio ‘
LSLRLE—Suzuki 0,10 | x22,1 | 2,90 | X1,0
LSLRLE-Rosenfeld 0,10 | x20,4 | 3,29 | x1,0
LSLSTD—Suzuki 0,13 | x40,1 | 0,84 | X1,3
LSLSTD-Rosenfeld 0,13 | X394 | 0,88 | X1,3
HCS 0,42 | X22,6 | 2,80 | x4,2
Suzuki DT 0,42 | X27,6 | 1,98 | X4,2
Rosenfeld DT PC 0,43 | xX24,6 | 2,43 | x4,3
HCS, UF DT ARemSP || 0,46 | X21,5 | 3,02 | xX4,6
Grana 0,47 | x25,1 | 2,35 | x4,7
RCM 0,51 | X249 | 2,38 | X5,1

TaBLE 5.12 - Parallélisation multi-coeur : cpp moyen, sp I’accélération par rapport a la version séquen-
tielle, 7 la portion de code séquentiel mesuré sur la base de données SIDBA4 et le ratio entre le cpp de
lalgorithme et celui de LSLR1 E-Rosenfeld SUr la machine IVB4y 15

5.4.3 Parts des étapes intermédiaires

5.4.3.1 Images aléatoires 2048 X 2048

Le cpp des fusions aux frontiéres a progressé (fig. 5.20, 5.21 et 5.22) et atteint dans le pire cas 80% du
cpp total pour RCM et g=1. Pour les algorithmes basés sur Union-Find, il se limite & 30% dans le pire cas
pour g=1. Dés g=4, le ¢pp du calcul des descripteurs devient faible pour tous les algorithmes en dehors
de Grana qui doit les réaliser apres chaque double ligne de sa seconde passe. En fait, le cpp global avec
et sans descripteurs devient équivalent, illustrant le caractére prépondérant des échanges mémoires
devant les calculs. Pour les algorithmes pixels, I’étape de fusion des frontiéres représente 30% du cpp
total alors que pour les algorithmes LSL, elle avoisine les 50%. Cet écart explique la faible performance
de la parallélisation pour le LSL pour cette taille d’image comparativement aux algorithmes pixels. Il
n’y a plus assez de données a traiter.

Pour g=16, quelle que soit la densité, la premiere passe des algorithmes (hors LSLy; g) est constante.
Le cpp de la premieére passe est donc totalement indépendant des données et du nombre d’étiquettes et
dépend donc uniquement des échanges avec la mémoire. La premiére passe de Suzuki DT, Rosenfeld
DT PC et de HCS est strictement identique, malgré leurs différences algorithmiques.

5.4.3.2 Images aléatoires : impact de la quantité de données

Le passage a des images de taille 4096x4096, diminue I'influence relative de la gestion de frontiéres
et permet donc d’accélérer le temps de traitement (fig. 5.23). Comme pour la station de travail, le
passage a des images de taille 8192x8192 (fig. 5.24) ne profite qu’au LSLg g, la premiére passe de tous
les autres algorithmes étant ralentie.

Dans tous les cas, les figures montrent que la premiére passe est devenue indépendante de la
densité car limitée par la mémoire et le calcul des descripteurs n’est plus significatif dés que g > 4
pour tous les algorithmes hors LSLg; g.
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Fig. 5.20 — Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 2048%x2048 et g = 1 sur les 60 cceurs de la machine IVB4y 15
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Fig. 5.21 - Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 2048x2048 et g = 4 sur les 60 cceurs de la machine IVB4y15

mms Premiere passe ~ wmmm Descripteurs Frontiéres
0.6 e 0.6 ] 0.6 ey
0.5 S T — 0.5 0.5
0.4 0.4 : 0.4
03 03 0.3
0.2 0.2 0.2
0.1 0.1 0.1
0.0 0.0 0.0
20 40 60 80 100 0 20 40 60 80 100 0 20 40 60 80 100 0 20 40 60 80 100
(a) RCM (b) Grana (c) Suzuki DT (d) Rosenfeld DT PC (e) HCS
0.6 e 0.6 e 0.6 e
0.5 0.5 0.5
0.4 0.4 0.4
03 03 0.3
0.2 - 0.2 0.2
0 0 0

.0 .0
20 40 60 80 100 0 20 40 60 80 100 0 20 40 60 80 100

. .0
0 20 40 60 80 100 0

® HCS, UF DT ARemSP (g) LSLsTD-Rosenfeld (h) LSLRLE-Rosenfeld (@) LSLSTD-Suzuki

.0
0 20 40 60 80 100

(j) LSLRLE-Suzuki

Fig. 5.22 - Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 2048x2048 et g = 16 sur les 60 cceurs de la machine IVB4y 15
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Fig. 5.23 — Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 4096x4096 et g=1 (haut), g=4 (milieu) et g = 16 (bas) sur les 60 coeurs de la
machine IVB g5
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(k) RCM - g=16

(1) LSLsTD-Rosenfeld - g=16 (m) LSLRLE Rosenfeld = 8=16 () LSLsTD-Suzuki - g=16

(0) LSLRLE-Suzuki - §=16

Fig. 5.24 — Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 8192x8192 et g=1 (haut), g=4 (milieu) et g = 16 (bas) sur les 60 coeurs de la
machine IVB4X15
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5.4.3.3 SIDBA4

Pour les algorithmes LSLg g le cpp des fusions aux frontieres représente en moyenne 40% du cpp
total, 30% pour LSLsp et entre 13% et 18,5% pour les autres algorithmes (tab. 5.13).

Premieére passe Descripteurs Frontieres sp
] Algorithmes min \ moy \ max || min \ moy \ max || min \ moy \ max || min \ moy \ max
LSLR1 E-Suzuki 0,04 | 0,06 | 0,08 || 0,00 | 0,00 | 0,01 || 0,031 | 0,038 | 0,043 || 19,05 | 22,12 | 24,61
LSLR1 E-Rosenfeld 0,04 | 0,05 | 0,06 || 0,00 | 0,00 | 0,01 || 0,035 | 0,039 | 0,044 || 18,17 | 20,38 | 22,34
LSLsTD-Suzuki 0,09 | 0,09 | 0,09 || 0,00 | 0,00 | 0,01 || 0,032 | 0,039 | 0,045 || 38,31 | 39,93 | 42,46
LSLsTD-Rosenfeld 0,08 | 0,09 | 0,09 || 0,00 | 0,00 | 0,01 || 0,036 | 0,040 | 0,043 || 37,68 | 39,18 | 40,65
HCS 0,34 | 0,34 | 0,35 || 0,00 | 0,02 | 0,03 || 0,053 | 0,064 | 0,075 || 18,23 | 22,64 | 28,96
HCS, UF DT ARemSP | 0,36 | 0,37 | 0,37 || 0,01 | 0,01 | 0,02 || 0,069 | 0,080 | 0,090 || 18,82 | 21,99 | 25,73
Suzuki DT 0,34 | 0,34 | 0,34 || 0,00 | 0,02 | 0,03 || 0,052 | 0,064 | 0,074 || 21,78 | 27,67 | 34,76
Rosenfeld DT PC 0,34 | 0,34 | 0,34 || 0,00 | 0,02 | 0,02 || 0,066 | 0,076 | 0,083 || 20,97 | 24,67 | 29,84
Grana 0,34 | 0,35 | 0,35 || 0,03 | 0,05 | 0,06 || 0,054 | 0,064 | 0,074 || 21,24 | 25,55 | 30,09
RCM 0,43 | 0,43 | 0,44 || 0,00 | 0,02 | 0,02 || 0,052 | 0,064 | 0,074 || 21,76 | 24,96 | 28,93

TAaBLE 5.13 — Parallélisation multi-cceur : c¢pp de la premiére passe, cpp du calcul des descripteurs,
cpp des frontiéres et accélération globale par rapport a la version séquentielle sur la base de données
SIDBA4 sur la machine IVB4y 15

5.5 Influence conjuguée de la taille des données et du nombre de
coeurs actifs

Les résultats des sections précédentes nous confirment que le LSLgy g Rosenfeld €St ’algorithme le
plus adapté pour toutes les tailles d’images et pour toutes les architectures testées. Dans la suite du
document, le terme LSLyy g désignera uniquement la version LSLg; g Rosenfeld-

La table 5.14a synthétise les résultats de LSLyyg sur les machines et images testées en ms et en
Gp/s. A titre de comparaison, la table 5.14b présente les mémes résultats pour HCS, UF DT ARemSP.

Images aléatoires Images aléatoires
| Machines | 2048g\ 4096 | 8192 SIDBA | Machines | 2048g\ 4096 | 8192 SIDBA4
t(ms) [[ 0,65 [ 2,6 | 10,2 1,0 , , , ,
SKL1xq c(;p/s) 68 | 66 | 66 7.5 SKL1x4 t((}r;fs) fg ?: 317,84 411,2
[VByypy |19 [| 031 [ 105 [ 4.2 [| 048 [VByyp, | 109 [ 0.9¢ | 5.9 [ 34.1 19
Gp/s [[133 [ 16,0 [ 160 || 160 Gp/s || 44 | 28 | 2,0 4,0
VB t(ms) [[ 0,24 [ 050 [ 1,6 [[ 027 IVB s |10 [ 0.75 | 43 [17.0 13
Gp/s [[ 175333 [ 42,4 280 Gp/s |56 | 58] 39 6,1
(a) LSLy.g (b) HCS, UF DT ARemSP

TABLE 5.14 — Parallélisation multi-coeur : temps d’exécution em ms et débit en Gp/s pour des images
de taille 2048x2048, 40964096 et 8192x8192 pour g=16 et SIDBA4 (3200%2400)

Les résultats varient selon le nombre de processeurs :
+ Pour la machine mono-processeur, la performance maximale est atteinte pour les images 2048x2048
et se maintient pour les tailles d’images supérieures. Toutes les machines permettent d’atteindre

des performances temps réel (+ < 40 ms pour une caméra délivrant 25 images/s) pour les tailles
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d’image testées. le LSLyg est X3,7 plus rapide que HCS, UF DT ARemSP. Le débit maintenu
est de 6,6Gp/s pour LSLgr g et de 1,8Gp/s pour HCS, UF DT ARemSP.

+ Pour les machines multi-processeurs, les performances des deux algorithmes divergent. Elles
progressent avec la taille de 'image pour LSLg;g et régressent pour HCS, UF DT ARemSP.
Sur IVBsy 12, la performance maximale est atteinte pour les images 4096x4096 et se maintient
pour les images 8192x8192 alors que pour HCS, UF DT ARemSP, elle ne fait que décroitre. Sur
IVB4y15, LSLRL g atteint son maximum (42,4Gp/s) pour les images 8192x8192 alors que HCS, UF
DT ARemSP progresse pour atteindre son maximum en 4096x4096 (5,8Gp/s) avant de régresser
pour les images 8192x8192. Pour g=16 et des images 8192x8192, LSLry g est X10,8 plus rapide
que HCS, UF DT ARemSP.

Image size
machines || 2048 | 4096 | 8192
SKL 1«4 X 3,6 | X3,7 X 3,7
IVByz || X3.0 [ x57 | x81
IVB4x15 x3,1 | X57 | x10,8

TaBLE 5.15 — Parallélisation multi-cceur : ratio du cpp entre LSLgr g et HCS, UF DT ARemSP, pour
g=16

Le rapport des performances (tab. 5.15) passe de X3.7 sur les 4 cceurs de la machine SKL{,4 4 X10,8
sur les 60 cceurs de la machine IVB4y 5. La raison est que comme tous les algorithmes pixels, HCS,
UF DT ARemSP est limité par la mémoire. C’est ce qui explique que LSLgy g est plus rapide avec 15
fois moins de coeurs sur SKL{y4 que HCS,; UF DT ARemSP sur IVB4y 15 .

Tant que les données (image binaire, image des étiquettes, tables d’équivalences et structures
propres a chaque algorithme) tiennent dans le cache, la performance peut progresser avec le nombre
de cceurs. Mais quand ce n’est plus le cas, le nombre de défauts de cache augmente ce qui entraine
l'augmentation du cpp (sortie de cache). Afin de mettre ce phénomene en évidence, nous avons réalisé
une étude des performances des deux algorithmes en fonction de la taille de I'image et sur un nombre
variable de processeurs (1, 2, 3, 4 sur la machine IVB4y5). La figure 5.25 met en évidence cette sortie
de cache.

Pour LSLgf :

« Avec g=1, on observe une trés 1égére sortie de cache avec 15, 30 et 45 cceurs (1, 2, 3 sockets) qui
se stabilise respectivement pour des images de taille 40964096, 6144x6144 et 7168X7168. Dans
tous les cas, plus le nombre de coeurs augmente, plus le ¢pp diminue quellle que soit la taille de
I'image.

« Avec g=4, seule la version 15 cceurs présente une sortie de cache qui se stabilise pour les images
6144x6144. Dans tous les cas, plus le nombre de cceurs augmente, plus le cpp diminue quelle
que soit la taille de I'image.

+ Avec g=16, aucune sortie de cache n’est décelable.
Pour HCS, UF DT ARemSP :

« Avec g=1, on observe une sortie de cache pour toutes les courbes. A partir des images de taille
81928192 les courbes pour 45 et 60 coeurs sont confondues.

« Avec g=4, les courbes pour 45 et 60 coeurs sont confondues pour toutes les tailles d’images
observées. L’intérét du quatriéme processeur est dans ce cas trés discutable. Les courbes pour 30,
45 et 60 cceurs convergent vers une limite commune (= 0,75cpp) indiquant que pour les grandes

127



CHAPITRE 5. PERFORMANCE DES ALGORITHMES PARALLELES D’ANALYSE EN
COMPOSANTES CONNEXES SUR ARCHITECTURES MULTI-CEUR

images, il n’y a aucun intérét a utiliser un systéme de plus de deux processeurs. L’accélération
obtenue en passant de 1 processeur a 4 n’est que de x1,33.

+ Avec g=16,’écart entre les quatre courbes se réduit encore et ’accélération obtenue en passant
de 1 processeur a 4 n’est que de x1,11.

Pour HCS, UF DT ARemSP, I'utilisation d’un systéme multiprocesseur ne se justifie que pour des
images qui tiennent dans les caches. Du fait de la compression RLC utilisée par LSLg; g, il est le seul
a tirer parti de ce type de systémes.

= | socket = ) sockets 3 sockets = 4 sockets
1.4 T
12 ] | 2.0 1
1.0 - 1 1.5 R

2.0.8 : : : 5 o,

8" 0.6 : : . : B & 1.0 *\——//;
04 o5 | — ]
0.2 + e
00 I I I I I I I 00 1 1 1 1 1 1 1

2K 3K 4K 5K 6K 7K 8K 9K 10K 2K 3K 4K 5K 6K 7K 8K 9K 10K
Base de I'image Base de I'image
(a) LSLgig-g=1 (b) HCS, UF DT ARemSP - g = 1
0~45 T T 1 I I 1 i T T T T T T T
0.40 - i 1.0
0.35 | R
0.30 | . 0.8 o ‘ -
2.0.25 i 2.0.6 / ]
80.20 P E & i '
0.15 + - 04 - i
0.10 | B L | i ; i
0.05 | B 0.2
0.00 Il Il Il Il Il Il Il 0.0 1 1 1 1 1 1 1
2K 3K 4K 5K 6K 7K 8K 9K 10K 2K 3K 4K 5K 6K 7K 8K 9K 10K
Base de I'image Base de l'image
(c) LSLgip-g=4 (d) HCS, UF DT ARemSP - g = 4
0.25 .
0.20 | » : — :

2, 0.15 - : — :

o .

S 0.10 | S — _

0.05 | v . E— :
000 1 1 1 1 1 1 1 OO I I I I I I I
2K 3K 4K 5K 6K 7K 8K 9K 10K 2K 3K 4K 5K 6K 7K 8K 9K 10K
Base de I'image Base de l'image
(e) LSLiz - £ = 16 (f) HCS, UF DT ARemSP - g = 16

Fig. 5.25 — cpp en fonction de la taille des images pour les granularités g € {1, 4, 16} sur la machine
IVB4x15 avec 15, 30, 45 ou 60 cceurs actifs

5.6 Conclusion

La parallélisation proposée de LSL et des algorithmes de référence permet de tirer parti des ar-
chitectures multi-coeur modernes. Lorsque le nombre de coeurs augmente et d’autant plus dans le cas
clusters de multi-cceur, il est nécessaire d’augmenter la taille des données pour obtenir I’accélération
optimale. Dans ces circonstances, les algorithmes pixels sont limités par la consommation de bande
passante mémoire et ils ne passent donc pas a I’échelle. LSLgy est le seul algorithme direct adapté
aux architectures multi socket.

128



5.6. CONCLUSION

La gestion des étiquettes de Suzuki, qui était compétitive pour les algorithmes séquentiels est trées
dégradée lors du passage au multi-cceur pour les images les moins structurées. La version recomman-
dée pour LSL est donc la version LSLgy g-Rosenfeld Pasée sur la procédure Union-Find classique.
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Le temps est en vous, comme l’eau dans une bouteille. Vous en buvez un peu
chaque jour, a I’économie, et vous croyiez savoir ce qu’il est ?

—La Horde du contrevent, Alain Damasio

Chapitre

Algorithmes itératifs d’étiquetage en
composantes connexes pour les archi-
tectures a tres grand nombre de coeurs

6.1 Introduction .............. .. 131
6.2 Algorithme itératif non récursif : MPAREP ... ... ... .. ... ... . ... ..., 132
6.3 MPARFB + SIMD + OMP + AT e 135
6.4 Classe WARP ... ... 142
6.5 CONCIUSION ...t 160

6.1 Introduction

Le chapitre précédent a mis en évidence que seul LSLyy g pouvait profiter pleinement de I’aug-
mentation du nombre de coeurs et de sockets et ceci a condition de travailler sur des images de grande
taille. Il est donc légitime de penser que le développement actuel d’architectures proposant toujours
plus de coeurs (Xeon Phi, GPU, Tile64, MPPA de Kalray, TSAR ...) va nécessiter de concevoir différem-
ment les algorithmes pour tirer parti efficacement du parallélisme matériel.

Dans ce cadre, les algorithmes itératifs, bien que trés coliteux pour une architecture séquentielle,
sont potentiellement plus adaptés aux machines a trés grand nombre de cceurs car ils intégrent par
construction des mécanismes de synchronisation. Déja en 1981, Haralick & Shapiro écrivaient dans
[82] a propos de leur proposition d’algorithme itératif : «L’algorithme itératif n’utilise pas de structure
externe de stockage des équivalences pour produire I'image étiquetée a partir de I’image binaire. Cela
peut étre utile dans des environnements oti la quantité de mémoire est trés limité ou sur les architectures
SIMD ' ».

Et en effet, 'exécution la plus rapide d’un étiquetage en composantes connexes a ce jour a été ob-
tenue avec 'algorithme itératif massivement parallele (MPAR EP cf. 6.2) sur la Maille Associative [20,
34]. Cette maille de processeurs élémentaires (PE), composée de PE synchrones et de PE asynchrones
organisés en grille de 200 x 200 PE fonctionnant a 500MHz, étiquetait une image 200 X 200 pixels
en 1us atteignant ainsi un débit soutenu de 40Gp/s quelle que soit la structure de I'image pour une

1. Au sens de la taxinomie de Flynn [111].
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consommation de 10 W. Seule la version paralléle LSLg; g, pour des images de taille 8192 X 8192 avec
=16 sur une machine 4 X 15 coeurs consommant 620 W a pu dépasser cette performance en 2015.

Dans ce chapitre, nous étudions le potentiel des algorithmes itératifs. Aprés une description des
mécanismes et propriétés de I’algorithme itératif non-récursif (MPAR EP), nous proposons deux nou-
veaux algorithmes itératifs correspondants a deux approches complémentaires :

« MPAR FB + OMP + SIMD + AT : un algorithme proche de la proposition d'Haralick & Shapiro
mais utilisant les instructions SIMD et OpenMP pour augmenter le parallélisme, ainsi quun
découpage en tuile actives[83].

« WARP : une classe d’algorithmes hybrides basée a la fois sur un mécanisme itératif et un mé-
canisme de graphe pour réduire le nombre total d’itérations et le temps de traitement global.
Cette version est la seule du manuscrit a s’adapter aux architectures de type GPU.

Il est important de noter que dans les cas des algorithmes itératifs, le résultat est par construction
I'image complétement étiquetée et pas 'image analysée. L’étape d’analyse doit étre ajoutée a la suite
de I’étiquetage et ne permet pas d’accélérer le traitement de I'image. Nos travaux sur les algorithmes
itératifs sont en cours et ’analyse en composantes connexes pour les algorithmes itératifs sera déve-
loppée dans des travaux ultérieurs a la thése. Dans le manuscrit, la comparaison entre algorithmes
directs et algorithmes itératifs se fera donc sur la base de I’étiquetage en composantes connexes sans
analyse et avec réétiquetage qui n’est pas le cas le plus favorable pour les algorithmes directs ni celui
qui est utilisé dans les chaines de traitements.

6.2 Algorithme itératif non récursif : MPAR EP

6.2.1 Principe

Pour les algorithmes itératifs, il est nécessaire de définir de nouvelles notations :

+ B,l'image binaire a étiqueter,
« E, 'image des étiquettes obtenue a la fin de I’étiquetage,

« Ej, état de I'image des étiquettes correspondant a la k—-iéme itération de la propagation du
minimum positif sur 'ensemble de I'image.

1]1[1]1]1]oJo]o]1]o]o 12325 0] oo o]0 o il oJoJo o]0 o
1{o]ofo]1fo]ofo]o]1]o0 12/0 [0 [oft6fofo|ofof21]o| n itérations [L]o]o]o[t]o[o[ofo[9]0
1|1fo]1|1]ofo]1[1]1]0 23[24] 0 [26]27] 0 | 0 [B0[31[32] 0 1o [T]x]o o @990
olo[t]ofofofolofoo]o |:> olofelofofo]o]ofolo]o |]|]|]|]|:> olof[®]olofololofo]o]o
T|1fo]1|t]o[t]ofofo]1 45[46] o 4849 o 5[0 [0 [0 [ ) 1] o [T]]o 51| o [o]o |51
1fofofo|1]o[1]o]1]0]1]| Initialisation [56]0 |00 [60]0 [62] 0 |64] 0 [66] Propagation [F]o [0 [o [x]o [51|0 [51] 0 |51
Tl1|t]1|t]oft]1]1]1]1 67[68]69[70]71| 0 [73]74]75[76]77 1|1 [t]1]1]o]51]5151[51]51
B E, E

Fig. 6.1 - MPAR EP : 'image binaire (B) est initialisée avec des étiquettes uniques (Ey) puis la phase
de propagation est réalisée un nombre indéterminé de fois, jusqu’a stabilisation de 'image (E)

L’algorithme d’étiquetage en composantes connexes itératif MPAR EP (Embarrassingly Parallel),
est constitué de deux phases :

« une phase d’initialisation (Algo. 23) qui fait correspondre a chaque pixel de 'image B une éti-
quette unique dans I'image E,
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Algorithme 23 : MPAR EP : Initialisation de I'image des étiquettes
Input : B[H][ W] 'image binaire
Result : E[H][W] 'image d’étiquettes
1 fori=0to H-1do
2 forj=0to W-1do
3 if B[i][j] #0 then
4 L E[i][j] « iX W +j+ 1 » unique et évite que le premier pixel ait une étiquette nulle (valeur du fond)

si c'est un pixel de premier plan

€r]€2)€3
min*
€465 )¢ (e1,-- -, e9)
€7]€8] ¢
(a) Sens de propagation : le (b) Point de vue producteur consomma-
pixel central recoit le mini- teur : 9 chargements pour une écriture
mum du voisinage 3 X 3
Fig. 6.2 - MPAR EP : masque de propagation du minimum e5 < min*(ey, .. ., e9)

« une phase de propagation qui réalise en tout pixel de Ej. (Algo. 24) une propagation du minimum
positif du voisinage (fig. 6.23) jusqu’a la stabilisation de I'image des étiquettes (Ey = Ef,1).

La phase d’initialisation garantit 'unicité des étiquettes dans E, (avant la propagation), la phase de
propagation du minimum positif propage de proche en proche les plus petites étiquettes dans chaque
composante connexe en un nombre fini mais indéterminé d’itérations.

6.2.2 Vitesse de propagation

Le principal inconvénient des algorithmes itératifs est la grande variabilité du nombre d’itéra-
tions nécessaires pour atteindre la stabilité en fonction de la structure des images. Dans le cas de la
figure 6.3, la propagation n’est pas contrainte par la structure de 'image et peut s’effectuer dans toutes
les directions d’un pixel par itération. 4 itérations sont nécessaires pour étiqueter 'image plus une
pour s’assurer de la stabilité.

Dans le cas d’une spirale de taille 55 (fig. 6.4), 12 itérations sont nécessaires pour obtenir 'image
finale, plus une pour s’assurer de la stabilité.

Algorithme 24 : MPAR EP : Propagation du min*

Input: E [H][W]

Result : Ep,[H][W] mise & jour avec une propagation du min*
1 fori=0toH-1do

2 forj=0to W-1do
3 si Ei[i][j] # 0 alors
e; — Ex[i-1][j-1] e« Ex[i-1][j] 3« E[i—-1][+1]
1 eg — El[i JU-1] e Exli I e« Eli  1[i+1]
e7 — Exli+1][j-1] eg < Exli+1][/] e « Eg[i+1][j +1]
5 e «— min*(ey, ey, €3, €y, €5, €, €7, €g, €9)
6 Epq[i[] < ¢
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TRRERE
TRRERE
1f1]1]1]1
1f1]1]1]1
1f1]1]1]1

(a) Image binaire (b) Initialisation (c) Itération 1 (d) Itération 2

e) Itération 3 (f) Itération 4 (g) Itération 5 : I'image
est stable

Fig. 6.3 — Vitesse de propagation : image 5X5 pleine, 5 itérations de propagation sont nécessaires pour
s’assurer de la stabilité

1(1]1[1]1 3

0j0f0]0(1

1[1]1]o]1 ufufig] |10

110(0]0(1 11

111(1]1f1 16]16 11 lllll 10|10
(a) Image binaire (b) initialisation (c) itération 1 (d) itération 2 (e) itération 3

111111

11

11(10 313
(f) itération 4 (g) itération 5 (h) itération 6 (i) itération 7 (j) itération 8
(k) itération 9 (1) itération 10 (m) itération 11 (n) itérations 12 (o) itération 13

Fig. 6.4 — Vitesse de propagation : dans le cas d’une spirale 5X5, 13 itérations de propagation sont
nécessaires pour s’assurer de la stabilité

Ces deux figures mettent en évidence un phénomeéne de propagation semblable a un front d’onde
ou chaque étiquette se comporte comme une source pour les étiquettes plus grandes.

Ce phénomeéne s’explique par le fait qu'a chaque itération, de par le voisinage 3x3, la distance
maximale parcourue par une étiquette est de 1 pixel. La vitesse de propagation de 'onde «étiquette»
sur le support «image» est donc constante et vaut v = 1 pixel par itération. Cette limitation «phy-
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sique» de l'algorithme MPAR EP relie donc le nombre d’itérations avant stabilisation a la distance
géodésique[112] maximale entre les pixels de I'image. En effet, la distance géodésique entre deux
pixels est le plus court chemin qui les relie passant par des pixels de premier plan. La distance géo-
désique maximale, qui est le plus grand de ces chemins, est donc la borne supérieure du nombre
d’itérations a réaliser.

Dans le cas des spirales (orientées comme dans la figure 6.4), la distance géodésique maximale
(Dgp) est particulierement élevée et nécessite donc un grand nombre d’itérations. Pour une spirale
de taille N X N avec N pair alors Dgxy = N?/2 (si N est impair, Dgy = (N = 1) x (N + 1)/2). La table 6.1
donne un apercgu de ’évolution du nombre d’itérations nécessaires pour différentes tailles d’images
de spirale. Pour une image de taille 2048 x 2048 il faut nbite; = Dgagag + 1 ~ 2,1 X 10° itérations.

’ N H Den ‘ Nombre d’itérations ‘

5 12 13
7 24 25
9 40 41

100 5000 5001

1024 524288 524289

2048 || 2,1 x 10° 2,1 10°

8192 || 33,6 x 10° 33,6 x 10°

TaBLE 6.1 — Evolution du nombre d’itérations en fonction de la largeur de la spirale

6.2.3 Conclusion

Pour accélérer I'algorithme itératif, il est nécessaire de dépasser la limite due a la vitesse de pro-
pagation. Une premiére solution pourrait étre d’augmenter la taille du masque. Un masque k X k avec
k = 2r + 1 aurait une vitesse de propagation v = r (un masque 5 X 5 aurait une vitesse de propagation
v = 2). Cette approche est peu efficace car plus le masque est grand, plus il contient de pixels a tester
(k) et donc, plus il est lent.

Dans ce chapitre, nous allons proposer deux solutions pour augmenter la vitesse de propagation :

« travailler «en place» et faire varier le sens de parcours pour qu’au sein d’'une méme itération,
I'information puisse se propager de plus d’un pixel (section 6.3),

. envisager l'algorithme itératif du point de vue des graphes afin de propager I'information de
connexité au-dela de ’horizon du masque 3 X 3 (section 6.4).

Les performances de ces deux solutions seront évaluées dans le chapitre 7.

6.3 MPAR FB + SIMD + OMP + AT

L’algorithme MPAR FB + SIMD + OMP + AT découle d’une succession d’améliorations apportées
a MPAR EP afin :

« d’augmenter la vitesse de propagation (MPAR F et MPAR FB),
o d’utiliser les instructions SIMD (MPAR FB + SIMD),
« d’utiliser ’ensemble des coeurs (MPAR FB + SIMD + OMP),

+ d’optimiser la charge sur chaque coeur en ne réalisant le traitement d’une tuile que lorsqu’il est
nécessaire (MPAR FB + SIMD + OMP + AT),

« d’accélérer les opérations de propagation en modifiant le représentant de la composante connexe
(MPAR FB + SIMD + OMP + AT + MAX).
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6.3.1 MPAR F: algorithme récursif par balayage direct (Forward)

Pour augmenter la distance que peut parcourir une étiquette au cours d’une itération, une solution
est d’utiliser une version récursive (cf. Haralick & Shapiro - sec 1.4.2). C’est-a-dire, d’utiliser une seule
image des étiquettes et de travailler «en place».

Lors du balayage direct, tous les pixels connexes de premier plan sont correctement étiquetés en
une seule passe si la forme de 'image le permet (fig. 6.5¢c). Pour des images plus complexes, avec
par exemple des marches d’escalier de plus d’un pixel de long, certains pixels ne seront pas correcte-
ment étiquetés par le premier balayage (fig. 6.5¢ ) et des itérations supplémentaires seront nécessaires
(fig. 6.51). Si les plus petites étiquettes proviennent de la gauche, la vitesse de propagation n’est pas
limitée au sein d’une itération (propagation dans le sens du balayage) alors que si elles proviennent
de la droite (propagation a contre sens) la vitesse de propagation reste v = 1 pixel par itération.

0[{ojojofojofojo 010 0fojofo
ofojojof1j1f1]1 01]0 13(13]13|13
ofojoj1f1j1f1]1 010 13|13|13(13(13
ofoj1j1f1]1|1]1 0|0|13]|13(13|13]|13|13
oOf1f1]1]1)1]1|1 0113]13]13|13|13|13(13

(a) Masque MPAR F : le balayage di- (b) Image binaire dont la pente est (c) Tous les pixels seront correctement

rect implique un sens de propagation  égale a 45° étiquetés a la fin de la premiére itéra-
des étiquettes tion
0j0j0f0f0O]J0O]O]1 0 0108 010]0}]38
0jojofofojrj1j]1 0({0]0]0([0|14]8 |38 0181838
ofof1f{1|1]1]1|1 0 14(8 8|8 141818 |8(38
1{1f1]1]1f{1]1]1 14( 88|88 1418 18(8(8]8
1{1f(1)1]1f{1]1]1 1488 |8|8(38 14/ 818|8(8[8]8

(d) Image binaire dont la pente est in-
férieure a 45°

(e) La longueur des marches d’escalier
par rapport au masque de propagation
entraine le maintien d’étiquettes pro-
venant de la gauche de I'image

(f) La deuxiéme itération propage d’un
pixel vers la gauche les étiquettes, la
situation est alors identique a la ver-
sion non récursive et 3 itérations sup-

plémentaires seront nécessaires

Fig. 6.5 — Dissymétrie de la vitesse de propagation due au sens de balayage : la vitesse de propagation
des étiquettes dans le sens du balayage n’a pas de limite et vaut v = 1 dans le sens inverse

6.3.2 MPAR FB: algorithme récursif par balayage aller-retour (Forward Backward)

Comme vu dans la section 1.4.2, si la plus petite étiquette provient de la droite, seul un balayage
inverse permet de la propager rapidement. Afin de réduire encore le nombre d’itérations, MPAR FB
utilise alternativement un balayage direct et un balayage inverse (aller-retour). Le masque 3X3 n’est
alors plus utile et il est remplacé par les deux masques (direct et inverse) proposés par Haralick &
Shapiro.

Dans le cas de la figure précédente (fig. 6.5d), ot les marches d’escalier impliquaient des itérations
supplémentaires avec ’algorithme MPAR EP, ’algorithme MPAR FB permet d’étiqueter correctement
I'image en un seul aller-retour (fig. 6.6). Pour des images plus complexes, le nombre d’itérations est
réduit mais reste variable en fonction de la structure de I'image.

La figure 6.7 représente le nombre d’itérations nécessaires pour I’algorithme non récursif MPAR
EP, pour I'algorithme itératif direct MPAR F et ’algorithme aller-retour MPAR FB en fonction de la
densité pour des images de taille 128x128. Comme on peut ’observer pour g=1, la courbe représentant
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(a) Avec des marches d’escalier de plus  (b) Phase F : le masque ale méme effet  (c) Phase B : le balayage inverse symé-
d’un pixel de long, certains pixels (en  que celui de MPAR F trise la vitesse de propagation

rouge) ne seront pas correctement éti-
quetés a la fin de la premiére itération

Fig. 6.6 — Propagation de I’étiquette aux pixels de premier plan (zone grise) dans une passe directe
(gauche) et inverse (droite), les pixels rouges sont ceux qui n’auront pas la bonne étiquette a la fin de
la passe
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Fig. 6.7 - Nombre d’itérations nécessaires a la stabilisation de 'image des étiquettes pour I’algorithme
MPAR EP (rouge), 'algorithme MPARF (vert) et ’algorithme MPAR FB pour des images de taille 128x
128 en fonction de la densité

le nombre d’itérations pour I’algorithme MPAR EP est constituée de deux parties : jusqu’a la densité
d=41%, le nombre d’itérations croit en variant autour d’une courbe exponentielle puis, apres le pic
pour d=42%, il décroit et tend vers n=128 (distance géodésique maximale dans I'image pleine). Pour
lalgorithme MPAR F, la courbe se symétrise autour d’un pic correspondant & d =42%. Le nombre
d’itérations est réduit pour toutes les densités et tend vers 1. Pour I’algorithme MPAR FB, le maxi-
mum est atteint pour d=40% et est inférieur d’'un facteur 10 au maximum pour MPAR EP. Pour les
granularités g=4 et g=16, la structuration de I'image diminue le nombre d’itérations. Pour MPAR FB
avec g=16, I'image est étiquetée en 3 itérations dans le pire cas.

6.3.3 MPAR FB + SIMD : utilisation des instructions vectorielles

Avant méme 'augmentation du nombre de coeurs, les processeurs ont été dotés d’unités SIMD
permettant de réaliser la méme instruction sur un ensemble de données. Ces unités sont accessibles
via des instructions SIMD : MMX, SSE, AVX, AVX2, KNC pour la famille x86. Travaillant pour la
plupart sur des données contigués en mémoire, ces extensions sont inutilisables par les algorithmes
directs. En effet, lors de la remontée a la racine, rien n’assure que les ancétres soit contigus dans
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la table d’équivalence. C’est seulement avec l'utilisation d’extensions utilisant un adressage dispersé
(gather-scatter) que des algorithmes directs SIMD pourront étre créés.

Dans le cas des algorithmes itératifs, il est possible d’étendre le masque direct et inverse (fig. 6.8b)
et de réaliser le minimum positif a 'aide de 5 registres (fig. 6.8c) pour les instructions 128 bits (CARD
= 4 pour des données 32 bits), la dépendance de données ainsi générée étant résolue par itérations
rapides dans les registres SIMD.

E@.i> |_las|[bofer]b2[es] [c0] | | |
(<] [ T T Tos] poliliafis]

(a) Exemple d’extension du masque direct pour les instructions SIMD

..i> [EOlE2s] (o] [ [ |
[e]le][a] ™ LTI Tes][voforv2[ts] o] T T ]

(b) Exemple d’extension du masque inverse pour les instructions SIMD (c) Extraction du minimum posi-
tif a 'aide de 5 registres SIMD

[\ —_
— w [\ —_
2o lls|s
[N | =N | EESI | B \C}

[bo]

Fig. 6.8 — Adaptations des balayages direct et inverse pour des instructions SIMD de cardinal CARD=4
(128 bits)

6.3.4 MPARFB + SIMD + OMP

Afin d’utiliser I'ensemble des coeurs, I'image est découpée en bandes sur le méme principe que les
algorithmes directs (chap. 4). Chaque cceur itére dans la tuile qui lui est assigné jusqu’a stabilisation
totale de 'image.

Bd,

=
Bd,

Bd,

Bd,

Bd,

)

Bd,

Fig. 6.9 - MPAR FB + SIMD + OMP : découpage en bandes

La contrepartie de ce découpage est qu’il diminue la vitesse de propagation des étiquettes en
introduisant une barriére de synchronisation aux frontiéres des bandes. La propagation des étiquettes
aux frontiéres étant réalisée lors du traitement de la premiére ligne (qui accéde aux données de la
bande précédente) pour la passe directe et de la derniére ligne (qui accede aux données de la bande
suivante) lors de la passe inverse. De plus, selon les données contenues dans chaque bande, la charge
peut-étre déséquilibrée entre les coeurs (par exemple entre Bd, et Bd; dans la figure 6.9), alors que
toutes les bandes doivent étre traitées a chaque itération tant que I'image compléte n’est pas stabilisée.

Cette version nous servira de référence en tant qu’algorithme utilisant a la fois le SIMD et le multi-
cceur. Sa structure proche des algorithmes directs permettra aussi une comparaison rapide entre les
deux classes d’algorithmes.
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6.3.5 MPAR FB + SIMD + OMP + AT : Découpage en tuile et table d’activation

Afin de répartir la charge sur les différents coeurs, cette version découpe I'image en tuiles de
largeur w; et de hauteur h; avec un ordonnancement en pile (cf. sec. 4.2.2.1). Le découpage en tuiles
diminue encore plus la vitesse de propagation des étiquettes (et augmente ainsi le nombre d’itérations)
que le découpage en bandes, en introduisant une barriére de synchronisation aux frontieres de chaque
tuile. Cependant, le procédé de tuiles actives permet de ne traiter une tuile que si elle ou ses voisines
étaient instables a I'itération précédente. Cela entraine, d’une part une diminution du nombre de
pixels a traiter par itération, et d’autre part cela réduit les transferts en mémoire et diminue ainsi la
dépendance de 'algorithme aux performances de la mémoire. Le colit de chaque itération est donc
réduit.

L

Fig. 6.10 - MPAR FB + SIMD + OMP + AT : découpage en tuiles actives

Un équilibre doit étre trouvé dans la taille et la forme des tuiles, afin de maximiser la vitesse de
propagation d’une part et d’obtenir une bonne répartition de la charge sur les différents coeurs d’autre
part. L'impact de la taille et de la forme des tuiles sera évalué par la procédure d’étude des perfor-
mances (chap.7).

Traiter chaque tuile jusqu’a sa stabilisation compléte pourrait entrainer un déséquilibre de charge
entre les coeurs. Afin d’éviter ce phénomene, le traitement de chaque tuile n’est composé que d’une
passe directe et d’une passe inverse (Algo. 25). Si une modification de la tuile a eu lieu durant ces deux
passes, alors la tuile est déclarée instable et devra étre de nouveau traitée dans I'itération suivante.

Afin de gérer I'activation des tuiles, I’algorithme MPAR FB + SIMD + OMP + AT est doté d’une
structure de données (matrice d’activation A) qui gére I’activation de la passe aller-retour (FB) dans
chaque tuile. S’il n’est pas nécessaire de traiter une tuile, le coeur passe directement a la tuile sui-
vante dans la pile. La matrice d’activation A de dimension H/h; X W/w; contient pour chaque tuile
un indicateur de I’état de la tuile : 0 si la tuile est stable et un nombre strictement positif sinon. Afin
de n’utiliser qu’une seule matrice tout en permettant la diffusion de I'information de 'activité entre
tuiles voisines, nous utilisons deux bits pour encoder I'information de stabilité d’une tuile. Le premier
pour la tuile elle-méme et le second pour les tuiles voisines.

A la fin d’une passe de propagation (Algo. 26), il y a deux cas de figure :

+ (00)} : la tuile est stable,
« (01)} : la tuile est instable.

Puis, I'information d’instabilité d’une tuile est propagée a ses voisines par dilatation morpholo-
gique (Algo. 27) amenant a 4 cas de figure :

« (00)} : la tuile et ses voisines sont stables,
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Algorithme 25 : Traitement d’une tuile #(i;,j;) de coordonnées [iy,i;] X [jg.j1]

1 flag < (00),
2 for (i =iy, i < iy; i++) do

3 for (j = jo,j < j1;j++) do

4 a—E@i-1,j-1),b« E(i-1,))
5 c— E(i-1,j+1),d <« E(i,j- 1)
6 x « E(i,))
7
8
9

x < min*(a,b,c,d,x)

E(i,j) « x

event <— x Xor x » Détection

10 | flag < flag or event » Mémorisation

11 for (i =iy, i > iy; i-) do
12 for (j = ji,j = jo;j—) do

13 a<— E(i+1,j+1),b <« E(i+1,j)
14 c—E(i+1,j-1),d « E(i,j+1)
15 x « E(i,))

16 x «— min*(a,b,c,d,x)

17 E(i,j) « x

18 event «— x Xor x » Détection

19 flag — flag or event » Mémorisation

20 return flag

00]00{00]00[00{00|00
00]00{00]00[{00{00|00
00]01{00]00[00{00]01
00]00{01]00[{00|00|00
00]00{00]00[{00|00|00

Fig. 6.11 — Exemple de matrice d’activation : trois tuiles ont été instables a 'itération précédente

+ (01)} : la tuile est instable et ses voisines sont stables,
« (10)} : la tuile est stable et au moins une de ses voisines est instable,

« (11)} : la tuile et au moins une de ses voisines sont instables.

00]00{00]00[{00{00|00
00]00{00]00{00{00|00
00]01{00]00{00{00]01
00]00{01]00{00{00|00
00]00{00]00[{00|00|00

Fig. 6.12 — Diffusion de 'information d’instabilité aux tuiles voisines par dilatation morphologique

Dés qu’un des bits est a 1, la tuile doit étre traitée. Au début de la procédure, toutes les tuiles sont
actives et chaque case de A est donc a (01) ;. La procédure se poursuit jusqu’a stabilisation compléte
de I'image (A = 0p,x+y,)-
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Algorithme 26 : Traitement des tuiles

1 foreach tile t(i;,j;) do
if A(iy.j;) # (00);, then
A(iy,jy) < (00),
Traitement de t(i;,j;)
if t est instable then
| Alinjy) < (01),

A G e W N

Algorithme 27 : Diffusion de I'information d’instabilité
1 foreach cell A(i;,j;) do

2 if(A(it,jt) and (01),) = (01), then

3 Ay - 1,j; - 1) « [A(i; - 1,j; - 1) or (10) ]
4 Al = 1,j; + 0) « [A(i; - 1,j; + 0) or (10) 4]
5 Aliy - 1,j; + 1) « [A(i; - 1,j; + 1) or (10) ]
6 Aliy = 0,j; = 1) « [A(i; = 0,j; - 1) or (10) ]
7 A(iy - 0,j; + 1) « [A(it—O,jt+l) or (1O)b]
8 Ay + 1,j; - 1) « [A(i; + 1,j; - 1) or (10) ]
9 A(iy + 1,j; + 0) « [A(i; + 1,j; + 0) or (10)4]
10 | Al +1,ji +1) « [A(it +1,j, + 1) or (10)b]

6.3.6 MPARFB + SIMD + OMP + AT + MAX

Les algorithmes MPAR ont été construits en se basant sur la propagation du minimum positif
comme pour les algorithmes directs. Cependant cette solution n’est pas unique. Le maximum du voi-
sinage est lui aussi utilisable pour établir une relation d’ordre et il peut réduire le cotit de 'opération
de propagation. En effet, le calcul du minimum positif nécessite de tester chaque étiquette par rapport
a 0 pour les intégrer dans le calcul du minimum, le calcul du maximum quant a lui ne nécessite aucun
test supplémentaire car 0 est I’élément neutre pour le calcul du maximum (les étiquettes sont toutes
positives). Pour les algorithmes directs, le remplacement du min® par le max n’apporte rien. En effet,
I’arbre de décision nécessite de tester les étiquettes avant tout calcul de minimum (ou de maximum).

L’algorithme MPAR FB + SIMD + OMP + AT + MAX met en ceuvre cette variante. Afin de gar-
der un comportement proche de 'algorithme du calcul du min® il a été nécessaire d’inverser I'ordre
d’initialisation (E[i][j] « H X W + 1 — i * W — j) afin que les étiquettes se propagent toujours dans
le sens du balayage (gauche vers la droite et haut vers le bas pour le balayage direct et droite vers la
gauche et bas vers le haut pour le balayage inverse). La version avec découpage en bandes MPAR FB
+ SIMD + OMP + MAX a aussi été testée et les résultats seront présentés au chapitre 7.

6.3.7 Implémentation

Les algorithmes ont été implémentés avec OpenMP. Pour les versions AT, OpenMP2 avec une
boucle #omp parallel for a permis de paralléliser le traitement des tuiles en se basant sur une
vue 1D de la matrice d’activation. Il est aussi possible d’utiliser OpenMP?3 et les directives tasking ou
OpenMP1 et les directives qui permettent d’activer les taches en fonction de dépendances ou encore
TBB qui implémente la structure workpile [113] qui correspond au modele d’exécution.

Dans le chapitre 7, les performances de ces différentes versions seront évaluées.
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6.4 Classe WARP

Les algorithmes MPAR apportent une réduction combinée du nombre d’itérations et du nombre de
pixels a traiter. L’approche retenue pour les algorithmes de la classe WARP est de dépasser ’horizon
de ce masque pour atteindre des vitesses de propagation plus élevées afin de réduire plus encore le
nombre d’itérations.

6.4.1 Principe

Les algorithmes de la classe WARP sont issus de I’analogie entre la propagation des étiquettes et
celle d’'une onde a partir d’une source (cf. sec. 6.2.2). Dans MPAR EP, les étiquettes se propagent en
passant par les pixels du voisinage. Cette propagation est donc limitée par I’horizon du masque que
ce soit pour la version MPAR EP ou la version MPAR FB. Dans le premier cas, cela limite la vitesse
de propagation a 1 pixel par itération et dans le second cela implique une dépendance au sens de
parcours et nécessite donc une passe en sens inverse et plusieurs itérations pour résoudre les cas
plus complexes. Pour une spirale de largeur N, MPAR FB nécessite une itération par tour de spirale
soit nbiter = E(N/4) + 1 soit 513 itérations pour une spirale 2048 X 2048. Par rapport a MPAR EP qui
nécessite 2,1 x 10° itérations, le gain est spectaculaire. Cependant ce nombre reste trop élevé pour
étre rapide et compétitif avec les algorithmes directs.

La proposition des algorithmes de la classe WARP est d’étendre I’horizon de propagation au-
dela du masque via des mécanismes complémentaires a I'utilisation du masque. Dans un premier
temps, nous présenterons WARP dans sa version non récursive (basée sur MPAR EP) puis dans sa
version récursive (basée sur MPAR F) et enfin nous présenterons une implémentation GPU dont les
performances seront évaluées dans le chapitre 7.

6.4.2 Structure de graphe

L’initialisation utilisée pour MPAR (Algo. 23) permet de retrouver la position du pixel correspon-
dant a une étiquette dans I'image des étiquettes (dans la suite I'appellation «indice du pixel» fera
référence a cette position). Ainsi dans la figure 6.13, qui représente une image initialisée et la méme
image aprés étiquetage, il apparait qu’il est possible d’atteindre I’étiquette source car la valeur d’une
étiquette fait référence a I'indice du pixel unique qui contenait cette étiquette apres Uinitialisation.
L’étiquette source 9 est la racine de la composante connexe 9.

O\
|1|1|1|0|1|1|1|0|1|1||13|0.6I7|0|1|1I1|0ﬁ
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9

(a) Image binaire (b) Initialisation (c) Dualité image étiquetée / table d’équiva-
lence

Fig. 6.13 — Accés au pixel d’origine d’une étiquette : I’étiquette d’un pixel aprés initialisation (gauche)
informe sur sa position. L’image étiquetée est donc aussi une représentation du graphe de connexité.

Sans altérer la structure de 'image des étiquettes, cette représentation permet donc de doter
I'image d’une structure de graphe comme le fait la table d’équivalence pour les algorithmes directs.
Ici, 'image des étiquettes est confondue avec la table d’équivalences. Afin de clarifier les explications
suivantes, nous ferons référence différemment a cet objet unique selon que nous souhaiterons décrire
I'image des étiquettes E[i][j] ou la table d’équivalence (indice du pixel racine) I[i X w + j + 1]. Avec
cette notation 1D, 'ancétre de I’étiquette e est lu dans la case e - 1 de I? : a « I[e - 1].

2. Pour éviter de calculer e - 1 lors de chaque acces, il est possible de s’affranchir du décalage en modifiant le pointeur
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Fig. 6.14 — Décomposition de ’algorithme MPAR EP et représentation de sa structure de graphe asso-
ciée, pour les 3 premiéres itérations

La figure 6.14 représente le déroulement de I'algorithme MPAR EP (identique a la figure 6.4) as-
socié cette fois a la représentation de sa structure de graphe. On constate que I’algorithme itératif ne
tire pas profit de I'information disponible dans I'image, ce qui limite sa vitesse de propagation. En
effet, entre les itérations 1 et 2, le graphe se recompose, mais aucune exploitation de I'information
contenue dans le graphe n’est réalisée.

6.4.3 Sous-composantes connexes et sous-graphes

Afin de simplifier les explications de cette section, nous définissons ici les termes que nous utili-
serons dans la suite du manuscrit ainsi que leur cadre d’application.

+ Les composantes connexes de I'image E ne sont connues qu’a la fin du processus itératif et
I représente alors le graphe de connexité G des classes d’équivalence et chaque composante
connexe posséde une seule racine.

« Pendant le processus itératif, E représente 1’état de connexion des sous-composantes connexes
(que le processus itératif doit unir pour obtenir les composantes connexes de 'image). I repré-
sente alors un ensemble de sous-graphes temporaires de G correspondant chacun a une sous-
composante connexe. Dans ce cadre, la racine d’'un sous-graphe est la plus petite étiquette de
la sous-composante connexe.

« Tant que I'étiquetage n’est pas terminé, le terme racine désignera la plus petite étiquette d’'une
sous-composante connexe.

« L’union de deux sous-composantes connexes se réalise en faisant pointer la racine d’une sous-
composante vers la racine de 'autre.

« La fermeture transitive de Ej permet d’obtenir des sous-graphes de hauteur 2 en connectant
chaque étiquette de la sous-composante a sa racine.

sur le début de I'image.
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6.4.4 Algorithme WARP, : fermeture transitive

WARP,, est un algorithme itératif composé de trois étapes (sa portée est principalement pédago-
gique car il introduit le mécanisme de base de WARP : la fermeture transitive) :

« la méme étape d’initialisation (Algo. 23) que pour les algorithmes MPAR,

« la méme étape de propagation itérative du minimum positif dans Ej (Algo. 24) que pour les
algorithmes MPAR,

« une étape supplémentaire de fermeture transitive de Ej (Algo. 28) réalisée entre chaque étape
de propagation.

L’initialisation est faite une fois au début de I’algorithme puis les itérations se composent d’une
passe de propagation suivie d’une passe de fermeture transitive.

Algorithme 28 : Fermeture transitive
Input : E [H][W] & I .[H X W]
Result : E; mise a jour avec les racines des composantes connexes de chaque pixel
fori=0toH-1do
forj=0to W-1do
r «— E[i][j]

1
2
3
4 if r #0 then
5
6

while r # I.[r-1] do
L r« I[r-1]
7 E[i][j] « r

La passe de fermeture transitive de E permet d’exploiter I'information de connexité et d’atteindre
alors une vitesse de propagation seulement limitée par la structure de I'image (notamment par la
concurrence des sources/racines lors de la phase de propagation) et pas par celle du masque de voisi-
nage.

La figure 6.15 représente le déroulement de I’algorithme WARP, pour la spirale 5 X 5. L’informa-
tion contenue dans le graphe est exploitée par la fermeture transitive et permet d’atteindre en une
itération un résultat équivalent a I'itération 7 de MPAR EP du point de vue de la propagation de I’éti-
quette 1. La vitesse de propagation n’est donc dans cette phase plus limitée et dépend uniquement
de la structure de 'image et pas de celle du masque. C’est la concurrence des deux racines 1 et 11
due a 'agencement des pixels qui bloque la propagation. En effet, le point de E d’indice 23 bien que
physiquement connecté aux deux racines ne peut contenir qu'une seule valeur et, dans son voisinage
direct, c’est I'étiquette 22 (connectée a la racine 11) qui est le minimum positif.

Apres cette premieére itération, la vitesse de propagation retombe a 1 car les étiquettes rejoignent
une a une la sous-composante connexe 1 (fig. 6.15d et fig. 6.15¢) et la phase de fermeture transitive
n’apporte plus rien. Seule l'itération 5 (fig. 6.15f) qui connecte la racine 11 a la racine 1 permet de
propager I’étiquette 1 a tous les pixels liés a la racine 11 lors de fermeture transitive.

Avec ce mécanisme, le nombre d’itérations nécessaires a I’étiquetage de la spirale 5 X 5 passe a 6
pour WARP, contre 13 pour la version MPAR EP.

6.4.5 WARP : atteindre les sources

La section précédente a mis en évidence I'intérét de la fermeture transitive ainsi que le fait qu’il
est nécessaire d’écrire directement dans les sources pour unir les sous-graphes et ainsi profiter de cet
avantage. C’est I'objet de I'algorithme WARP qui est un algorithme itératif composé de trois étapes :

+ la méme étape d’initialisation (Algo. 23) que pour les algorithmes MPAR,
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® [1[1]1]1]1

1

1z 150 i ufufu] 1]
11 1

1 L ulufufif

16
(4)

21|22
(a) Initialisation de G{ Q
I'image/graphe
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(c) WARP,, : itération 1 aprés fermeture transitive

(b) WARP,, : itération 1 avant fermeture transitive
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(d) WARP,, : itération 2 avant et aprés fermeture transitive

ENENENE
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(e) WARP,, : itération 4 avant et apres fermeture transitive
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(f) WARP,, : itération 5 avant fermeture transitive

[1[1]1]1]1

[1]
111 |1
1 1
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(g) WARP,, : itération 5 aprés fermeture transitive

Fig. 6.15 — Décomposition de I'algorithme WARP,, et représentation du graphe associé (l'itération 3 a
été omise car elle n’apporte pas d’information supplémentaire)
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« une étape de diffusion itérative du minimum positif vers les racines des sous-composantes
connexes présentes dans le voisinage (Algo. 30),

+ la méme étape de fermeture transitive que WARP, (Algo. 28).

Lors d’une phase de diffusion, les étiquettes présentes dans le voisinage ne sont pas nécessaire-
ment modifiées. En effet, une fois le minimum positif (¢) du voisinage calculé, il est affecté aux racines
des sous-composantes connexes qui étaient présentes dans le voisinage. Cette étape repose entiére-
ment sur la dualité entre E et I, les étiquettes contenues dans le voisinage étant utilisées une premiere
fois pour leur valeur puis en tant qu’indice (adresse) des racines. Tout se passe comme si le masque
de propagation avait été renversé (fig. 6.16 et algo. 30) pour obtenir le masque de diffusion.

" 3 r|r2|”

ra|rs [ @
ri|rafrs r7|rs[ro
ralrs|rs

Ts r71rs r|r2|r
7 "9 778179

(a) Masque du calcul du minimum  (b) Diffusion du minimum vers (c) Point de vue producteur consommateur :

¢, chaque étiquette du voisinage les racines des sous-graphes le minimum positif utilise 9 chargements pour

est aussi I'index de la racine de  connectés au voisinage produire ¢ (haut), puis & est diffusé aux

son sous-graphe 9 racines (maximum) des sous-composantes
connexes (bas)

Fig. 6.16 — Masque algorithme WARP : on utilise le fait que les étiquettes du voisinage sont aussi les
indices des racines de leurs sous-composantes connexes (gauche) pour diffuser le minimum local a ces
racines (centre).

Algorithme 29 : SetRoot

Input : [; [H X W], e une étiquette cible, ¢ la valeur a écrire
Result : [[H x W] avec le contenu de e mis a jour

1 Ve Ik+1[€— 1]

2 if v > ¢ then

3 L I[e-1] « ¢

C’est une procédure d’union des composantes connexes semblable a la procédure Union-Find
des algorithmes directs. Tout comme pour la table d’équivalence des algorithmes directs, une seule
connexion peut-étre représentée dans I. Cependant plusieurs voisinages peuvent tenter de modifier la
méme racine successivement au sein d’'une méme itération et il est donc nécessaire de faire un choix
et d’ignorer (temporairement) 'information de connexion entre deux sous-composantes connexes.
Le choix fait dans WARP est le méme que celui des algorithmes directs : afin de conserver la relation
d’ordre, c’est la plus petite racine qui 'emporte (procédure SetRoot algo. 29).

Dés I'itération suivante, lorsque les voisinages dont I'information a été ignorée seront de nouveau
traités, 'information de connexion est de nouveau évaluée. Le processus itératif continuera jusqu’a
ce que toutes les informations de connexion soient prises en compte et que les composantes connexes
soient toutes complétement étiquetées.

L’exemple de la figure 6.17 est résolu en une itération mais il met en évidence le phénomeéne de
choix qui est fait lors du traitement de chaque voisinage.
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Algorithme 30 : Diffusion du min® aux racines

Input: E [H][W] & [ [H X W]

Result : E;,; & I avec les étiquettes connexes diffusées aux racines
1 fori=0toN-1do
2 forj=0toM-1do

> Chargement des pixels du voisinage

rn— Eli-1]l-11 rp < E[ili-1] r3 < Eli+1][j-1]
3 ry < Ex[i-1][j] rs < Ex[i][J] re < Ex[i+1][j]

rp e Eeli-1][+1]  rg < Ec[illi+1]  ro < Exfi+1][j +1]
4 £ — min*(ry,...,19)
5 foreach r; do
6 if ;. # 0 then
7 L L SetRoot (I, 1, ', €) > La valeur ¢ est affectée au point de | désigné par I'étiquette r;

& «— min(7,9,13)

& «— min(7,13) & « min(13,9) Leq[7-1] <7

Ll7-1] 7 Lea[9-1] <9 Len[9-1] <7

Lq[13-1] <7 Lei[13-1] « 9 Lq[13-1] « 7
0jofoj01]0 010f0f0]0 01010 I 0fo0 0ofojJojojo 0]0]0]07]0
o[1({oj11]60 01710 0 01710 0 01710 0 01710 0
ojof1101(0 010(13[{0]0 0J0113]101]0 010]113J0]O0 0]Jo0j13401}o0
0jofo0j0]0O0 0(0]0]0]O0 0ofoJlo0j0fo0 0[{0]l0]0]O ojojogojo

(a) B, 'image binaire  (b) Ej, I'image initialisée (c) traitement de Ey[1,1] (d) traitement de E,[1,3] (e) traitement de Ey[2, 2]

Fig. 6.17 — Phase de diffusion : chaque voisinage tente d’écrire dans les racines issues de son voisinage.
Ici les opérations du traitement de E[1,3] (d) sont ignorées car la racine 7 I’emporte sur la racine 9 (9
et 7 sont en concurrence). Le traitement de E[2,2] connecte 9 a 7 et regroupe les deux sous-graphes.

Par rapport au traitement de la méme image avec un algorithme direct, WARP nécessite beau-
coup plus d’instructions pour arriver au méme résultat et ne semble pas efficace. C’est par rapport
au mécanisme itératif qu’il faut considérer ses performances. En effet, dans un contexte massivement
paralléle, ou les dépendances de données vont ralentir les algorithmes directs, le mécanisme WARP,
va permettre en ayant recours a des instructions Atomic, de réaliser la diffusion sans dépendance de
données. Le mécanisme itératif permet alors de s’assurer par la répétition de ces opérations élémen-
taires d’obtenir une image correctement étiquetée.

Ainsi, avec le mécanisme WARP, la spirale (fig. 6.18) est étiquetée en deux itérations (2 propaga-
tions + 2 remontées aux racines) a comparer avec les 6 itérations de WARP, et les 13 de MPAR EP.
Pour une spirale de largeur 2048, le nombre d’itérations ne change pas et vaut toujours 2 a comparer
aux 2,1 x 10 itérations nécessaires 4 MPAR EP et au 513 de MPAR FB.

Le nombre d’itérations nécessaires a I’algorithme WARP est tout de méme dépendant de la struc-
ture de I'image. En effet, bien qu’affranchi de la distance géodésique, un autre phénomeéne devient
prépondérant : la concurrence des sources.

6.4.6 oncurrence des sources
La concurrence des sources peut survenir par la combinaison de plusieurs situations :

« si, trois sous-composantes connexes sont présentes dans un méme voisinage,

« si, une sous-composante connexe est reliée a d’autres sous-composantes connexes par l'inter-
médiaire de plusieurs voisinages.
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(c) Graphe algorithme WARP itération 1 aprés la remontée a la racine
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(d) Graphe algorithme WARP itération 2 avant la remontée a la racine : dans le voisinage de E;[5,3], 11et (e) Graphe algorithme
1 sont connectés, la valeur 1 est donc écrite dans le point d’indice 11 WARP itération 2 aprés

la remontée a la racine

Fig. 6.18 — Décomposition de ’algorithme Warp du point de vue graphe
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Dans les deux cas, un point de E ne pouvant faire référence qu’a une étiquette a la fois, seule
Iinformation de connexité vers la plus petite des racines est prise en compte et une itération sup-
plémentaire est nécessaire pour prendre en compte la connexion avec les autres sous-composantes
connexes. Le mécanisme d’'union défini par SetRoot est donc incomplet par nature et n’est pas une
implémentation correcte de la procédure Union-Find.

En effet, pour 'algorithme non récursif, les étiquettes étant lues dans Ej et écrites dans Ep,q, il
n’est pas possible de tenir compte des connexions rencontrées précédemment par les autres voisi-
nages avant le calcul du minimum positif et plusieurs itérations sont donc nécessaires. La figure A.17
présente une structure qui nécessite une itération de plus que la spirale (la version compléte ainsi que
le graphe associé sont reportés en annexe A.4). La racine 1 et la racine 7 sont en concurrence pour
étre la racine de I’étiquette 10 et seule la connexion a 1 est conservée (fig. 6.19g).

1JoJoJoJoo]1 1 7]
1fof1]1]1]o]1 (1] [10]10]10] [7]
1fof1]o]1]o]1 15 10| [10] [7]
11]1fo]1|1]1 22 0] []14]14
(a) Image binaire originale (b) Initialisation de I'image (c) Résultat de la premiére diffu-
sion
B 7] [1] 7] 1] 7]
(1] [10]10]10] [7] 1[ TiofioJo] [7]  [1] [1o]zofio] 17
(1] [10] [10] [7] i Tl o] [7] 1] [10] o] 1~
1]11(10 10( 7|7 111j]10 10|17 (7 1(1]10 100717
(d) Aplatissement du graphe (e) Seconde diffusion : le traite- (f) Seconde diffusion : le traite-
ment d’un voisinage contenant 1 ment d’un voisinage contenant 1
et 10 entraine I[10 — 1] « 1 et 10 entraine I[10 - 1] « 7
B 7 @ 7 @
(1] [1]wof0] [7] [2] [aJafx] [7] [1] [a]:]1] |7
(1] [0] [wo] [7]  [a] [ Ix] [7] [x] [x] [3] [7]
1]11(10 10177 111(1 11717 1(1]1 1(7]7
(g) Seconde diffusion : au final (h) Aplatissement du graphe (i) Troisiéme propagation

seul I[10 — 1] « 1 est retenu

Fig. 6.19 — Exemple d’une structure a coupure de graphe

L’intérét de considérer WARP du point de vue non récursif est que sa transposition a un contexte
massivement paralleéle est directe. En effet, si ’algorithme est valide en utilisant deux images distinctes
pour les données de départ et les données d’arrivée, il le sera lorsque I'ordre des mises a jour par un
grand nombre d’unités d’exécution sera inconnu.

Du fait de la concurrence des sources, bien que le nombre d’itérations diminue par rapport a
WARP,, le nombre d’accés en écriture qui est potentiellement multiplié par 9 du fait de I'inversion du
masque entraine une augmentation du temps de traitement de chaque itération. Il est donc nécessaire
de corriger ce phénomene pour diminuer le nombre d’itérations et s’assurer que chaque écriture en
mémoire sera utile. Un mécanisme d’union valide est donc nécessaire.

6.4.7 WARP Union : WARP + mécanisme d’union valide
L’algorithme WARP Union est un algorithme trois passes (non itératif), composé de :

+ la méme étape d’initialisation (Algo. 23) que pour les algorithmes MPAR,
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« la procédure de diffusion de I’algorithme WARP améliorée avec un mécanisme récursif d’'union
des racines (Algo. 31),

+ la méme étape de fermeture transitive que WARP,, (Algo. 28).

Dans le cas de WARP et du mécanisme SetRoot, si aucun correctif n’est envisageable avant le
calcul du minimum positif, il est tout de méme possible d’écrire un mécanisme d’union valide (Union
- algo. 32) proche de I'algorithme SetRoot. Pour cela, il faut agir apreés le calcul du minimum positif
lors de I'écriture dans Ej, ;. En effet, lorsqu’a la suite du calcul du minimum positif, Union(eg, €) est
exécuté, quatre cas de figures sont possibles :

« le pixel e; contient effectivement I’étiquette ey, il s’agit donc bien d’une racine et on peut chan-
ger sa valeur par &,

« le pixel e contient une étiquette e, inférieure a ey (par construction sila valeur est différente elle
ne peut-étre qu’inférieure) et cette valeur est supérieure a ¢, il faut alors exécuter Union(e,, ¢),

« le pixel e contient une étiquette e, inférieure a ey et cette valeur est inférieure a ¢, il faut alors
exécuter Union(e, e,)

+ le pixel e, contient une étiquette e, inférieure a ey et cette valeur est égale a ¢, aucune action
n’est alors nécessaire.

La fonction Union est donc récursive et permet d’empécher les coupures de graphe. Bien que
coliteux en nombre d’accés par pixels, 'algorithme WARP Union composé de 'algorithme WARP
muni de la procédure Union en remplacement de la procédure SetRoot est un algorithme capable
d’étiqueter toutes les images en deux passes : une passe de propagation et une passe de réétiquetage
tout comme les algorithmes directs.

Algorithme 31 : Diffusion du min® aux racines

Input : E [H][W] © I.[H x W]

Result : E;,; & I avec les étiquettes connexes diffusées aux racines
1 fori=0toN-1do
2 forj=0toM-1do

> Chargement des pixels du voisinage

e Eli-1-11 rp < E[illi-1] r3 < Eli+1][-1]
3 ry < Ei[i-1]U] rs < Ei[i][j] re < Ex[i+1]U]

rp e Eli-1]l+ 1] rg < Ec[illi+1]  ro < Exfi+1][j +1]
4 £ — min*(ry, ..., r9)
5 foreach r; do
6 if i # 0 then
7 L L SetRoot(Ii1, ', €) > La valeur ¢ est affectée au point de | désigné par I'étiquette r;

La figure 6.20 illustre le traitement de la spirale 5 X 5 en une seule itération composée de deux
passes : I’étape de diffusion et I’étape de fermeture transitive qui tient lieu de réétiquetage.

6.4.8 WARP CPU

Nous avons jusqu’ici envisagé la classe d’algorithmes WARP dans un cadre ou I'image a I’étape k
et et a I’étape k + 1 étaient dissociées. Le but de cette séparation est de pouvoir concevoir les méca-
nismes de concurrence sans avoir a prendre en compte I’ordre d’exécution des opérations d’étiquetage.
Cette représentation a permis de créer une série de mécanismes qui seront utilisés dans le cadre des
architectures massivement paralléles disposant d’instructions Atomic.

150



6.4. CLASSE WARP

Algorithme 32 : Procédure récursive Union(eg,¢)

Données : I; en cours de mise a jour, e et ¢ deux étiquettes valides telles que e; > ¢
Résultat : I} avec les composantes connexes de a et ¢ connectées sans rupture du graphe
e, < I[eg — 1] » ¢ est il une racine?
if e, = e then
‘ Elep —1] « ¢
else

if e, > ¢ then

‘ Union(e,,)

else

if e, < ¢ then
L L Union(e,e,)

O ® N A W N e

1[2]3]4]5 [1]1]1]2]3
10 3
T [s 5]
16 11 10
21[22 11]11]16]15]15
(a) Initialisation de I'image/- (b) E; et représentation du graphe correspondant pour ’algorithme WARP
graphe Union

Fig. 6.20 — Résolution de la spirale en une itération avec WARP Union : lors du traitement du pixel
d’indice 23, I'étiquette 24 est reliée a I’étiquette 22, ce qui relie la racine 11 a I’étiquette 4 et compléte
le graphe

Il est tout a fait possible d’envisager les mécanismes WARP dans un cadre récursif (au sens d’'Ha-
ralick & Shapiro - travail «en place» dans une seule image).
Dans ce cas, on distingue deux cas :

« le cas séquentiel : WARP CPU est alors trés proche de I’algorithme de Rosenfeld avec la table
d’équivalence remplacée par I'image elle-méme. Le mécanisme SetRoot est alors suffisant s’il
est précédé d’une remontée systématique aux racines. Dans la version WARP précédente, cette
étape était réalisée par la fermeture transitive.

« le cas paralléle ou le mécanisme Union tient le role de mécanisme de synchronisation.

L’intérét envisageable de WARP CPU par rapport aux algorithmes directs classiques est qu’aucune
table supplémentaire n’est requise et que le compteur d’étiquettes ne n’est plus nécessaire. Cependant
la table d’équivalence confondue avec E est bien plus grande et les accés a celle-ci profiteront moins
de la mémoire cache. Des travaux ultérieurs a la thése établiront la pertinence d’une telle approche.

Un phénomeéne particulier 8 WARP CPU est la dualité fermeture transitive / réétiquetage. Ces
deux opérations sont en fait identiques dans le cas de WARP du fait de la dualité E/I.

La parallélisation de WARP CPU peut s’envisager en deux parties sur le modeéle du chapitre 4 :

« tout d’abord un étiquetage des bandes de I'image en paralléele. Dans ce cas, le découpage de
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I'image réalise en méme temps le découpage de la table d’équivalence et 'opération est trans-
parente,

« puis, soit une union pyramidale des bandes utilisant SetRoot, soit une étape d’'union paralléle
des bandes en utilisant le mécanisme Union.

En utilisant le mécanisme Union, un découpage en tuiles est lui aussi possible.

Ces approches seront étudiées et comparées dans des travaux ultérieurs a la these. Il est déja
possible d’établir que, dans sa version récursive, WARP est un algorithme pixel et que méme s’il peut
potentiellement étre plus efficace que les autres algorithmes pixels, il sera limité par le traitement
pixel a pixel et ne remet pas en cause les travaux sur LSLgyg. Son utilisation sera trés indiquée dans
un contexte ou la mémoire est limitée ou encore sur des architectures many-core avec des mémoires
séparées comme c’est le cas pour TSAR [114].

6.4.9 WARP GPU

Pensé pour les architectures paralléles, les mécanismes WARP peuvent étre implémentés sur de
nombreuses architectures. La premiére implémentation que nous avons développée est WARP GPU,
car les GPU :

« donnent accés a une instruction AtomicMin performante, qui va permettre la réalisation des
procédures SetRoot et Union,

« sont composés d’un grand nombre d’unités de calcul (2816 dans le cas de notre carte de référence
-cf. 7),

De plus, le modéle de programmation des GPU qui traite les données en blocs au sein desquels
les instructions sont exécutées par groupe de threads contigus (warp) ne sont pas adaptés aux algo-
rithmes directs. Par exemple, la divergence entre threads d’'un méme warp n’étant pas possible, un
code utilisant une structure if-then-else est sérialisé.

L’algorithme WARP a donc le potentiel pour étre un algorithme d’étiquetage adapté aux architec-
tures GPU.

6.4.9.1 Travaux antérieurs

Plusieurs travaux traitant de 'implémentation d’algorithmes d’étiquetage en composantes connexes
sur GPU ont été présentés entre 2009 et 2011 :

« En 2009 dans [115], les auteurs ont présenté les performances de différents algorithmes impli-
qués dans la vidéo surveillance. Parmi ceux-ci, I'étiquetage en composantes connexes est réalisé
par une méthode de type Divide and conquer programmée avec CUDA et exécutée sur une carte
GTX280 (architecture Tesla - 240 cceurs). Pour une image 1600x1200 le temps d’étiquetage (sans
prendre en compte les temps de chargement et de restitution de I'image) était de 2,649ms.

 En 2010 dans [116], les auteurs ont présenté deux algorithmes 4C : un algorithme itératif peu
performant faisant alternativement la diffusion par colonne et par ligne ainsi qu'une version
modifiée de I’algorithme «Label Equivalence» qui, aprés analyse, s’est révélé identique dans
le principe a WARP,,. Les algorithmes étaient programmés avec CUDA et exécutés sur une
carte TESLA C1060 (architecture Tesla et caractéristiques proches de la GTX280 - 240 coeurs).
Pour une image aléatoire 2048 X 2048 de densité 60% et de granularité non renseignée, le temps
d’étiquetage (sans prendre en compte les temps de chargement et de restitution de 'image) était
de 39,34ms.
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« En 2010 dans [117], les auteurs ont comparé deux algorithmes 4C : Label Equivalence et une
version GPU de la procédure Union-Find qui comporte une procédure équivalente a la pro-
cédure Union de I’algorithme WARP Union. Sur les images de la base Berkeley Segmentation
Dataset[118] de taille 481 X 321 en utilisant une carte GTX285 (architecture Tesla - 240 cceurs)
le temps de traitement des images était de 173ms pour Label Equivalence et 185ms pour la
version Union-Find. L’analyse du code source indique que les temps de transfert ont été pris
en compte dans ces résultats. La trés petite taille des images étudiées semble peu adaptée a des
architectures de type GPU et ne permet pas de rendre compte des performances de I’algorithme.

« En 2011 dans [119], les auteurs ont présenté un algorithme 8C itératif pyramidal en quatre
phases : étiquetage itératif d’une tuile, mise a jour des étiquettes de bords de tuiles, fusion des
tuiles par blocs de 4 X 4 de maniére pyramidale en utilisant une procédure équivalente a SetRoot
et enfin réétiquetage de I'image. Sur une GTX 480 (architecture Fermi - 480 coeurs) avec des
images de taille 2048 x 2048 et de densité moyenne mais inconnue, le temps d’étiquetage (sans
prendre en compte les temps de chargement et de restitution de 'image) était de 5,7ms (735
Mp/s) et pour une densité tres faible (et inconnue) 2,4ms (1740Mp/s).

Pour toutes ces contributions, I’absence de données reproductibles rend difficile la comparaison
entre algorithmes. Dans le chapitre 7, nous confronterons I’algorithme WARP GPU au jeu de données
présenté au chapitre 2 pour proposer une référence permettant une comparaison directe avec des
algorithmes développés ultérieurement.

Ces articles ont tous comparé leurs résultats a une version séquentielle et non optimisée d’un
algorithme direct, ce qui les a amené a conclure que les versions GPU étaient plus rapides. Cependant
les temps présentés pour les algorithmes directs étaient trés élevés comparativement a ceux obtenus
dans nos travaux et ne tenaient pas compte de la possibilité de paralléliser les algorithmes directs. De
plus, la plupart des articles ont exclu les temps de chargement et de récupération de I'image rendant
la comparaison caduque.

Pour comparer les performances entre architectures CPU et GPU, les temps de chargement et de
récupération de 'image vers et depuis la mémoire du GPU doivent étre pris en compte. Cependant,
s’il est nécessaire d’étiqueter a la suite plusieurs images, il est possible de réaliser les calculs pendant
les phases de transfert et de masquer ainsi le colit des communications ou celui des calculs selon la
longueur de chacun. Dans le cadre de nos travaux, nous n’avons pas réalisé cette optimisation car nous
nous placons dans une démarche différente qui consiste a proposer un algorithme dédié a 'utilisation
sur GPU. En effet, comme indiqué dans le chapitre 1, I’étiquetage en composantes connexes est un
élément d’un chaine et il est probable que dans le cadre de cette chaine, 'image soit déja sur le GPU
pour la phase de segmentation et que les données de sortie du GPU soient des descripteurs (cf. 3).
L’étude des performances sans tenir compte des temps de chargement et de récupération prennent
alors un sens.

6.4.9.2 Déroulement général de WARP GPU

En se basant sur les différents mécanismes décrits dans les sections précédentes, beaucoup de
variantes d’algorithmes sont possibles. Nous présentons ici celle qui a donné les meilleurs résultats.
Notre proposition est d’étiqueter I'image en 4 séquences de traitement (kernel) sur le GPU :

« kernel Diffusion : étiqueter 'image par morceaux indépendants (tuiles) dont la taille est un
parameétre de I’algorithme,

« kernels Union S et Union E : unir toutes les tuiles par leurs bords (Sud et Est),
« kernel Réétiquetage : réétiqueter 'image.

Chaque kernel est exécuté successivement. Ce découpage permet d’optimiser la configuration
indépendamment pour chaque partie. Ainsi, la taille des tuiles, le nombre de points de bords traités
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par bloc de calcul et la taille des blocs de calcul pour le réétiquetage ont chacun fait 'objet d’une
recherche d’optimum.

6.4.9.3 Kernel Diffusion : étiquetage des tuiles

Le découpage en tuiles est réguliérement utilisé dans le cadre des applications de traitement
d’images sur GPU du fait de leur structure de calcul en blocs et de la disponibilité d’'une mémoire
partagée rapide (mémoire shared).

Découpage L’image est découpée en tuiles de largeur BW et de hauteur BH. Pour chaque pixel
(x,y) non nul de I'image a étiqueter, le pixel (i,j) correspondant dans la tuile se voit attribuer 'index
iXw+j+1enmémoire shared. Chaque tuile est donc dotée d’un graphe local qui permet I’étiquetage
autonome de la tuile. A la fin du processus d’étiquetage, il est nécessaire de traduire ces coordonnées
locales en coordonnées globales.

BW
IO t2fs)afojofofjofo
1w6hi7fisjojofojojofo
33 3ifszysssafssfofofo]o
35 3 7 > BH s6fa7fasfaos0 o fo oo
orjezfesfedafesfofofo]o
48 —
7677 78|79 8o ofofofo
35 otfoz]osfoa] oo fo]o]o
58 62 \
[o5 Joo 67 Je8 [e9 [70 Bord Sud

(a) L'image binaire B[H][ W] est découpée en tuiles de hauteur BH et de lar-  (b) Chaque tuile se voit attribuer une portion de
geur BY (ici la tuile 42). La taille optimale des tuiles devra étre établie par une  mémoire shared de taille BH X BW + 1, la pre-

recherche exhaustive. miére case représente 1’étiquette 0
0 I E : [ E 6
7 9 1 12g [13
ofi iyt ]ofofojofofofjofojo]o ofojojofofojofofojo 14 16 1 20
1 1 1 1 1 ofojojojojojojojo 4 wpaof oyojojofofojojojo 21 23 24 26 7
1 1 1 1 1 oJojojojojojojo o &l topaof o fofofojofojofojo 28 29 30 50 33 4
1 1 1 1 1 oJojojojojojojo o i oo foJofofofofofojo
1 1 1 1 1 oJojojojyojojyojo o wfpaof o yoJojojojogojojo 35 36 : - 2
1 1 1 1 1 oJojojojyojojyojo o & wpaof o yoJojojJojogojojo L 4 46 47 48 9
oo oo fofooo]o]o oflofolo]ofo]oo]o]o 50 52 53 |54 |55 6
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(c) La tuile est étiquetée localement en mé-  (d) Une fois la tuile étiquetée, les étiquettes locales sont converties en étiquettes
moire shared globales et transférées dans I'image globale des étiquettes

Fig. 6.21 — Découpage WARP GPU : pour profiter des performances de la mémoire partagée rapide
(shared), 'image binaire est découpée en tuiles puis les tuiles étiquetées sont écrites en mémoire glo-
bale

Voisinage 2 X 2 Le voisinage 3X3 s’applique en tout point du premier plan et permet de propager
les étiquettes dans toutes les directions de I’espace mais présente deux inconvénients dans le cas de
l'utilisation sur GPU :

« il nécessite d’accéder au contenu des tuiles voisines, ce qui introduit une dépendance de données
(fig. 6.22a),

« a défaut, il faut changer la taille du masque pour la gestion des bords et des coins, ce qui est
trés cotiteux sur un GPU pour lequel il est plus efficace de minimiser la divergence d’exécution
entre threads (fig. 6.22b),

« adéfaut, il faut charger plus d’étiquettes que de threads ou désactiver les threads correspondants
aux bords ( Nord, Est, Sud, Ouest) (fig. 6.22c).
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(a) Sitous les points de la tuile sont
traités en tant que point central du
masque, il est nécessaire d’accéder
aux étiquettes en dehors de la tuile

(b) A défaut, si tous les
points de la tuile sont trai-
tés en tant que point central
du masque, il est nécessaire

(c) Si on accepte de ne
pas traiter tous les points
comme point central du
masque, alors un nombre de

(d) Avec un masque 2 X 2, seuls les
bords Est et Sud ne sont pas traités
comme point «central» du masque
et le nombre de PE en attente est

de faire varier la taille et la
forme du masque pour gé-
rer les bords

(mémoire globale) PE égal au périmétre de la

tuile sera inutilisé

égal a la moitié du périmetre

Fig. 6.22 — WARP GPU masque : le voisinage 2 X 2 génére moins de cas particuliers ou d’opérations
supplémentaires que le voisinage 3 X 3

Pour Iapplication GPU, nous avons décidé d’utiliser un voisinage 2 X 2 qui ne nécessite que la
prise en compte spécifique des bords Sud et Est afin de ne pas accéder aux tuiles voisines (fig. 6.22d).
Cette solution a aussi ’avantage de réduire le nombre de chargements et d’écritures en mémoire qui
passe de 9 points chargés et 9 points écrits (au maximum) a 4 points chargés et 4 points écrits (au
maximum).

ri|r ri|r

Diffus > T

r3|rg T4

Fig. 6.23 — WARP GPU : masque 2 X 2

La gestion des bords Est et Sud est réalisée en désactivant les threads en charge de ces bords.
C’est le mécanisme de propagation aux racines voisines qui se charge d’étiqueter les bords lors du
traitement des lignes et colonnes précédentes. Cela signifie qu’il faut réaliser 'opération de diffusion
du minimum aussi bien pour les points du premier plan que pour ceux de 'arriére plan. Cette condition
est de toute facon nécessaire pour le masque 2 X 2 en 8C (cf. RCM chap. 2).

FEtapes d’étiquetage Bien que la procédure «WARP Union» permette d’obtenir la tuile étiquetée
en une itération, la procédure récursive Union nécessite un nombre indéterminé de chargements aléa-
toires et n’est pas efficace pour le premier étiquetage ou toutes les étiquettes sont des racines de sous-
composantes connexes. Il est donc pertinent de le réserver aux phases avancées du traitement. Les
meilleurs résultats ont été obtenus en réalisant une premiére passe de ’algorithme WARP (utilisant
SetRoot) suivi d’une fermeture transitive et d’'une passe de I'algorithme WARP Union. La premiere
passe et la fermeture transitive associée ayant diminué le nombre de sous-composantes connexes pré-
sentes dans la tuile, WARP Union permet d’obtenir efficacement la tuile étiquetée en une seule passe
supplémentaire. La procédure appliquée pour WARP GPU est donc :

+ chargement de la portion de I'image binaire correspondant a la tuile et initialisation dans le
référentiel local (Algo. 33),

+ premier étiquetage par ’algorihme WARP 2 x 2 (Algo. 38),
« fermeture transitive (Algo. 35),
« second étiquetage par WARP Union 2 X 2 (Algo. 37),

. fermeture transitive.
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Algorithme 33 : WARP GPU - Initialisation de la tuile

Données : B 'image binaire en mémoire globale (en adressage 1D), (i, j) 'index du thread courant dans
le bloc, (BW, BH) les dimensions de la tuile, (BId.x, Bld.y) I'index du bloc courant, la table
tuile[BW X BH + 1] en mémoire shared accessible a tout le bloc

Résultat : La table tuile[BW X BH + 1] initialisée

| <« iX BW +j + 1 v indice local dans le référentiel de la tuile

g « (Bld.x X BH + i) X W + (BId.y X BW + j + 1) » indice global dans le référentiel de I'image

if [ = 1 then

L tuile[0] <— 0 » La case 0 de tuile[] doit pointer vers 0 - Le thread 0 de chaque bloc est chargé de I'initialisation

Y R R

a < B[g]
if a then

‘ tuile[l] « 1
else

L tuile[l] < 0

(-I- R

Algorithme 34 : WARP GPU - Passe WARP

Données : la table tuile[ BW X BH + 1] en mémoire shared accessible a tout le bloc, (i, j) 'index du
thread courant dans le bloc, (BW, BH) les dimensions de la tuile
Résultat :
> Calcul des indices des pixels du voisinage
1, —ixBW+j+1
2 lpe—1+1
3 1, 1l,+ BW
4 lye—1,+BW+1
> Chargement du voisinage : tuile est la table représentant la tuile en mémoire shared
a « tuile[l,]
b « tuile[l}]
¢ « tuile[l,]
d « tuile[l;]
> Calcul du minimum du voisinage
9 ¢ « min*(a,b,c,d)
> Diffusion du minimum aux racines des sous-composantes connexes présentes dans la tuile
10 if a and (a > ¢) then SetRoot(&tuile[l,],¢)
11 if b and (b > ¢) then SetRoot(&tuile[ly],)
12 if ¢ and (c > ¢) then SetRoot(&tuile[l,],)
13 if d and (d > ¢) then SetRoot(&tuile[l;],¢)

Algorithme 35 : WARP GPU - Fermeture transitive de la tuile

Données : (i, j) 'index du thread courant dans le bloc, la table tuile]BW x BH + 1] en mémoire shared
accessible a tout le bloc
Résultat : La table tuile[ BW X BH + 1] mise a jour
| « iX BW + j + 1 v indice local dans le référentiel de la tuile
a <« tuile[l]
if a then
while a # tuile[a] do
L a « tuile[a]

G e W N -

tuile[l] « a

=)
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Algorithme 36 : WARP GPU - Procédure SetRoot

Données : addr, valeur
Résultat : Le contenu de la case de mémoire shared d’adresse addr est remplacé par valeur s’il est
supérieur a valeur
1 atomicMin(addr, valeur)

Algorithme 37 : WARP GPU - Second étiquetage utilisant WARP Union

Données :

Résultat :
1 if (i< BH - 1) and (j < BW — 1) » Les bords Sud et Est ne sont pas traités
2 then

> Calcul des indices des pixels du voisinage

3 l, —iXBW+j+1
4 Iy — 1, +1
5 l.— 1, + BW
6 ly—1,+BW+1
> Chargement du voisinage : tuile a subi une fermeture transitive
7 a « tuile[l,]
8 b « tuile[l}]
9 ¢ « tuile[l,]
10 d « tuile[l;]

> Du fait de la procédure Union, la remontée supplémentaire aux racines n’est pas strictement nécessaire mais elle

améliore les performances ainsi le recours au caracteére récursif d’Union est minimal

11 if a then
12 while a # tuile[a] do
13 L a < tuile[a]

14 if b then

15 while b # tuile[b] do
16 L b « tuile[ D]

17 if ¢ then

18 while ¢ # tuile[c] do
19 L ¢ « tuile[c]

20 if d then

21 while d # tuile[d] do
22 L d « tuile[d]

> Calcul du minimum du voisinage
.+
23 & «— min*(a,b,c,d)
> Diffusion du minimum aux racines des sous-composantes connexes présentes dans la tuile avec le mécanisme

Union qui garantit la validité de I'union des racines

24 if a and (a > ¢) then Union(tuile, a, ¢)
25 if b and (b > ¢) then Union(tuile, b, )
26 if c and (c > ¢) then Union(tuile, c, ¢)

27 if d and (d > ¢) then Union(tuile, d, )
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Algorithme 38 : UnionGPU

Données : tuile, dest U'indice de la racine (présumée) a mettre a jour, valeur le minimum des racines du
voisinage a diffuser
Résultat : tuile mise a jour pour rendre compte de 'union des sous-graphes
1 if valeur < dest then
> La fonction atomicMin renvoie la valeur contenue dans la case avant son exécution
minResult = atomicMin(&tuile[ dest],valeur)
if minResult < valeur then
‘ UnionGPU (tuile, valeur, minResult)
else
L if minResult < dest then

N Gaoe wN

L UnionGPU((tuile, minResult, valeur)

Transfert dans le référentiel de 'image L’étiquetage ayant été réalisé dans le référentiel lié a la
tuile, il est nécessaire de convertir les étiquettes lors de I’écriture dans la mémoire globale a la fin du
traitement de la tuile. Pour cela il est nécessaire de connaitre pour chaque pixel :

« la valeur de I’étiquette contenue dans le pixel exprimée dans le référentiel tuile :
indexLocal « I[i X w; +j + 1]
« le numéro dans la tuile de la ligne (nligne) correspondant a indexLocal,
nligne « | indexLocal/w; |

+ les coordonnées du premier pixel de la tuile dans le repere image (BOx, BOy) pour en déduire
Pindex correspondant
indexTuile «<— BOy X W + B0y

0 {——J 1
e 1 0 1 2 3 4 g 9 10 11 12 13
2| 1 1 0
3 1 1 1
4 2 ] Index tuile = 0 ] Index tuile = 7
(a) Image binaire 3
4
o s %4\ 5 |6 5 x14 8y
Hs 1o 1031135\ 13 ol | I 80[80
2 1% 16 |17 [18 [19”ko 7 Index tuile = 70 Index tuile =\77
3o %’155 24 125 126 %73 8 q 80
429 J30 |31 32 |33 [34 9
(b) Etiquetage dans le jeu de coordonnées (c) Dans I'image globale, ici composée de 4 tuiles, I'index global est obtenu en
local a la tuile ajoutant 'index local, I'index de la tuile et un modificateur qui correspond a la

différence entre la largeur de I'image (W) et la largeur de la tuile (BW)

Fig. 6.24 — WARP GPU transfert : ’étape de transposition locale — globale permet de conserver la
dualité image / graphe a ’échelle de I'image globale

L’index dans I'image I est alors calculé en ajoutant I'index local a I'index de la tuile ainsi qu'un
correctif de W — BW par ligne dans la tuile.

indexGlobal « indexTuile + indexLocal + nligne X (W — BW)
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6.4.9.4 Kernel Union S et Union E : fusion des frontiéres

Une fois les tuiles étiquetées et transférées, le résultat est une image étiquetée par morceaux. Afin
de connecter toutes les sous-composantes connexes, il est nécessaire de parcourir tous les points des
bords des tuiles a la recherche de connexions avec les tuiles voisines. Il n’est nécessaire de traiter
que deux frontiéres orthogonales parmi les 4 (Nord, Est, Sud, Ouest). Nous avons choisi les bords
Sud (kernel Union S - figure 6.25a) et Est (kernel Union E - figure 6.25b). Dans cette étape, c’est la
procédure WARP Union qui est utilisée et qui permet de ne traiter qu’une seule fois chaque point des
différents bords.

Cette étape, réalisée en mémoire globale, est similaire a I'union des bandes étudiée dans le cha-
pitre 4.

o 1 2 3 4 5 6 7 & 9 10 11 12 13 0o 1 2 3 4 5 6 7 8 9 10 11 12 13
0 718 o1 8
1 1 7 818 1 1 7 8|8
2 1 7 2 1 7
3 1 7 3 1 7
4 ) o|7 4 1 7
5 73 73 80 5 1 73 80
6 73 80|80 6 73 80|80
106 80 7 106 30

8 1006) 80 8 1006} 80
9 9

(a) Fusion des bords Sud (b) Fusion des bords Est

Fig. 6.25 - WARP GPU Union S et E : les bords des tuiles sont fusionnés en traitant successivement les
bords Sud et Est

6.4.9.5 Kernel Réétiquetage

Une fois toutes les tuiles fusionnées, les composantes connexes sont complétes. Cependant, tous
les points de I'image ne pointent pas directement vers leur racine et une étape de ré-étiquetage est
nécessaire. Ainsi, pour chaque point de I'image, une remontée a la racine est nécessaire. Si pour les
algorithmes directs, le réétiquetage nécessitait la fermeture transitive de la table d’équivalence puis
une passe de réécriture de I'image, ici ces deux opérations sont confondues.

Du point de vue des performances, 'opération de fermeture transitive est potentiellement cofi-
teuse. En effet, la longueur de la remontée a la racine est indéterminée et nécessite des chargements
non coalescents en mémoire globale (la plus lente). La performance du réétiquetage repose donc prin-
cipalement sur celle des caches des cartes GPU et sur 'ordre de traitement des points de I'image qui
profite ou non des remontées précédentes.
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(a) Dans chaque tuile, les racines des sous-composantes connexes  (b) La phase de réétiquetage met a jour toutes les étiquettes
sont bien liées a la racine globale

Fig. 6.26 — WARP GPU Réétiquetage

6.5 Conclusion

Dans ce chapitre, nous avons proposé deux classes d’algorithmes itératifs : MPAR et WARP. Cha-
cune permet de réduire le nombre d’itérations et le nombre de pixels traités. Comme nous I’avons
vu dans les chapitres précédents il est nécessaire de soumettre ces algorithmes a la procédure de test
pour déterminer leurs performances. MPAR sera testé sur les architectures multi et many coeurs et
WARP sur GPU. Des travaux sont en cours pour proposer des implémentations de WARP sur multi
et many coeurs (version récursive) ainsi que sur I’architecture TSAR. Dans la suite de nos travaux de
recherches, nous porterons MPAR sur GPU.
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La folie n’est plus folle, dés qu’elle est collective.

—La Horde du contrevent, Alain Damasio
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7.1 Introduction

Ce chapitre présente les résultats préliminaires de nos travaux sur les algorithmes itératifs des
classes MPAR et WARP. Ayant été concus pour des architectures différentes, ils seront tous les deux
traités dans des sections séparées.

7.2 Algorithmes MPAR et architectures a grand nombre de coeurs

7.2.1 Infrastructure de mesure

L’algorithme MPAR FB + SIMD + OMP + AT, présenté au chapitre précédent, repose sur I'utilisa-
tion conjuguée de la parallélisation sur plusieurs cceurs avec OpenMP et de l'utilisation des instruc-
tions SIMD. Afin d’évaluer I'impact de ces différentes parallélisations et optimisations algorithmiques,
nous avons utilisé 4 machines de mesures (tab. 7.1) avec un nombre de coeurs allant de 8 a 57 et trois
générations d’extensions SIMD : SSE4.2 sur les machines NHM,, 4 et IVB,, 15, AVX2 sur une machine
HSWy14 et KNC sur le KNC;xs57. La comparaison entre NHM,y4 et IVB,y 15 renseignera donc sur
I'impact du nombre de coeurs alors que la comparaison entre IVB,, 15 et HSWyy 14 renseignera sur
I'impact du passage de SSE4.2 (CARD = 4) a AVX2 (CARD = 8). La machine KNC;57 est une carte
accélératrice dont chaque cceur est doté de KNC (CARD = 16) qui est un sous-ensemble du futur
AVX512. Tous les programmes ont été compilés avec icc 15.

La table 7.2 récapitule les caractéristiques des machines utilisées pour les mesures :

« La performance créte théorique (en giga opérations par seconde).
« La bande passante créte (en gigaoctets par seconde).
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Alias Famille Identifiant | Cceurs Fréq | Mémoire ]?'am.le passa.nte SIMD T
(GHz) Cache mémoire maximale
NHM,y, || NehalemEP | X5555 2x8 | 267 | 2x8Mo 2% 32,0 Go/s SSE42 | 8x4=32
IVB,yq, || IvyBridge EP | E5-2695 v2 | 2 x 12 24 | 2x30Mo 2% 59,7 Go/s AVX1 | 24x4=96
HSW,y,, || Haswell-EP | E5-2697v3 | 2x14 | 2,6 | 2x35Mo 2 X 68,0 Go/s AVX 2 | 28x8 =224
KNC,ys; || Xeon Phi 3120A | 1x57 | 1,1 |1x285Mo | 1 x 240,0 Go/s KNC | 57x16 = 912

TaBLE 7.1 — Machines de mesure des performances des algorithmes paralléles

« Le niveau de parallélisme 7, qui est le produit du nombre de coeurs par le cardinal du SIMD (ici
le nombre de mots de 32 bits dans un registre SIMD).

« Le ratio C/BW qui est la performance créte divisée par la bande passante créte, renseigne sur
le comportement de la machine vis-a-vis des algorithmes limités par la mémoire. Plus ce ratio
est élevé, plus les algorithmes sont limités par la mémoire.

Alias PerforAmance ]'3anqe passa.nte ratio C/BW
créte mémoire maximale
NHM,y 4 85,1 Gops/s 64,0 Go/s 1,3
IVByyq2 255,4 Gops/s 119,4 Go/s 2,1
HSWy14 582,4 Gops/s 136,0 Go/s 43
KNCiys7 || 1003,2 Gops/s 240,0 Go/s 42

TaBLE 7.2 — Performances synthétiques des machines utilisées

Du point de vue du ratio C/BW, on peut distinguer d’une part les machines NHM,, 4 et IVByy 15 et
d’autre part les machines HSWyy 14 et KNCjy57. Sur les premiéres, les algorithmes seront peu limités
par la bande passante mémoire alors que sur les secondes, les algorithmes atteindront plus rapidement
leurs limites.

7.2.2 Procédure de test

L’objectif de ces mesures est de confronter les algorithmes itératifs a 'augmentation du nombre
de coeurs et de la taille des registres SIMD afin de déterminer s’ils ont le potentiel pour devenir plus
rapides que les algorithmes directs sur cette classe d’architecture. A cette fin, nous utilisons les images
aléatoires de la procédure de test établie au chapitre 2. Les résultats sont exprimés en cpp avec des
images de taille 2048 X 2048 et 4096 X 4096 pour les granularités g € {1, 4, 16} ainsi que la moyenne des
résultats pour ces trois granularités. De plus, les performances des algorithmes LSLg; g et HCS, (la
version ARemSP DT) sont aussi reportées pour permettre une comparaison directe. Les algorithmes
itératifs, réalisant par construction I’étiquetage complet et non I’analyse en composantes connexes,
les algorithmes directs sont eux aussi utilisés sans I’étape d’analyse et avec le réétiquetage.

Les algorithmes comparés sont :

« MPARFB:la version scalaire séquentielle qui réalise I'étiquetage en alternant les passes directes
et inverses.

« MPAR FB SIMD : amélioration de MPAR FB utilisant les instructions SIMD dont le niveau de
parallélisme dépend de la machine.

« MPAR FB OMP : amélioration de MPAR FB avec un simple découpage en tuiles réparties sur les
différents coeurs.

« MPARFB SIMD + OMP : amélioration de MPAR FB SIMD avec un découpage en bandes réparties
sur les différents coeurs.
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« MPAR FB SIMD + OMP + AT : amélioration de MPAR FB SIMD + OMP utilisant un découpage
en tuiles et une matrice d’activité pour gérer 'activation des itérations dans chaque tuile.

« LSLgiE : la version séquentielle de LSL congue pour tirer parti des segments les plus longs par
une utilisation intensive du codage RLC.

« LSLpig + OMP : la version précédente utilisant la parallélisation présentée au chapitre 5 avec
un découpage en bandes.

« HCS, :le masque HCS, avec la gestion des équivalences Union-Find (UF) améliorée avec I’arbre
de décision (DT) et 'optimisation Rem+Splicing (ARemSP).

« HCS, + OMP : la version précédente utilisant la parallélisation présentée au chapitre 5 avec un
découpage en bandes.

La taille et la forme des tuiles étant un paramétre de I’algorithme, nous avons fait varier celles-ci
entre 2% et 2!1. Le cpp retenu pour les tables est celui correspondant a la meilleure taille de tuile (cpp
minimal).

7.2.3 Résultats pour les machines a faible ratio C/BW

Les tables 7.3 et 7.4 présentent les performances des différents algorithmes pour les machines a
faible ratio C/BW que sont NHM,, 4 (1,3) et IVB,y 15 (2,1).

7.2.3.1 NHMyyy

Granularité
| g=1|g=-4[g-16 [ cpp, |
’ cpp des algorithmes itératifs |

MPAR FB 1028 294,0 105,7 475,90
MPAR FB + SIMD 243,3 137,0 | 67,56 149,3
MPAR FB + OMP 169,2 78,92 55,89 101,3
MPAR FB + SIMD + OMP 44,46 | 33,15 26,89 34,83

MPAR FB + SIMD + OMP + AT 27,06 19,29 | 15,96 20,77
cpp des algorithmes directs

LSLgi g 13,16 5,233 3,559 7,320
HCS, 13,800 | 7,644 6,260 9,230
LSLg;g+OMP 2,157 1,139 | 0,969 1,420
HCS,+OMP 3,080 2,342 | 2,242 2,55

TABLE 7.3 — Performance des algorithmes sur la machine NHM,y4 pour les images 2048 x 2048

Comme pour les algorithmes directs, les images de granularité g=1 sont plus complexes a étique-
ter que celles de granularité g=16. Pour MPAR FB, le rapport cppg(g=1)/cppa(g=16) vaut x9,7. L’apport
du SIMD (MPAR FB + SIMD) est trés bénéfique pour g=1 avec une accélération de x4,2 et se réduit
a X1,6 pour g=16. Ces valeurs sont a comparer avec le gain théorique lié au cardinal du SIMD (ici
CARD = 4). L’apport du découpage en tuiles avec OpenMP (MPAR FB + OMP) est bénéfique pour
g=1 avec une accélération de X6,1 qui se réduit a x1,9 pour g=16, a comparer avec le gain théorique
lié aux 8 coeurs. La combinaison SIMD + OMP est trés exigeante pour la mémoire. Cependant, elle se
révéle tout de méme utile dans le cas de I’étiquetage en composantes connexes avec une accélération
globale pour MPAR FB + SIMD + OMP par rapport a MPAR FB de x23.1 pour g=1 et X3.93 pour g=16,
a comparer avec le gain théorique 7 = 32.

Plus g augmente, plus le nombre d’itérations nécessaires 8 MPAR FB pour ’étiquetage complet
de 'image diminue et donc plus I’étiquetage est rapide. Le découpage en bandes ou en tuiles vient
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diminuer la vitesse de propagation en introduisant des barrieres de synchronisation aux frontiéres et
profite donc moins de 'augmentation de la granularité, ce qui explique que I’accélération bien que
toujours supérieure a 1 diminue avec g.

La version MPAR FB + SIMD + OMP représente I’adaptation de MPAR FB aux possibilités de
parallélisation de 'architecture. L’ajout du principe de tuiles actives permet d’optimiser I'utilisation
des ressources en fonction de la structure de I'image et d’atteindre une accélération par rapport a
MPAR FB de %x38,0 pour g=1 et X6,6 pour g=16 & comparer avec le gain théorique 7 = 32. Au final, la
variabilité du cpp en fonction de la granularité diminue et passe d’un rapport xX9,7 pour MPAR FB a
un rapport X1,7 pour MPAR FB + SIMD + OMP + AT.

Dans le méme temps, I'accélération du LSLy1g est de x6,1 pour g=1 et X3,7 pour g=16 et celle
de HCS, est de x4,4 pour g=1 et x2,8 pour g=16 a comparer avec le gain théorique lié aux 8 cceurs.
Les algorithmes directs sont plus rapides que les algorithmes itératifs sur cette machine, d’un rapport
moyen X14,6 pour LSLyy g et x8,14 pour HCS,.

7.2.3.2 IVByy1y

Sur cette machine, nous avons utilisé les instructions SSE4.2 car AVX ne propose pas d’instructions
de calcul sur les entiers. Cela nous permettra donc d’évaluer directement l'influence du nombre de
coeurs par comparaison avec la machine NHMj 4.

L’apport du découpage en bandes avec OpenMP (MPAR FB + OMP) est encore une fois bénéfique
pour g=1 avec une accélération x13,9 et se réduit a x6,7 pour g=16 a comparer avec le gain théorique
lié aux 24 coeurs. La version MPAR FB + SIMD + OMP permet d’atteindre une accélération globale
par rapport 8 MPAR FB de x46,6 pour g=1 et X10,3 pour g=16 a comparer avec le gain théorique
7 = 96. L’ajout des tuiles actives permet de passer a une accélération par rapport a MPAR FB de x83,0
pour g=1 et X18,8 pour g=16. La variabilité du c¢pp en fonction de la granularité diminue et passe d’'un
rapport 7,4 pour MPAR FB entre g=1 et g=16, a un rapport X1,7 pour MPAR FB + SIMD + OMP + AT
entre g=1 et g=16.

Granularité
| [e-1[g=4[g=16 [ cppy |
l cpp des algorithmes itératifs |

MPAR FB 1317 | 446,6 176,8 646,8
MPAR FB + SIMD 3484 | 1753 87,11 203,6
MPAR FB + OMP 95,01 | 40,09 26,25 53,78
MPAR FB + SIMD + OMP 28,28 | 21,14 17,12 22,18

MPAR FB + SIMD + OMP + AT 15,86 | 11,40 | 9,390 12,22
cpp des algorithmes directs

LSLgie 13,81 | 5430 | 3,190 [ 7,480
HCS, 14,09 | 7,570 | 6,170 || 9,280
LSLgp +OMP 1,670 [ 0,995 | 0,854 [[ 1,170
HCS,+OMP 3430 | 2312 | 2,09 || 2,610

TaBLE 7.4 — Performance des algorithmes sur la machine IVByy ;5 pour les images 4096 X 4096

L’accélération du LSLg; g est de x8,3 pour g=1 et X3,7 pour g=16 et celle de HCS, est de x4,1 pour
g=1et X2,9 pour g=16 a comparer avec le gain théorique lié aux 24 cceurs. Les algorithmes directs sont
plus rapides que les algorithmes itératifs sur cette machine, d’un rapport x10,4 pour LSLg; g et x4,7
pour HCS,. L’écart entre les algorithmes directs et itératifs se réduit avec ’augmentation du nombre
de cceurs.

164



7.2. ALGORITHMES MPAR ET ARCHITECTURES A GRAND NOMBRE DE CEURS

7.2.4 Résultats pour les machine a fort ratio C/BW

7.2.4.1 HSWjyq4

La table 7.5 présente les résultats pour la machine HSWy 4. Ces résultats nous permettent d’étu-
dier ’'impact de I’évolution des instructions SIMD par rapport a la machine IVB,y ;5 dont le nombre
de cceurs est proche.

L’ajout du SIMD (MPAR FB + SIMD) apporte une accélération de x6.2 pour g=1 et de x2.8 pour
£=16 4 comparer avec le gain théorique lié au cardinal du SIMD ici CARD = 8. La version MPAR FB +
SIMD + OMP permet d’atteindre une accélération globale par rapport a MPAR FB de X18.7 pour g=1
et xX4.8 pour g=16 a comparer avec le gain théorique 7 = 224. Ces performances sont tres en retrait
par rapport a la machine IVB,y;5 et illustrent la dépendance aux performances de la mémoire. En
effet, le passage de SSE4.2 a AVX2 permet de doubler le cardinal des registres SIMD et augmente donc
la bande passante nécessaire au traitement de chaque tuile. L’ajout des tuiles actives permet de passer
a une accélération par rapport a MPAR FB de x151.7 pour g=1 et x35.6 pour g=16. La diminution
les acces inutiles a la mémoire, permet de mieux utiliser la bande passante et de profiter ainsi de
laugmentation du cardinal des instructions SIMD apportée par AVX2 (X2). Avec les tuiles actives, les
performances sont trés élevées comparativement a IVBoy 5.

l lg=1 lg=4lg=16 H moyennel

l cpp des algorithmes itératifs |

MPAR FB 1180,2 | 360,5 140,2 560,3
MPAR FB + SIMD 190,4 360,5 50,67 200,5
MPAR FB + OMP 78,73 44,24 45,79 56,25
MPAR FB + SIMD + OMP 63,24 32,32 29,13 41,56
MPAR FB + SIMD + OMP + AT | 7,780 | 4,500 | 3,940 5,410
cpp des algorithmes directs
S 12,840 | 4,492 | 2,645 6,66
HCS, 13,195 | 6,695 5,620 8,50
LSLg;g+OMP 1,317 0,357 | 0,249 0,64
HCS,+OMP 2,524 2,249 1,711 2,16

TaBLE 7.5 - Performance des algorithmes sur la machine Haswell HSW, 14 pour les images 4096x4096

7.2.4.2 KNCiys57

Sur la carte Xeon Phi, les versions sans OpenMP n’ont pas de sens car elles sont contraires au
principe méme de fonctionnement de I’accélérateur.

L’augmentation du nombre de coeurs et du cardinal des instructions SIMD (CARD = 16) permet
d’atteindre un cpp proche de celui du LSLg g (pour g=16, le ratio des cppy est de 1,96). De son coté,
HCS, voit ses performances chuter comme dans le chapitre 5 et I'on retrouve la limitation due a la
mémoire : pour toutes les granularités, le cpp est ~ 52. La version itérative avec (et sans) tuiles actives
sur la machine KNC;s7 est plus rapide que le plus rapide des algorithmes pixels.

7.2.5 Efficacité de la propagation de Max par rapport au min

Sur toutes les machines, la propagation du maximum pour ’algorithme avec tuiles actives est plus
efficace que la propagation du min positif (tab. 7.7). Le gain est maximal pour la machine IVB,y 1, et
minimal pour la machine KNC;57. Pour chaque voisinage, il n’est plus nécessaire de réaliser des tests
spécifiques pour exclure les pixels nuls du calcul de I'étiquette représentative du voisinage, ce qui
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‘ lg=llg=4lg=16 Hmoyennel

l cpp des algorithmes itératifs ‘

MPAR FB + OMP 170,4 141,5 126,0 145,97

MPAR FB + SIMD + OMP 26,87 26,43 25,76 26,35

MPAR FB + SIMD + OMP + AT | 6,04 4,08 2,86 4,33
cpp des algorithmes directs

LSLg g +OMP 2,816 | 1,721 | 1,460 2,00

HCS,+OMP 52,640 | 52,070 | 51,971 52,23

TABLE 7.6 — Performance des algorithmes sur I’accélérateur Knight Corner KNC;ys57 pour les images
4096 X 4096

conduit a un code simplifié. Bien que significative, cette amélioration ne permet pas aux algorithmes
itératifs de dépasser ’algorithme LSLgyz+OMP.

g=1]| g=4| g=16 || Moyenne MinginMax
NHMjy 4
MPAR FB + SIMD + OMP + AT (MIN) | 27,06 | 19,29 | 15,96 20,77 132
MPAR FB + SIMD + OMP + AT (MAX) | 21,84 | 13,74 | 11,91 15,83
LSLg g+OMP 2,157 | 1,139 | 0,969 1,42
IVByxi2
MPAR FB + SIMD + OMP + AT (MIN) 15,86 | 11,40 9,39 12,22 1,67
MPAR FB + SIMD + OMP + AT (MAX) | 10,16 | 6,36 5,46 7,33
LSLg g+OMP 1,67 | 0,995 | 0,854 1,17
HSW514
MPAR FB + SIMD + OMP + AT (MIN) 7,78 4,50 3,94 5,41 1,29
MPAR FB + SIMD + OMP + AT (MAX) | 5,42 3,95 3,21 4,19
LSLg g +OMP 1,317 | 0,357 | 0,249 0,64
KNCixs7
MPAR FB + SIMD + OMP + AT (MIN) 6,04 4,08 2,86 4,33 1,18
MPAR FB + SIMD + OMP + AT (MAX) | 5,23 3,30 2,46 3,66
LSLg g+OMP 2,816 | 1,721 | 1,460 2,00

TaBLE 7.7 — Performance (cpp) de 'algorithme MPAR FB + SIMD + OMP + AT (MAX) comparativement
a la version MIN et a LSLg; g+OMP

7.2.6 Comportement vis-a-vis de la densité

Comme pour les algorithmes directs, le cpp dépend de la densité. La figure 7.2 représente le cpp
pour la version MPAR FB + SIMD + OMP (découpage en bandes) et MPAR FB + SIMD + OMP + AT
(tuiles actives). La densité d=41% est ici aussi un point particulier de chaque courbe et fait augmenter
trés sensiblement le cpp. Pour g=1 et d < 41%, les deux algorithmes sont trés proches. Au-dela, les
communications et le traitement systématique pour chaque bande impose un cpp élevé pour MPAR
FB + SIMD + OMP alors que MPAR FB + SIMD + OMP + AT retrouve un niveau similaire a d < 41%.
Pour d=70%, le ratio entre les deux algorithmes varie entre X15,0 (g=1) et x12,6 (g=16) sur la machine
HSW 14 et entre x16,4 (g=1) et X16,6 (g=16) sur la machine KNC;ys7.

7.2.7 Comportement vis-a-vis du découpage en tuiles

Les versions MPAR FB + SIMD + OMP + AT et MPAR FB + SIMD + OMP + AT (MAX) se basent
sur un découpage en tuiles. Dans les tables précédentes, le c¢pp retenu était celui correspondant a la

166



7.2. ALGORITHMES MPAR ET ARCHITECTURES A GRAND NOMBRE DE CEURS

250 —T— 140
200 F 120+
100
& 150 | a, 80}
o 100 | o 60
40 -
50 F 20l

0 : 0 ‘ 0 el O S S
0 10 20 30 40 50 60 70 80 90 100 0 10 20 30 40 50 60 70 80 90 100 0 10 20 30 40 50 60 70 80 90 100

Density (%) Density (%) Density (%)

Fig. 7.1 - cpp pour les versions SIMD + OMP avec (bleu) et sans (rouge) le mécanisme de tuiles actives
pour g = 1 (gauche), g = 4 (milieu) et g = 16 (droite) sur la machine HSWyy 14
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Fig. 7.2 — cpp pour les versions SIMD + OMP avec (bleu) et sans (rouge) le mécanisme de tuiles actives
pour g = 1 (gauche), g = 4 (milieu) et g = 16 (droite) sur la machine KNC;ys7

taille de tuiles permettant d’obtenir le cpp le plus faible. La figure 7.3 représente les cpp pour des tuiles
correspondant aux combinaisons {32 . ..1024} X {64 . .. 1024} sur les machines HSWy, 14 et KNCy 5.

Largeur de la tuile Largeur de la tuile

32 64 128 256 512 1024 32 64 128 256 512 1024
64 ( 10,9 | 10,2 | 10,2 | 10,4 | 10,5 | 10,6 64 (531,8272,1|140,6| 67,5 | 24,9 | 12,1
= =
2 128939297 100|104 | 9,6 2 128|128,2| 64,6 | 35,1 | 11,0| 8,0 | 8,1
< <
'q':zse 54 | 54|62 |70 66| 76 %256 348 |17,1|10,1| 5,1 | 500 | 59
= =
2 &
2 512| 4,4 R 4,7 | 59 | 7,6 | 8,6 2 5121237 94 | 49 | 40 | 3,9 | 6,9
an a
1024 [ 52 | 44 | 6,2 | 86 | 9,2 | 8,0 1024 1 12,8 | 6,3 | 4,2 WM 5.1 | 9,5

Fig. 7.3 — Cartographie des cpp en fonction de la forme des tuiles pour la version MPAR FB + SIMD +
OMP + AT (MAX) pour les machines HSWjy14 (gauche) et KNC;ys57 (droite)

Sila version MPAR FB + SIMD + OMP + AT (MAX) est toujours plus efficace que la version MPAR
FB + SIMD + OMP pour la machine HSWyy 14 (fig. 7.4), ce n’est pas le cas pour la machine KNCyys7
ou un surdécoupage de I'image (tuiles trop petites) rend inefficace la version avec tuiles. Pour chaque
machine testée, 'optimum correspond a la méme taille de tuile qui dépend donc des caractéristiques
de la machine plus que de celles des images. Pour un systéme en production, une séquence de tests
sur des images représentatives des applications permettra de définir 'optimum.

Le découpage en tuiles plus petites que les bandes permet de mieux utiliser les caches et permet
a la seconde itération (inverse) de se dérouler dans de meilleures conditions.
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Fig. 7.4 — Cartographie des ratios entre la version MPAR FB + SIMD + OMP + AT (MAX) et MPAR
FB + SIMD + OMP en fonction de la forme des tuiles pour la version MPAR FB + SIMD + OMP + AT
(MAX) pour les machines HSWs, 14 (gauche) et KNC;ys7 (droite)

7.2.8 Perspectives d’adaptation aux machines a trés grand nombre de coeurs

La table 7.8 représente la portion moyenne de code séquentiel calculée (cf. section 4.6.2) sur les
machines NHMyy4, IVBoy 12 et HSWoy 4. T reflétent la scalabilité des algorithmes et peut mettre en
évidence 'impact de leur empreinte mémoire.

MPARFB + SIMD + OMP + AT est I’algorithme avec le plus faible 7 et pour lequel 7 diminue avec le
nombre de cceurs et 'Taugmentation du cardinal du SIMD. Cela permet de penser qu’une augmentation
du nombre de cceurs lui sera profitable.

A Topposé, HCS,, le représentant des algorithmes pixels, est trés pénalisé par ses besoins en
mémoire et ne tire que trés peu parti de augmentation du nombre de cceurs.

| Machine | NHMyys | IVByqp | HSWoyy |
LSLgr g + OMP 7.9 % 12 % 6,3 %
HCS, + OMP 17,3% 25,0 % 22,6 %
MPAR FB + SIMD + OMP 43 % 2,4 % 7%
MPAR FB + SIMD + OMP + AT 1,3 % 0,9 % 0,5 %

TABLE 7.8 - 7, la portion de code séquentiel calculé selon la loi d’Amdahl a partir des c¢pp moyens (le
plus faible est le meilleur)

7.2.9 Conclusion pour les algorithmes MPAR

Dans le cas de I’étiquetage en composantes connexes, les algorithmes directs pixels ne passent pas
a ’échelle sur des machines modernes. Ceci est dii a leurs besoins trop élevés en bande passante et
au faible parallélisme de la procédure de fusion pyramidale. La compression de données apportée par
LSL est une solution a ce probléme, mais lorsque le nombre de lignes a traiter par tuile se rapproche
du nombre de tuiles a fusionner, la part de la fusion pyramidale devient non négligeable et nécessite
de travailler sur de plus grandes images. Les algorithmes itératifs avec découpage en tuiles actives
permettent de minimiser le nombre de pixels a traiter et de réduire ainsi les besoins en bande passante.
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7.3 Algorithmes WARP sur GPU

7.3.1 Infrastructure de mesure

Comme I’ensemble des algorithmes GPU antérieurs présentés dans le chapitre précédent, WARP-
GPU a été initialement développé et testé pour des GPU de la société NVIDIA en utilisant les outils
CUDA (version 7.5). La carte NVIDIA GTX 9807; (Maxwell), que nous avons choisie comme référence,
est une carte GPU grand public hauts de gamme et se positionne sur le méme segment de marché que
les CPU haut de gamme de machine de bureau (mono socket). C’est donc a une machine de bureau que
ses performances doivent étre comparées. Son utilisation permet d’établir un étalon des performances
attendues au premier semestre 2016 sur les algorithmes d’étiquetage en composantes connexes qui
pourra servir de référence a des travaux ultérieurs. Afin d’envisager les performances de I’algorithme
du point de vue de I’évolution de 'architecture GPU, et d’évaluer ainsi les possibilités d’accélération
de 'algorithme sur les générations futures, trois générations de GPU (Fermi, Kepler, Maxwell) ont été
testées (tab. 7.9).

Band t
Alias Famille | Année de sortie | Cceurs | Fréquence de base | Mémoire bande passante
mémoire maximale
NVIDIA GTX 480 Fermi 2010 480 700 Mhz 1,5Go 177,4 Go/s
NVIDIA GTX 7807; || Kepler 2013 2880 1110 Mhz 3Go 336,0 Go/s
NVIDIA GTX 9807; || Maxwell 2015 2816 1306 Mhz 6Go 336,5 Go/s

TaBLE 7.9 — Cartes GPU utilisées pour évaluer les performances de WARP GPU

7.3.2 Procédure de test

Tout comme les algorithmes directs, WARP GPU est évalué a 'aide de la procédure définie dans
le chapitre 2, la taille des images aléatoires est identique a celle utilisée pour les machines de bureau
pour I’algorithme MPAR (2048 % 2048). Une étude de I'influence de la taille des images est aussi menée
pour des images de taille 128 x 128 a 8192 X 8192. La base SIDBA4 permet d’évaluer le comportement
de I'algorithme dans des conditions plus réalistes.

L’objectif de ces tests est multiple :

+ permettre de mieux connaitre le comportement de WARP GPU vis-a-vis de la densité et de la
granularité ainsi que dans des conditions réelles (SIDBA4),

« évaluer le comportement de WARP GPU vis-a-vis des différentes générations de GPU pour
évaluer I'impact des améliorations sur son fonctionnement,

« identifier les freins a 'augmentation des performances pour proposer des pistes de développe-
ment de nouveaux algorithmes.

Les performances seront exprimées en ms et en Gp/s (indépendant de la taille des images) :

« t représente le temps de traitement d’une image de densité d et de granularité g données,
+ t4 est la moyenne de tous les t pour d allant de 0 a 100% pour une granularité g donnée,

* Iy est lamoyenne de tous les ¢7 pour g allant de 1 a 16,

+ D représente le débit en Gp/s pour une image de densité d et de granularité g données,

« D, est la moyenne de tous les D pour d allant de 0 4 100% pour une granularité g donnée,
» Dy est la moyenne de tous les Dy pour g allant de 1 a 16.

Pour les implémentations GPU, la taille optimale des tuiles (w;, h;) est fonction de ’adéquation
entre les caractéristiques de la carte et celles de I’algorithme. Afin d’obtenir la forme optimale des
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tuiles, une procédure exhaustive de mesure des performances [120] en fonction de w; et h; a été
utilisée.

7.3.3 WARP GPU et génération Maxwell

La génération Maxwell était la plus évoluée disponible lors de nos travaux. Méme si WARP GPU
est exécutable sur toutes les générations précédentes, il a été concu en tenant compte des qualités
spécifiques de cette génération :

« des fonctions Atomic performantes pour les opérations dans la mémoire shared,

+ une gestion améliorée des différents niveaux de cache.

La performance maximale sur cette carte a été observée pour une découpage en tuiles de taille
(wy,hy) = (84, 8) (kernel Diffusion), ce qui correspond a 672 pixels, soit 672 threads par tuile permettant
de placer 3 tuiles par SMM et de se placer ainsi juste en-dessous (2016 threads) de la limite des 2048
threads par SMM.

7.3.4 Images aléatoires

Les courbes de la figure 7.5 présentent le temps de traitement des images en fonction de la densité
pour les granularités g € {1,4, 16} ainsi que I’évolution du temps moyen de traitement en ms en
fonction de la granularité. Les courbes sont similaires aux courbes des algorithmes directs sans arbre
de décision (cf. chap. 3) a I'exception d’un pic pour la densité d=41% pour g = 1 et qui s’atténue avec
l’augmentation de g. Plus la granularité augmente, plus la courbe représentant le temps de traitement
se rapproche d’une droite. Le temps de traitement devient alors proportionnel a la densité de 'image.
Ainsi la courbe de t; est globalement décroissante en fonction de g.

1.4
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2 0.6
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0.2
00 L L L L L L L L L 00 1 1 1 1 1 1 1 1 1
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Fig. 7.5 - WARP GPU : temps de traitement ¢ en ms pour des images de taille 2048 X 2048 et de
granularité g € {1,4, 16} et t; en fonction de la granularité sur une carte GTX 980;

La table 7.10 présente la moyenne du temps de traitement (en ms) et du débit (en Gps) par rapport
a la densité pour g € {1, 2,4, 8, 16} ainsi que la moyenne de ces valeurs sur 'ensemble des granularités
testées. Les performances augmentent avec la granularité (x1,35 entre g=1 et g=16) mais dans une
mesure bien moindre que pour les algorithmes directs (x8,35).
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Granularité
| GTX980; || g=1]g=2]g=4]|g=8]g=16 || moy, |
temps (ms) 096 | 091 | 081 | 073 | 071 0,80
Débit (Gp/s) || 437 | 463 | 519 | 578 | 587 5,25

TaBLE 7.10 - WARP GPU : temps de traitement moyen t; en ms pour des images de taille 2048 x 2048
et de granularité g € {1,2,4, 8,16} et tg en fonction de la granularité sur une carte GTX 980;

7.3.5 Parts des différents kernels dans la composition de la performance globale

La taille des blocs pour chaque kernel a été optimisée par analyse exhaustive. En effet, chaque
kernel a des propriétés différentes et dépend des kernels précédents. Cependant la taille la plus déci-
sive est celle du kernel Diffusion. Le maximum de performance du traitement global est obtenu pour
la combinaison :

« kernel Diffusion : (w;, h;) = (84, 8)
kernel Union S : (wy, hy) = (112,1)

+ kernel Union E : (w;, h;) = (96, 1)
kernel Réétiquetage : (wy, h;) = (64, 2)

Le kernel Diffusion traite par morceaux tous les pixels de I'image a étiqueter et génere des tuiles
complétement étiquetées. Le nombre de pixels a traiter par les kernels Union S (Ng) et Union E (Ng)
dépend de la taille et de la forme des tuiles du kernel Diffusion. Pour les tuiles de taille (84, 8) la
quantité de pixels a traiter par kernel est :

« kernel Union S : Ng = (2048 X 2048)/h; = 512Kpixels (pour h; = 8),
« kernel Union E : Np = (2048 X 2048)/w; = 48,7Kpixels (pour w; = 84).

Le kernel Union E qui unit les bords Est des tuiles réalise des acces verticaux non coalescents (cf.
sec.6.4.9.4) aux pixels qui sont bien plus coliteux que les accés horizontaux réalisés par le kernel Union
S qui unit les bords Sud. C’est un des facteurs justifiant la forme des tuiles ayant les performances
optimales.

La fusion des tuiles a été décomposée en deux kernels (Union S et Union E) pour des raisons
d’efficacité de I'implémentation mais sera présenté de maniére globale car elle ne forme qu’une seule
opération.

Le kernel Réétiquetage réalise un nombre indéterminé d’acces en lecture a I'image globale pour
atteindre la racine de la composante connexe liée au pixel courant, ainsi qu'un acces en écriture pour
mettre a jour Iétiquette. Dans le cas d’une image structurée, les racines de composantes connexes
sont les plus demandées et la performance de ce kernel dépend donc fortement de la performance des
caches.

La figure 7.6 représente les temps de traitement cumulés des kernels Diffusion (vert), Union S et
E (rouge) et Réétiquetage (jaune). Le kernel Diffusion consomme la majorité du temps de traitement
et présente un maximum pour d=60% et g=1. Il ne présente pas de dépendance a la densité d=41%.
Pour les granularités supérieures, la courbe se rapproche de la droite qui relie les résultats pour d=0%
et d=100%. L’ensemble formé par les kernels Union Sud et Est croit avec la densité jusqu’a la densité
d=40%, présente un maximum pour d autour de 40% puis diminue jusqu’'a d=50% et se stabilise au-
dela. Le kernel Réétiquetage est trés similaire a ’ensemble formé par les kernels Union Sud et Est
alors qu’il traite I’ensemble de I'image.

La décomposition du temps de traitement global selon les trois ensembles de kernels (tab. 7.11) met
en évidence que les kernels Union Sud et Est et le kernel Réétiquetage sont peu sensibles a I’évolution
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Fig. 7.6 — WARP GPU : temps de traitement ¢ pour chaque kernel exprimés en ms pour des images de
taille 2048 x 2048 et de granularité g € {1, 4, 16} sur une carte GTX 980

Granularité
| GTX 9807; lg=1]g=2]g=4]g=8[g=16] ¢t |
kernel Diffusion 0,63 0,57 0,48 0,41 0,41 0,48
kernels Union Sud et Est 0,15 0,15 0,14 0,14 0,14 0,14
kernel Réétiquetage 0,18 0,18 0,18 0,18 0,16 0,18
| Total I 09 [ 09 [ 080 [ 073 [ 071 [[ 080 |

TaBLE 7.11 — Décomposition du temps de traitement t; des kernels Diffusion, Union Sud et Est, Rééti-
quetage pour les images 2048 x 2048 de granularité g € {1,2,4, 8, 16} et #, en fonction de la granularité
sur une carte GTX 980;

de la granularité. Seul le kernel Diffusion profite de la structuration des données et passe de 0,63ms
pour g=1 a 0,41ms pour g=16. En moyenne, le kernel Diffusion représente 60,0% du temps total, les
kernels Union Sud et Est 17,5% et le kernel Réétiquetage 22,5%.

Il est intéressant de comparer le nombre de cycles par pixel par PE c¢pppr de chaque ensemble :

« kernel Diffusion : ¢pppg = 421 cycles par pixel pour 4Mpx a traiter
« kernels Union Sud et Est : cpppg = 897 cycles par pixel pour 0,57Mpx a traiter
« kernel Réétiquetage : cpppg = 158 cycles par pixel pour 4Mpx a traiter

Cela met en évidence que la procédure d’union des tuiles qui réalise des acces trés dispersés est
plus cotiteuse (par pixel) d’'un rapport X2,13 que la procédure d’étiquetage des tuiles.

7.3.6 SIDBA4

Les images de la base SIDBA4 confrontent WARP GPU a des images non homogeénes et illustrent
son comportement du point de vue de I’équilibrage de charge. La table 7.12 représente les temps ex-
trémes (min et max) ainsi que la moyenne de traitement des images de la base SIDBA. Les proportions
sont similaires a celles des images aléatoires. L’évolution de I’étape de fusion des tuiles est significa-
tive : pour I'image la plus simple a étiqueter (correspondant au temps minimal) les kernels Union Sud
et Est ne concourent qu’a hauteur de 13% dans le temps total alors que ce chiffre atteint 20% pour
I'image la plus compliquée (correspondant au temps maximal).

7.3.7 Influence de la génération de GPU

Les performances obtenues par WARP GPU dépendent de la génération de GPU. En effet d’une
génération a 'autre, plusieurs parameétres évoluent tels que le nombre de coeurs, leur fréquence de
fonctionnement, la bande passante mémoire et la latence des instructions. Une grande partie des évo-
lutions sont dédiées a I’accélération du traitement des nombres flottants (en demi (F16) simple (F32)
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t(ms) Pourcentage du temps total
Diffusion | Union Sud et Est | Réétiquetage || Total || Diffusion | Union Sud et Est | Réétiquetage
min 0,71 0,14 0,23 1,08 65,7% 13,0% 21,3%
moy 0,83 0,23 0,26 1,32 62,9% 17,4% 19,7%
max 0,98 0,32 0,30 1,60 61,3% 20,0% 18,8%

TaBLE 7.12 — Temps et proportion min, moy et max de chaque étape pour les images de la base de
données SIDBA4

ou double (F64) précision). WARP GPU opére sur les nombres entiers et ne tire donc pas partie des
développement sur les nombres flottants. Les améliorations sont donc a trouver du c6té de 'augmen-
tation de la bande passante a tous les niveaux (caches, mémoire shared, mémoire globale) ainsi que de
I'ajout d’instructions améliorant spécifiquement le temps d’acces lors d’acces concurrents (écriture
ou lecture) a une donnée.

La table 7.13 représente les temps de traitement en ms pour les trois générations de GPU testées et
la table 7.14 le débit correspondant. En moyenne (i) les performances de WARP GPU ont progressé
d’un facteur x3,24 entre la carte GTX 480 et la carte GTX 7807; et d’'un facteur X1,54 entre la carte
GTX 7807; et la carte GTX 9807;.

ta
g=1|g=2|g=4|g=8|g=16 ty
GTX 480 4,83 4,73 3,83 3,43 3,39 3,98
GTX 7801y 1,56 1,50 1,27 1,09 1,05 1,23
GTX 9807y 0,96 0,91 0,81 0,73 0,71 0,80

TaBLE 7.13 — WARP GPU : temps de traitement moyen t; en ms pour des images de taille 2048 x 2048
et de granularité g € {1,2,4, 8,16} et tg en fonction de la granularité sur les cartes de tests

L’augmentation du nombre de cceurs (X6), de la fréquence de base (X1,6) et de la bande passante
(X1,9) entre la carte GTX 480 et la carte GTX 7807y justifie la forte progression. Dans le cas de la tran-
sition GTX 780 ; — GTX 9807, seule la fréquence évolue significativement (Xx1,2). La justification de
Paccélération obtenue est donc a rechercher dans ’'amélioration des instructions Atomic notamment
en mémoire Shared ainsi que dans la gestion améliorée des caches.

Dy
g:] g:Z g=4 g=8 g=16 Dg
GTX 480 (Gp/s) 0,87 0,89 1,10 1,22 1,24 1,05

GTX 7807; (Gp/s) || 2.68 | 280 | 330 | 385 | 401 || 342
GTX 9807; (Gp/s) || 437 | 463 | 519 | 578 | 587 | 525

TaBLE 7.14 — WARP GPU : Débit moyen D; en Gp/s pour des images de taille 2048 x 2048 et de
granularité g € {1,2,4,8, 16} et Dg en fonction de la granularité sur les cartes de tests

7.3.8 Dépendance a la taille de I'image

Tout comme les algorithmes directs, WARP GPU est sensible a la taille des images. Contraire-
ment aux algorithmes pixels qui ne passaient pas a I’échelle et dont la performance diminuait avec
laugmentation de la taille des images, WARP GPU accélére avec celle-ci comme LSLg; 5. La figure 7.6
représente le débit D; pour g € {1, 4, 16} en fonction de la taille des images. Pour les tailles inférieures
a 512X 512, la granularité n’est pas un facteur significatif. Au-dela, les trois courbes progressent sépa-
rément et atteignent leur maximum respectif pour des images de taille 4096 X 4096. Pour les images
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de taille 2048 x 2048 qui ont été utilisées pour les mesures précédentes, WARP GPU atteint 93% de la
performance maximale.
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Fig. 7.7 - WARP GPU : Débit D en Gp/s pour des images de taille allant de 256 x 256 a 8192 X 8192 et
de granularité g € {1, 4, 16} sur une carte GTX 980;

Le débit maximal D, pour chaque granularité ainsi que les taille Ny 5, Ny 99 et Np 95 des images
respectivement pour 50%, 90% et 95% de la performance sont présentés dans la table 7.15. On constate
que comparativement aux algorithmes directs sur les architectures multi-cceur, WARP GPU est déja
efficace pour des images de petite taille et atteint son plein potentiel plus tot.

| Granularité [[ Dy, (Gp/s) [ Nos | Nyo | Noos |
g=1 4,6 640 X 640 | 1536 X 1536 | 2048 x 2048
g=4 5,4 768 X 768 | 1664 X 1664 | 2304 x 2304
g=16 6,2 768 X 768 | 1792 x 1792 | 2688 X 2688

TaBLE 7.15 - WARP GPU : Taille des images permettant d’atteindre 50%, 90% et 95% de la performance
maximale Dy,

7.3.9 Prise en compte des temps de transferts

Les transferts de données entre la mémoire de ’héte et celle du GPU passent par le bus PCle (ici en
version 3.0 dont le débit en 16X est ~ 16Go/s). Ces transferts introduisent une latence non-négligeable
et doivent étre pris en compte dans le temps total d’une application sur GPU [31]. Deux approches
sont pourtant possibles :

« considérer I’étiquetage en composantes connexes comme une des étapes d’une chaine de traite-
ment d’images embarquées sur GPU, ce qui suppose que I'image est présente dans la mémoire
du GPU avant ’étiquetage et qu'un autre code GPU exploitera le résultat. C’est I’approche re-
tenue par [119], [116] et [115],

« considérer I’étiquetage en composantes connexes comme un traitement autonome. Dans ce cas,
les communications font partie du temps d’étiquetage.

La table 7.16 indique les temps avec et sans communications et la table 7.17 les débits correspon-
dants. Il est possible d’optimiser le recouvrement des calculs et des communications pour diminuer le
temps total. L’approche que nous privilégierons par la suite sera de développer le calcul des descrip-
teurs sur GPU afin de ne transférer au CPU que les informations réellement utiles.
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ta
g=1|g=2|g=4|g=8 | g=16 ty
Sans transfert 0,96 0,91 0,81 0,73 0,71 0,80
Avec transferts 2,59 2,54 2,44 2,36 2,34 2,43

TaBLE 7.16 — WARP GPU : temps t; en ms avec et sans prise en compte des communications pour des
images de taille 2048 X 2048 et de granularité g € {1,2,4, 8,16} et ty en fonction de la granularité sur
les cartes de tests

Dy
g=1|g=2|g=4|g=8 | g=16 D,
Sans transfert 4,37 4,63 5,19 5,78 5,87 5,25
Avec transferts 1,62 1,65 1,71 1,77 1,79 1,72

TaBLE 7.17 - WARP GPU : Débit D; en Gp/s avec et sans prise en compte des communications pour
des images de taille 2048 x 2048 et de granularité g € {1,2,4, 8, 16} et Dg en fonction de la granularité
sur les cartes de tests

7.3.10 Conclusion pour les algorithmes de la classe WARP GPU

La confrontation au jeu de données a montré que WARP GPU est une proposition efficace d’al-
gorithme d’étiquetage en composantes connexes dédié aux architectures GPU. Il est trés adapté dans
le cadre d’une chaine de traitement intégrée dans la carte GPU. Dans le cas d’une application ou le
GPU est utilisé comme accélérateur pour déporter le traitement de I'étiquetage, bien qu’il soit plus
performant que les algorithmes MPAR, ils n’est pas encore comparable aux algorithmes directs. En
effet, il ne produit que 'image étiquetée et pas les descripteurs. Dans des travaux ultérieurs a la thése
nous développerons un algorithme de calcul des descripteurs spécifique au GPU.

7.4 Conclusion

Les algorithmes de la famille MPAR et de la classe WARP ont fait la preuve qu’ils avaient le po-
tentiel pour mieux passer a I’échelle que les algorithmes directs avec 'augmentation continue du
nombre de coeurs. Cependant, il reste du travail a accomplir pour développer I’analyse en compo-
santes connexes MPAR ou WARP et s’intégrer dans des applications réelles. Dans le méme temps
larrivée prochaine du jeu d’extension AVX 512 va permettre d’accélérer les algorithmes directs a
l’aide des lectures et écritures dispersées (gather-scatter).
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La 34 — au bout!

—La Horde du contrevent, Alain Damasio

Conclusion

Le propos de cette thése était de comprendre les algorithmes d’étiquetage en composantes connexes
modernes et leurs spécificités, d’évaluer les apports de chacun de ces algorithmes pour finalement
contribuer au domaine par I’apport de nouveaux algorithmes plus performants.

Etat des lieux des algorithmes séquentiels

Le point de départ de nos travaux était notre volonté de confronter 'algorithme LSL, créé en
2000 par Lionel Lacassagne, a I’évolution des architectures et de 1’état de I’art. Pour cela, nous avons
procédé dans les trois premiers chapitres a un état des lieux des algorithmes et de leurs performances.
Afin d’étre le plus exhaustif et le plus juste possible, nous avons proposé et publié une méthodologie
de test des performances basée sur :

« un jeu d’images aléatoires reproductible dont les parameétres essentiels (densité, granularité et
taille) permettent de proposer des niveaux de difficultés variables,

« un jeu d’images (SIDBA), déja utilisé dans de nombreux articles qui donne un apercu rapide des
performances des algorithmes dans un contexte réaliste.

Au cours de nos travaux, nous avons mis en évidence la variété du paysage de I’étiquetage en com-
posantes connexes au travers des différentes variantes d’algorithmes. Nous en avons extrait une base
représentative, qui illustre le comportement des différentes améliorations proposées par la littérature
depuis 2000. Le chapitre 3 a mis en évidence les performances générales des algorithmes d’étiquetage
en composantes connexes, mais aussi les performances des différentes phases qui les constituent.

L’analyse en composantes connexes, qui dérive de 1’étiquetage en composantes connexes, cor-
respond a 'utilisation de I’étiquetage par une application car elle calcule des descripteurs sur les
composantes connexes directement exploitables par d’autres algorithmes. Les performances des al-
gorithmes ont été mesurées et présentées tant pour I'étiquetage que pour 'analyse en composantes
connexes. Il en ressort que :

« dans les deux cas, les algorithmes LSL et en particulier LSLgy g sont les algorithmes directs les
plus rapides dans un contexte séquentiel,

« pour les images de la base SIDBA, sur une architecture Skylake (la plus récente au moment de
nos travaux), LSLgy g est plus rapide d’un rapport x3,1 que tous les algorithmes pixels,

+ le calcul des descripteurs doit étre réalisé pendant I’étiquetage pour éviter de réaliser inutile-
ment ’étape de réétiquetage. Dans un contexte de systémes autonomes qui devient le contexte
majoritaire de la vision par ordinateur, I’analyse en composantes connexes est la classe d’algo-
rithme a évaluer et a développer.

Parallélisation

Une des conclusions du chapitre 3, est que la performance des algorithmes dans un contexte sé-
quentiel ne progresse plus avec les nouvelles générations de processeurs. En effet, les versions sé-
quentielles n’exploitent pas les progres liés a 'augmentation du nombre de cceurs. Dans le chapitre 4,
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nous avons décrit nos contributions dans ce domaine. Nous avons proposé une version parallele de
I’algorithme LSL ainsi qu’une infrastructure logicielle de parallélisation de 'ensemble des algorithmes
directs basées sur un découpage en bandes et une fusion pyramidale des bandes, qui permet de s’af-
franchir des problémes liés a la concurrence tout en maximisant 'exploitation de chaque cceur.

La méthodologie d’évaluation construite au chapitre 2, a été appliquée a ces nouveaux algorithmes
et a mis en évidence plusieurs points remarquables :

« l'algorithme LSLg; g est algorithme d’étiquetage en composantes connexes le plus rapide dans
un contexte paralléle,

« la parallélisation de tous les algorithmes sur les machines a petit nombre de cceurs est trés
efficace,

« sur les machines ayant plus de coeurs et de sockets, aucun algorithme pixels ne passe réellement
a I’échelle et seule la version parallele de LSLyyf tire parti de 'augmentation du nombre de
ceeurs et du nombre de sockets,

+ pour les images de grande taille, seule la version paralléle de LSLgyg permet un traitement
rapide en exploitant un grand nombre de cceurs,

+ La gestion des étiquettes de Suzuki, qui était compétitive pour les algorithmes séquentiels est
trés dégradée lors du passage au multi-cceur pour les images les moins structurées.

Une conséquence des points précédents est que sur une machine 4 cceurs de derniére génération,
LSLg; g est plus rapide que le plus rapide des algorithmes pixels sur 'ensemble des machines de tests,
y compris sur un serveur de calcul a 4 sockets de 15 cceurs chacun. LSLgi g est le seul algorithme
direct adapté aux architectures multi-socket.

Algorithmes itératifs

Les premiers chapitres ont mis en évidence les points forts et les points faibles des algorithmes
directs. LSLg g est le plus rapide des algorithmes d’étiquetage et d’analyse en composantes connexes.
Cependant, la nécessité d’augmenter la taille des données pour utiliser le plein potentiel des architec-
tures proposant un grand nombre de coeurs nous a encouragés a ouvrir de nouvelles voies d’étude,
notamment les algorithmes itératifs qui nous semblaient mieux armés pour gérer I’augmentation du
nombre de coeurs.

Dans le chapitre 6, nous avons donc proposé un algorithme itératif (MPAR FB + SIMD + OMP
+ AT) ainsi qu'une nouvelle classe d’algorithmes itératifs (WARP) dont une déclinaison réalise I’éti-
quetage en deux passes. Enfin, nous avons proposé une implémentation GPU des algorithmes de la
classe WARP (WARP GPU). Ces algorithmes, trés différents des algorithmes directs, ne réalisent pas
I’analyse en composantes connexes de maniere native et les comparaisons avec les algorithmes directs
doivent en tenir compte.

Pour MPAR FB + SIMD + OMP + AT (qui utilise les instructions SIMD, le multi-cceur ainsi qu’un
mécanisme de tuiles actives), les résultats présentés au chapitre 7 sont trés encourageants. En effet,
l’augmentation du nombre de cceurs est trés favorable aux performances de ’algorithme itératif. Bien
que moins rapide que les algorithmes directs, son potentiel de progression avec I'augmentation du
nombre de coeurs ainsi qu’'avec 'augmentation de la largeur du SIMD est supérieur.

Pour WARP GPU, les performances atteintes sont supérieures a I’état de I'art et supérieure a
MPAR FB + SIMD + OMP + AT sur le Xeon Phi.
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7.4. CONCLUSION

Perspectives de recherche

Au-dela des résultats, les travaux présentés dans ce manuscrit ont permis d’ouvrir de nouveaux
axes de recherche dans le champ de I’étiquetage en composantes connexes.

Les algorithmes itératifs sont prometteurs pour I’étiquetage et il est nécessaire de les doter de
mécanismes efficaces de calcul des descripteurs.

La méthode d’union récursive, utilisant des instructions atomic, peut s’appliquer aux algo-
rithmes directs et peut potentiellement diminuer le temps des fusions de bandes. Il serait inté-
ressant d’évaluer la performance de ce mécanisme sur les architectures classiques (GPP).

Des travaux sont déja engagés pour étudier la portabilité des algorithmes directs et itératifs
sur l’architecture many-core TSAR (TeraScale Architecture) du LIP6 [121-123] qui posséde des
mécanismes materiels et logiciels qui permettent/favorisent un passage a I’échelle d’un grand
nombre d’algorithmes.

L’arrivée prévue en 2017 de processeurs généralistes supportant les instructions SIMD AVX
512 (Xeon Skylake) va permettre d’utiliser les instructions d’adressage dispersé (gather scatter).
Nous travaillons déja a la création d’algorithmes directs utilisant cette propriété.

L’expérience acquise sur I’étiquetage pourrait aussi profiter a d’autres domaines et nous étudions
les possibilités d’en étendre les applications.
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A.1 Algorithmes

A.1.1 Rosenfeld & Pfalz

Algorithme 39 : Rosenfeld 4C avec Union-Find
Input : I[[H][W]

Result: E[H][W], T

fori=0toH-1do

1
2 forj=0to W-1do

3 if I[i][j] # 0 then

4 e, «— E[i-1][J]

5 ey — E[i][j-1]

6 if e; = ¢4 = 0 then

7 ‘ e, < ne++

8 else

9 ry = Find(T,e;)

10 rq = Find(T,ey)

11 & — min*(ry,ry)

12 if (r, # 0 and ry # ¢) then Union(T, ey, ¢)
13 if (ry # 0 and ry # ¢) then Union(T, ey, ¢)
14 ey — ¢

15 else

16 | e 0

17 E[{[j] « ey
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A.1.2 Haralick & Shapiro

Algorithme 40 : Haralick - propagation - premiére passe descendante 4C

Input : ] une image binaire de taille H X W (0 pour le fond, 1 pour le premier plan)
Result : E 'image partiellement étiquetée de taille H X W
fori=0toH-1do

1

2 forj=0to W-1do

3 ex — I[i][j]

4 if e, # 0 then

5 ey «— E[i-1][j] ey « E[i][j-1]
6 if e; = ¢4, = 0 then

7 ‘ & ¢ ne++

8 else

9 L e = min*(ey, e4)

10 E[i][j] « ¢

Algorithme 41 : Haralick - propagation - passe ascendante 4C

Input : E une image partiellement étiquetée de taille H X W résultant d’une phase directe
Result : E 'image partiellement étiquetée de taille H X W

1 fori=H-1to0do

2 forj=W-1to0do

: e, — E[i][]]

4 if e, # 0 then

5 ey «— E[i][j+1] ey « E[i+1][/]
6 if e, = e, = 0 then

7 ‘ £« ne++

8 else

9 L & = min*(ey, e, e4)

10 E[i][j] « ¢

Algorithme 42 : Haralick - propagation - passe n descendante 4C

Input : E une image partiellement étiquetée de taille H X W résultant d’une phase inverse
Result : E I'image partiellement étiquetée de taille H X W
fori=0toH-1do
forj=0to W-1do
e, — E[iI[j]
if e, # 0 then
ey «— E[i-1][j1 e4 < E[i][j-1]
£ = min®(ey, e, €4)

I[i][j] « ¢

NS G e W N -

€ Ex | €4
€4 | Ex €9
(a) Masque direct (b) Masque inverse

Fig. A.1 - Masques spécifiques d’Haralick 4C
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A.1.3 Lumia & Shapiro & Zuniga

Algorithme 43 : Lumia - propagation - passe n descendante 8C

Input : [ une image binaire de taille H X W (0 pour le fond, 1 pour le premier plan)
Result : E 'image partiellement étiquetée de taille H X W
1 fori=0toH-1do

> Création de la table d’'équivalence vide pour la ligne courante

2 EQTABLE «CREATE( );
3 forj=0to W-1do

> Mise a 0 de toutes les étiquettes de la ligne
4 E[i][j] « ©;
5 forj=0to W-1do

> examine each pixel P in line L
6 if I[i][j] # 1 then
7 | NEXT endif
5 ey — E[i-1][-1] e — E[-1I[j] €5 — E[i-1][j+1] ey — E[i][j-1]
9 if e; = e; = e5 = ¢4 = 0 then
10 ‘ e, «— ne++
11 else
12 £ «— min*(ey, ey, €3, €4)
13 ife; #0and e; # e then T[e;] «— M
14 ife; #0and e; # € and e; # ¢; then T[e;] «— M
15 ife; #0and e3 # ¢ and e3 # e, and e3 # ¢; then T[e3] «— M
16 ife,#0and e, # e and ey # e3 and e4 # e, and ey # ey then T[ey] — M
17 ey «— &
18 I[i][j] « ex
19 forj=0toM-1/2-1do
20 L aplatissement de EQTABLE
21 forj=0toM-1-1do
22 e — I[i][j]
23 if e # 0 then
24 | I[{][j] < EQTABLE[e,]
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Algorithme 44 : Lumia - propagation - passe n ascendante 8C

Input : [ une image (N X M) résultat d’'une phase descendante, E
Result : I’ 'image étiquetée de taille N x M

1 fori=N-1to0do

2 EQTABLE «CREATE( ); » create empty equivalence table for line L

3 forj=0toM-1do

> examine each pixel P in line L
4 if I[i][j] # 1 then
5 | NEXT endif
6
7 ey — I[i][j - 1] ex « I[i][j] e < I[i][j + 1]
8 if e; # 0 and ¢; # ¢, then
9 if e; # 0 and e, # ¢, then
10 if e3 # 0 and e; # e, then
11 if e, # 0 and ¢; # ¢, then
12 if e, # 0 and ¢4 # e, then
13 ey «— ¢
14 I[i][j] « ey
15 forj=0toM-1/2-1do
16 | aplatissement de EQTABLE
17 forj=0toM-1-1do
18 e — I[i][j]
19 if e # 0 then
20 | I[i][j] < EQTABLE[e,]

e — I[i+1][j-1] g < I[i+1][j] e3  I[i+1][j + 1]
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A.1.4 RCM : une fausse bonne idée

Alors que I'idée de diminuer la taille du masque semble légitime, les résultats sont moins bons que
ceux obtenus pour Rosenfeld avec et sans arbre de décision. Le nombre plus important d’étiquettes
supplémentaires (d{1 a la taille du masque) n’est pas la seule raison. Alors que le masque de Rosenfeld
réalise 5 chargements et tests (au maximum), le masque RCM n’en nécessite que 4 au maximum.
Cependant, lorsque 'image est peu dense, ce nombre diminue pour I’algorithme de Rosenfeld jusqu’a
tendre vers 1 pour une image vide. De son c6té, 'algorithme RCM doit tester aussi les pixels de fond
pour trouver les connexions éventuelles entre e, et e4. Il nécessite donc 4 chargements pour tous les
pixels de 'image.

En nous basant sur le modéle d’arbre de décision étudié en 2.4.1, nous proposons une amélioration
significative (non proposée par les auteurs de RCM) mais non suffisante. La figure A.2a présente I’arbre
de décision pour RCM qui comporte une branche supplémentaire par rapport a ’arbre de décision
usuel, qui correspond au traitement des pixels de fond. La figure A.2b montre que méme avec cette
amélioration, le nombre moyen de chargements est plus élevé que dans la version étudiée en 2.4.1.
Les résultats pour la base de données SIDBA (fig. A.2c et A.2c) renforcent cette conclusion.

'S

w

nombre d'acces
oo

[Union(ez, ey )]

30 40 50 60 70 80 90 100
[Nouvelle(p)] [Ajout(p,el)] densité (%)

(a) Arbre de décision pour le masque RCM (b) Nombre de chargements en fonction de la densité

(c) Nombre moyen de chargements pour la base de(d) Nombre moyen de chargements pour la base de
données SIDBA, sans arbre de décision données SIDBA, avec arbre de décision

Fig. A.2 — Influence du masque RCM sur le nombre moyen de chargements / tests
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A.1.5 Selkow

=~
w

NN DD
NN DD

IS

3
5|4 3|13|2 2

el0 1 23 45 _ el0 1 23 435 B el0 1 21 1 1 _
- -~ - - ne =0 ne=>5 ne =5
Tle]o 1 2 3 4 5 Tlel]lo 1 2 1 3 4 Tle]o 1 2 1 1 1

Fig. A.3 — Mise en évidence des lacunes de I’algorithme de Selkow pour les algorithmes pixels

S
w

S
NN N DN
NN DN DN

3
5 3
5 4 3 2 2

e 0 1 2 3 45 ej0 1 2 3 45 ej0 12 111
R b S B ne =0 ne=>5 ne =5
Tlelo 1 2 3 4 5 Tlelo 1 2 1 3 4 Tlello 1 2 1 1 1

Fig. A4 — Mise en évidence des lacunes de I’algorithme de Selkow pour les algorithmes segments
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A.2. PERFORMANCE DES ALGORITHMES PARALLELES SUR IVB,,,

A.2 Performance des algorithmes paralléles sur IVB,, 1
=== Premiére passe mmm Descripteurs Frontiéres
7 7 7 7 7
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5 5 5 5 5
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3 3 3 3 3
2 2 2 2 2
1 1 15 1 1
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(h) LSLRLE Rosenfeld (1) LSLsTD-Suzuki

(f) HCS, UF DT ARemSP  (g) LSLsTp-Rosenfeld
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(J) LSLRLE-Suzuki

Fig. A.5 — Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 4096x4096 et g = 1 sur 24 cceurs de la machine IVB, X 12
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Fig. A.6 — Parallélisation multi-cceur : composition du ¢pp global par rapport a la densité (%) pour des
images aléatoires de taille 4096x4096 et g = 4 sur 24 coeurs de la machine IVB, X 12
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Fig. A.7 - Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 4096x4096 et g = 16 sur 24 coeurs de la machine IVB, X 12
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Fig. A.8 — Parallélisation multi-cceur : composition du ¢pp global par rapport a la densité (%) pour des
images aléatoires de taille 8192x8192 et g = 1 sur 24 coeurs de la machine IVB, x 12
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Fig. A.9 — Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour des
images aléatoires de taille 8192x8192 et g = 4 sur 24 cceurs de la machine IVB, X 12
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Fig. A.10 — Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour
des images aléatoires de taille 8192x8192 et g = 16 sur 24 coeurs de la machine IVB, X 12
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A.3 Performance des algorithmes paralléles sur IVB 4,5

=== Premiére passe

mmm Descripteurs Frontiéres

S =W R »
O m W »

0 20 40 60 80 100

(a) RCM

0 20 40 60 80

(b) Grana

100

S =W G
(= T ]
R O NS

0 20 40 60 80 100

(c) Suzuki DT

0
(d) Rosenfeld DT PC

20 40 60 80 100

0

20 40 60 80 100

(e) HCS

(=S T |
S S

0
(f) HCS, UF DT ARemSP

20 40 60 80 100

0

20 40 60 80 100

(g) LSLsTD-Rosenfeld

A

20 40 60 80 100

O =N W R
(=
(=TS T |

0

20 40 60 80 100

0

20 40 60 80 100 O

(h) LSLRLE Rosenfeld (1) LSLsTD-Suzuki (j) LSLRLE-Suzuki

Fig. A.11 - Parallélisation multi-cceur : composition du cpp global par rapport a la densité (%) pour
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Fig. A.12 - Parallélisation multi-coeur : composition du cpp global par rapport a la densité (%) pour
des images aléatoires de taille 4096x4096 et g = 4 sur 60 coeurs de la machine IVByy 15
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A.4 WARP : Structure a retard
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PARIS-SACLAY et de la communication (STIC)

Title : EFFICIENT CONNECTED COMPONENT LABELING ALGORITHMS FOR HIGH PERFORMANCE
ARCHITECTURES

Keywords: Image processing, Parallel processing algorithms, Multi-core architectures, Connected component
labeling, Connected component analysis

Abstract : This doctoral research takes place in the field of algorithm-architecture matching for computer
vision, specifically for Connected Component Labelling (CCL) for high performance parallel architectures. While
modern architectures are overwhelmingly multi-core, CCL algorithms are mostly sequential, irregular and using
a graph structure to represent the equivalences between labels. This aspects makes their parallelization quite
challenging.

CCL processes a binary image and gathers under the same label all the connected pixels, and in doing so, CCL
is a bridge between low-level operations like filtering and high-level ones like shape recognition and decision-
making. It is involved in a large number of processing chains that require segmented image analysis. The ac-
celeration of this step is therefore an issue for a variety of algorithms. At first, the PHD work focused on the
comparative performance of the State-of-the-Art algorithms, for CCL as well as for the features analysis of the
connected components (CCA). This was done in order to identify a hierarchy and the critical components of
the algorithms. For this, a benchmarking method, reproducible and independent of the application domain was
proposed and applied to a representative set of State-of-the-Art algorithms. The results show that the fastest
sequential algorithm is the LSL algorithm which manipulates segments unlike other algorithms that manipulate
pixels. Secondly, a parallelization framework of directs algorithms based on OpenMP was proposed with the
main objective of computing the CCA on the fly and reducing the cost of communication between threads. For
this, the binary image is divided into bands that are processed in parallel to each core of the architecture and
a pyramidal fusion step that processes the generated disjointed sets of labels provides the fully labeled image
without concurrent access to data between threads.

The benchmarking procedure applied to several machines of various parallelism levels, showing that the
proposed parallelization framework applies to all the direct algorithms. The LSL algorithm is once again the
fastest and the only one suitable when the number of cores increases due to its run-based conception. With an
architecture of 60 cores, the LSL algorithm can process 42.4 billion pixels per second for images of 8192x8192
pixels, while the fastest pixel-based algorithm is limited by the bandwidth and saturates at 5.8 billion pixels per
second.

After these works, our attention focused on iterative CCL algorithms in order to develop new algorithms for
many-core and GPU architectures. The Iterative algorithms are based on a local propagation mechanism without
supplementary equivalence structure which allows to achieve a massively parallel implementation (MPAR). This
work then led to the creation of two new algorithms.

+ An incremental improvement of MPAR using a set of mechanisms such as alternative scanning, the use of
SIMD instructions and an active tile mechanism to distribute the load between the different cores while
limiting the processing of the pixels to the active areas of the image and to their neighbors.

» An algorithm that implements the equivalence relation directly into the image to reduce the number of ite-
rations required for labeling. An implementation for GPU, based on atomic instructions with pre-labeling
in the local memory has been realized and it has proven effective from the small images.

Université Paris-Saclay
Espace Technologique / Immeuble Discovery
Route de ’Orme aux Merisiers RD 128 / 91190 Saint-Aubin, France
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Titre : ALGORITHMES D’ETIQUETAGE EN COMPOSANTES CONNEXES EFFICACES POUR ARCHI-
TECTURES HAUTES PERFORMANCES

Keywords: Traitement d’images, Parallélisation d’algorithmes, Architectures multi-cceur, Etiquetage en com-
posantes connexes, Analyse en composantes connexes

Résumé : Ces travaux de thése, dans le domaine de I’adéquation algorithme architecture pour la vision par
ordinateur, ont pour cadre I’étiquetage en composantes connexes (ECC) dans le contexte paralléle des architec-
tures hautes performances. Alors que les architectures généralistes modernes sont multi-coeur, les algorithmes
d’ECC sont majoritairement séquentiels, irréguliers et utilisent une structure de graphe pour représenter les
relations d’équivalence entre étiquettes, ce qui rend complexe leur parallélisation.

L’ECC permet a partir d’une image binaire de regrouper sous une méme étiquette tous les pixels connexes.
Il fait ainsi le pont entre les traitements de bas niveau tels que le filtrage et ceux de haut niveau tels que la recon-
naissance de forme ou la prise de décision. Il est donc impliqué dans un grand nombre de chaines de traitements
qui nécessitent 'analyse d’images segmentées. L’accélération de cette étape représente donc un enjeu pour tout
un ensemble d’algorithmes. Les travaux de these se sont tout d’abord concentrés sur les performances compa-
rées des algorithmes de I’état de I’art tant pour 'ECC que pour I’analyse des caractéristiques des composantes
connexes (ACC) afin d’en dégager une hiérarchie et d’identifier les composantes déterminantes des algorithmes.
Pour cela, une méthode d’évaluation des performances, reproductible et indépendante du domaine applicatif, a
été proposée et appliquée a un ensemble représentatif des algorithmes de 1’état de I’art. Les résultats montrent
que 'algorithme séquentiel le plus rapide est I’algorithme LSL qui manipule des segments contrairement aux
autres algorithmes qui manipulent des pixels.

Dans un deuxiéme temps, une méthode de parallélisation des algorithmes directs utilisant OpenMP a été
proposée avec pour objectif principal de réaliser 'ACC a la volée et de diminuer le coiit de la communication
entre les threads. Pour cela, I'image binaire est découpée en bandes traitées en parallele sur chaque coeur de
Parchitecture. Ensuite une étape de fusion pyramidale d’ensembles d’étiquettes deux a deux disjoints permet
d’obtenir I'image complétement étiquetée sans avoir de concurrence d’acces aux données entre les différents
threads. La procédure d’évaluation des performances appliquée a des machines de degré de parallélisme variés a
démontré que la méthode de parallélisation proposée était efficace et qu’elle s’appliquait a tous les algorithmes
directs. L’algorithme LSL s’est encore avéré étre le plus rapide et le seul adapté a 'augmentation du nombre
de coeurs du fait de son approche «segments». Pour une architecture a 60 coeurs, I’algorithme LSL permet de
traiter 42,4 milliards de pixels par seconde pour des images de taille 8192x8192 pixels, tandis que le plus rapide
des algorithmes pixels est limité par la bande passante et sature a 5,8 milliards de pixels par seconde.

Apreés ces travaux, notre attention s’est portée sur les algorithmes d’ECC itératifs dans le but de développer
des algorithmes pour les architectures manycore et GPU. Les algorithmes itératifs se basant sur un mécanisme
de propagation des étiquettes de proche en proche, aucune autre structure que I'image n’est nécessaire, ce qui
permet d’en réaliser une implémentation massivement parallele (MPAR). Ces travaux ont mené a la création de
deux nouveaux algorithmes :

« une amélioration incrémentale de MPAR utilisant un ensemble de mécanismes tels qu un balayage alter-
natif, Putilisation IMD ainsi qu'un mécanisme de tuiles actives permettant de répartir la
charge entre les différents cceurs tout en limitant le traitement des pixels aux zones actives de I'image et
a leurs voisines,

« un algorithme mettant en ceuvre la relation d’équivalence directement dans I'image pour réduire le nombre
d’itérations nécessaires a I’étiquetage. Une implémentation pour GPU basée sur les instructions «atomic»
avec un pré-étiquetage en mémoire locale a été réalisée et s’est révélée efficace dés les images de petite
taille.

Université Paris-Saclay
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Route de ’Orme aux Merisiers RD 128 / 91190 Saint-Aubin, France
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